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Abstract

In today’s world the complexity of industrial automation systems increases
rapidly. Because of this complexity, the development of such automation sys-
tems becomes more time consuming and has to deal with adaptations of the
industrial automation code on short notice. The engineering efficiency has to
be increased in terms of reusability support of tested and testable software
components for upcoming projects in order to reduce the development time
and costs.

The intention of this thesis is to make a significant step towards an increase
in the quality of industrial automation software by providing a test infrastruc-
ture with appropriate testing techniques for industrial automation software.
To ensure the high software quality, testing processes are necessary which as-
sist the development engineers during the life-cycle of developing industrial
automation systems. Currently there is no systematic test process for testing
industrial control software in the industry. First steps are available in academia
to adapt testing techniques from the software engineering domain applied on
the industrial automation domain.

A new test framework is developed in this thesis which is able to sup-
port testing of industrial automation software, i.e. based on IEC 61131 and
IEC 61499, on various levels of detail and from different perspectives. New
criteria are proposed for selecting Unified Modeling Language (UML) mod-
els which are useable for specifying tests of industrial automation software.
According to the developed test framework, different testing techniques con-
sidering the different test levels are presented which are able to test industrial
automation software considering the Test-First Development (TFD) strategy.
Finally, a new automation component architecture and a new component de-
sign for developing industrial automation applications are introduced to sup-
port testability. Therefore, it is now possible to increase the quality of indus-
trial control software by using the newly developed test infrastructure.
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Kurzzusammenfassung

Der starke Konkurrenzdruck der Märkte lässt die Anforderungen heutiger in-
dustrieller Automatisierungssysteme rapide ansteigen. Dies führt zu einer Er-
höhung der Komplexität solcher Systeme. Darum steigt der Aufwand in der
Entwicklung, welche mit ständigen Adaptierungen des Software Codes ver-
bunden ist. Durch den Einsatz von wiederverwendbaren und testbaren Kom-
ponenten kann die Effizienz für zukünftige Projekte gesteigert werden. Zu-
sätzlich können die Entwicklungszeiten und Entwicklungskosten durch Ver-
wendung solcher Komponenten reduziert werden.

Die Intention dieser Doktorarbeit ist, einen signifikanten Schritt zur Stei-
gerung der Qualität von Steuerungssoftware beizutragen und eine Testinfra-
struktur mit geeigneten Techniken zum Testen einer solchen Software bereit-
zustellt. Um eine hohe Softwarequalität zu erreichen ist ein Testprozess not-
wendig, welcher dem/der Ingenieur/in während der ganzen Entwicklungs-
zeit unterstützend zur Verfügung stehen soll. Derzeit gibt es keine systemati-
schen Testprozesse für Software im Bereich der industriellen Steuerungstech-
nik. Erste Ansätze sind im akademischen Bereich erforscht. Hierzu werden
Techniken aus dem Bereich der Informatik, im Speziellen der Softwareent-
wicklung, adaptiert. Diese Doktorarbeit zeigt eine neue Teststruktur, die das
Testen von industrieller Steuerungssoftware nach dem Standard IEC 61131
und IEC 61499 an unterschiedlichen Testebenen mit unterschiedlichen Per-
spektiven unterstützt. Geeignete Unified Modeling Language (UML) Model-
le für die Testspezifikation werden vorgestellt. Weiters werden Testmethoden
und Techniken diskutiert, die für das Testen von Steuerungssoftware nach
der “Test-First Development” Strategie geeignet sind. Abschließend wird ei-
ne neue komponentenbasierte Architektur und ein neues Komponentendesign
für die Entwicklung testbarer Steuerungsapplikationen präsentiert. Nun ist es
möglich, die Qualität der industriellen Steuerungssoftware mithilfe der neu
entwickelten Testinfrastruktur zu erhöhen.

v



Contents

List of Figures ix

List of Tables xii

List of Listings xiii

Acronyms xiv

1 Introduction 1
1.1 Problem Statement . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.2 Goal . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
1.3 Software Testing . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3

1.3.1 Fundamental Terms . . . . . . . . . . . . . . . . . . . . . 4
1.3.2 Test Methods . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.3.3 Testing vs. Verification . . . . . . . . . . . . . . . . . . . . 8

1.4 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 10
1.5 Contributions and Outline of the Thesis . . . . . . . . . . . . . . 10

2 Related Work 12
2.1 Modeling Languages for Industrial Automation Systems . . . . 15

2.1.1 IEC 61131 . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
2.1.2 IEC 61499 - Distributed Event-based System . . . . . . . 17

2.2 Testing Control Software . . . . . . . . . . . . . . . . . . . . . . . 20
2.2.1 Testing as Commissioning Support . . . . . . . . . . . . . 21
2.2.2 Automatic Testing . . . . . . . . . . . . . . . . . . . . . . 21
2.2.3 Simulation-based Testing . . . . . . . . . . . . . . . . . . 23
2.2.4 Analyzing Methods . . . . . . . . . . . . . . . . . . . . . 23

2.3 Model-Driven Development . . . . . . . . . . . . . . . . . . . . . 24

vi



CONTENTS vii

2.3.1 What is a Model? . . . . . . . . . . . . . . . . . . . . . . . 24
2.3.2 Model Specification . . . . . . . . . . . . . . . . . . . . . 25
2.3.3 Model Transformation . . . . . . . . . . . . . . . . . . . . 26
2.3.4 Model-Driven Development for Control Applications . . 27

2.4 Testing in Software Engineering . . . . . . . . . . . . . . . . . . . 28
2.4.1 Test Specification in Software Engineering . . . . . . . . 29
2.4.2 Test Processes, Test Strategies, and Test Levels . . . . . . 30

2.4.2.1 Development Processes . . . . . . . . . . . . . . 31
2.4.2.2 Individual Test Processes and Test Strategies . . 33
2.4.2.3 Test-First Development . . . . . . . . . . . . . . 34

2.4.3 Model-based Testing . . . . . . . . . . . . . . . . . . . . . 36
2.5 Testing of Embedded Systems Software . . . . . . . . . . . . . . 39
2.6 Comparison of the Different Domains . . . . . . . . . . . . . . . 41
2.7 How Many Test Cases are Necessary? . . . . . . . . . . . . . . . 42
2.8 Economical Aspects . . . . . . . . . . . . . . . . . . . . . . . . . . 43
2.9 Research Questions . . . . . . . . . . . . . . . . . . . . . . . . . . 45

3 New Test Framework for Industrial Automation Systems 47
3.1 Framework for Automated Testing . . . . . . . . . . . . . . . . . 48
3.2 Test-Levels / Test-Layer Approach for Industrial Automation

Systems . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
3.2.1 Unit Tests . . . . . . . . . . . . . . . . . . . . . . . . . . . 53
3.2.2 Integration Tests . . . . . . . . . . . . . . . . . . . . . . . 56
3.2.3 System Tests . . . . . . . . . . . . . . . . . . . . . . . . . . 58

3.3 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 60

4 Selecting UML Models for Test-Driven Development Along the Au-
tomation Systems Engineering Process 61
4.1 Model Specification . . . . . . . . . . . . . . . . . . . . . . . . . . 61
4.2 UML in the Software Engineering Domain . . . . . . . . . . . . 62
4.3 Criteria for Model Selection in the Industrial Automation Domain 64
4.4 UML Diagrams Applied on a Sample Application . . . . . . . . 65

4.4.1 Systematic Definition of Requirements . . . . . . . . . . 66
4.4.2 Architecture and Structural Aspects . . . . . . . . . . . . 67
4.4.3 Definition of Functional and Temporal Behavior . . . . . 68

4.5 Selecting UML Diagrams . . . . . . . . . . . . . . . . . . . . . . . 71
4.6 Test Case Extraction From State Chart Diagrams . . . . . . . . . 74

4.6.1 Test Specification with State Chart Diagram . . . . . . . . 75
4.6.2 Test Case Extraction . . . . . . . . . . . . . . . . . . . . . 76

4.7 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 80



Contents viii

5 Testing Techniques for Industrial Automation Systems 81
5.1 Manual Testing . . . . . . . . . . . . . . . . . . . . . . . . . . . . 81
5.2 Keyword-driven Testing . . . . . . . . . . . . . . . . . . . . . . . 82

5.2.1 Test Framework for Keyword-driven Testing . . . . . . . 83
5.2.2 Keyword Specification . . . . . . . . . . . . . . . . . . . . 84

5.3 Unit Testing Technique . . . . . . . . . . . . . . . . . . . . . . . . 86
5.3.1 Separated Test Component . . . . . . . . . . . . . . . . . 87
5.3.2 Separated Test Specification . . . . . . . . . . . . . . . . . 88
5.3.3 Integrated Test Specification . . . . . . . . . . . . . . . . . 89
5.3.4 Evaluation of the Three Listed Unit Testing Approaches 90
5.3.5 Used Unit Test Framework . . . . . . . . . . . . . . . . . 92

5.4 Model-based Testing of Industrial Control Applications . . . . . 95
5.4.1 Test Specification Modeling . . . . . . . . . . . . . . . . . 95
5.4.2 Model-based Test Case Generation Process . . . . . . . . 96

5.5 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 103

6 Experiments, Evaluation, and Discussion of Results 104
6.1 Implementation and Evaluation of the Testing Techniques . . . 104

6.1.1 Keyword-driven Testing . . . . . . . . . . . . . . . . . . . 104
6.1.2 Unit Testing with Service Sequences . . . . . . . . . . . . 111
6.1.3 Model-based Testing . . . . . . . . . . . . . . . . . . . . . 115

6.2 Resulting Comparison of the Testing Methods . . . . . . . . . . 120
6.3 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 123

7 Resulting Design Rules for Application Structure 124
7.1 Overall Architecture Definition . . . . . . . . . . . . . . . . . . . 125
7.2 Automation Component Model . . . . . . . . . . . . . . . . . . . 126

7.2.1 Sub-Component Models . . . . . . . . . . . . . . . . . . . 127
7.2.2 Interfaces . . . . . . . . . . . . . . . . . . . . . . . . . . . 129

7.3 Summary . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 131

8 Conclusion and Outlook 132
8.1 Conclusion . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 132
8.2 Outlook . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 135

Bibliography 137

Curriculum Vitae 155



List of Figures

2.1 Software quality characteristics taxonomy. . . . . . . . . . . . . . 14
2.2 Overview of the IEC 61131-3 software model. . . . . . . . . . . . 16
2.3 Reference models according to IEC 61499. . . . . . . . . . . . . . 18
2.4 Characteristic and interface design of an IEC 61499 Function

Block (FB). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
2.5 Definition of the V-Model XT. . . . . . . . . . . . . . . . . . . . . 30
2.6 Definition of the W-Model. . . . . . . . . . . . . . . . . . . . . . . 32
2.7 Test Process based on Spillner. . . . . . . . . . . . . . . . . . . . . 33
2.8 Testing and development work-flow of the Test-First Develop-

ment (TFD) strategy. . . . . . . . . . . . . . . . . . . . . . . . . . 36
2.9 Test case generation with model-based testing derived from the

UML diagram family. . . . . . . . . . . . . . . . . . . . . . . . . . 37
2.10 Architecture of generic test-generation system. . . . . . . . . . . 38
2.11 Devils Square by Sneed [1]. . . . . . . . . . . . . . . . . . . . . . 44
2.12 Devils Square including the innovation variable. . . . . . . . . . 45

3.1 Process flow of the test process . . . . . . . . . . . . . . . . . . . 48
3.2 Structure of a test suite, including test scenarios and test cases. . 49
3.3 General structure of a test framework . . . . . . . . . . . . . . . 50
3.4 Analysis and reporting of the test framework . . . . . . . . . . . 51
3.5 Bottom-up implementation design of the test levels in the au-

tomation systems domain . . . . . . . . . . . . . . . . . . . . . . 53
3.6 Unit component based on IEC 61499 FB and IEC 61131 FB . . . 54
3.7 Part of an IEC 61131-3 implementation used for integration tests. 58
3.8 Part of an IEC 61499 system (sub-system) implementation used

for integration tests. . . . . . . . . . . . . . . . . . . . . . . . . . . 59

4.1 Picture of the bottle sorting machine . . . . . . . . . . . . . . . . 65

ix



LIST OF FIGURES x

4.2 Model of the Use Case Diagram of the bottle sorting machine.
Solid lines represent the connection with actors, e.g. sensors and
actuators, dashed lines represent the internal dependencies. . . 66

4.3 Activity Diagram of the bottle sorting machine. . . . . . . . . . . 67
4.4 Deployment Diagram of the bottle sorting machine. . . . . . . . 68
4.5 Component Diagram of the conveyor 2 part. . . . . . . . . . . . 69
4.6 System level State Chart Diagram of the bottle sorting machine. 70
4.7 State Chart Diagram of the stopper unit which is part of the bot-

tle sorting machine. . . . . . . . . . . . . . . . . . . . . . . . . . . 70
4.8 Sequence Chart Diagram of the Pickup&Place unit of the bottle

sorting machine. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 71
4.9 Timing Diagram of the Pickup&Place unit from the bottle sort-

ing machine. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 72
4.10 Example of a State Chart Diagram . . . . . . . . . . . . . . . . . 75
4.11 Interface design of the SF_Equivalent FB from PLCopen . . . . . 76
4.12 State chart diagram specification of the SF_Equivalent FB from

PLCopen . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 77
4.13 New state chart diagram specification of the SF_Equivalent FB. 78

5.1 Overview of the test framework for Keyword-driven Testing . . 83
5.2 Overview of the function block test framework for unit testing . 93
5.3 UML state chart definition of control axis behavior . . . . . . . . 96
5.4 Overview of the transformation process to generate an automa-

tion control application . . . . . . . . . . . . . . . . . . . . . . . . 97
5.5 The defined <Meta-Model-ecore> TestSuite definition. . . . . . . 98

6.1 FitNesse test case specification for IEC 61131-3 application. . . . 107
6.2 FitNesse test case specification for IEC 61499 application. . . . . 108
6.3 Part of an IEC 61131-3 FB network which shows the required

’force marker’. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 109
6.4 Keyword-driven Testing (KDT) - Test history visualized in the

Test Management system FitNesse. . . . . . . . . . . . . . . . . . 110
6.5 Taxonomy of observable function block execution features and

properties. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 112
6.6 IEC 61499 standard library FBs interface definition. . . . . . . . 112
6.7 E_CTU FB; Specification of a test sequence and test results. . . . 113
6.8 Visualization of the test results in 4DIAC-IDE. . . . . . . . . . . 114
6.9 Picture of the sorting machine . . . . . . . . . . . . . . . . . . . . 116
6.10 State chart specification of the sorting machine. . . . . . . . . . . 117
6.11 Resulting interface of the generated test suite Basic Function

Block (BFB). . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 118
6.12 Results of the automatically generated Execution Control Chart

(ECC) test case. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 119



LIST OF FIGURES xi

6.13 Results of the automatically generated ECC test scenario. . . . . 119

7.1 Hierarchical overview of an industrial automation application
by using defined Automation Components (ACs). . . . . . . . . 126

7.2 Structural overview of an AC. . . . . . . . . . . . . . . . . . . . . 127
7.3 Interface definition in AC networks. . . . . . . . . . . . . . . . . 130



List of Tables

2.1 Comparison of Industrial Automation - Software Engineering -
Embedded Systems . . . . . . . . . . . . . . . . . . . . . . . . . . 41

4.1 UML diagrams in the industrial automation software engineer-
ing process . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 73

4.2 Overview of development phases, UML model selection crite-
ria, relevant diagram types for industrial automation, and de-
fined test levels. . . . . . . . . . . . . . . . . . . . . . . . . . . . . 73

5.1 Overview of the used keywords for testing industrial automa-
tion systems. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 86

5.2 Assessment of the presented specification and implementation
methods for tests . . . . . . . . . . . . . . . . . . . . . . . . . . . 91

5.3 Transformation rules for <Model> TestSuite. . . . . . . . . . . . 100
5.4 Transformation rules for the <Model> IEC 61499 FB. . . . . . . . 102

6.1 Overview of the resulting comparison of the presented testing
techniques. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 122

xii



List of Listings

4.1 Output from a test case of the PLCopen SF_Equivalent. . . . . . 79
4.2 Output from a test scenario of the PLCopen SF_Equivalent. . . . 79
6.1 Example of a test case definition in FitNesse. Test case specifica-

tion for the IEC 61131-3 KDT. . . . . . . . . . . . . . . . . . . . . 106
6.2 Example of a test case definition in FitNesse. Test case specifica-

tion for the IEC 61499 KDT. . . . . . . . . . . . . . . . . . . . . . 106

xiii



Acronyms

A

AC Automation Component. xi, 125–131
AI Artificial Intelligence. 38

B

BFB Basic Function Block. x, 19, 27, 54–56, 59, 102, 116–120

C

CFB Composite Function Block. 19, 54–56, 59, 88, 120
CVS Concurrent Versions System. 22
CWM Common Warehouse Metamodel. 24

D

DCS Distributed Control System. 28
DES Discrete Event Simulator. 21
DSP Digital Signal Processors. 21

E

ECC Execution Control Chart. x, xi, 19, 27, 54, 55, 87, 88, 91, 101, 102, 116–119
ES Embedded System. 39–41

F

FB Function Block. ix, x, xii, 15, 17–20, 27, 28, 42, 46, 48, 54–56, 76–78, 86–89,
91, 92, 94–96, 98, 99, 101–104, 109–115, 118–121, 133

FBD Function Block Diagram. 17

xiv



Acronyms xv

FFA Federal Aviation Administration. 7
FMEA Failure Mode and Effects Analysis. 129
FSM Finite State Machine. 6, 7, 26, 30, 74

H

HAZOP Hazard and Operability. 129
HiL Hardware-in-the-Loop. 21, 41

I

IEC International Electrotechnical Commission. 15, 17, 31
IL Instruction List. 17
IPMCS Industrial Process Measurement and Control Systems. 17
ISO International Organization for Standardization. 12, 29

K

KDT Keyword-driven Testing. x, xiii, 81–84, 103–106, 109, 110, 120–122, 133

L

LD Ladder Diagram. 17
LOC Lines of Code. 135

M

M2C Model-to-Code. 26, 27
M2M Model-to-Model. 27, 99, 122, 123, 134
M2T Model-to-Text. 27
MBT Model-based Testing. 36–39, 41, 43, 95, 96, 115, 119–123, 133, 134
MDA Model-Driven Architecture. 24
MDD Model-Driven Development. 25, 27, 28
MDSD Model-Driven Software Development. 24
MiL Model-in-the-Loop. 41
MOF Meta Object Facility. 24

O

OCL Object Constraint Language. 28, 29
OMG Object Management Group. 24, 29

P

PIM Platform Independent Model. 24
PLC Programmable Logic Controller. 1, 9, 15, 16, 20–23, 27, 28, 39, 67, 75, 79,

107–109, 121–123



Acronyms xvi

POU Program Organization Unit. 15–17
PSM Platform Specific Model. 24

Q

QA Quality Assurance. 12, 61, 62

R

RUP Rational Unified Process. 26

S

SFC Sequential Function Chart. 17
SIFB Service Interface Function Block. 19, 27, 54, 55, 89, 94, 120
SiL Software-in-the-Loop. 41
ST Structured Text. 17, 48, 88, 101
SuT System under Test. 2, 5–8, 12, 13, 22, 25, 29, 33, 34, 37, 50, 74–76, 79–85, 96,

97, 101, 103, 105, 107–111, 119, 120, 122, 133, 135
SysML Systems Modeling Language. 27, 62

T

TDA Test-Diagnosis-Automation. 134, 135
TDD Test-Driven Development. 10, 34, 44, 46, 62, 64, 65, 72
TFD Test-First Development. iv, ix, 8, 30, 34–36, 41, 44, 46, 49, 51, 52, 54, 60, 83,

89, 95, 112, 114, 132–134
TPT Time Partition Testing. 41

U

UML Unified Modeling Language. iv, v, 10, 24–30, 36, 38, 39, 61, 62, 64–66, 71,
72, 74, 78, 80, 81, 88–92, 95, 96, 99, 103, 105, 115, 118–122, 133–135



CHAPTER 1

Introduction

The pressure of the competition in the global economy increases steadily. On-
going changing markets with decreasing product life cycles are a great chal-
lenge for manufacturing industries. To be competitive in the field of automa-
tion system development, companies must bring their innovative products
into the market faster than their competitors. The biggest challenge is to man-
age the increasing complexity of the requirements in industrial production
systems. A further challenge is to handle the ever-changing requirements of
produced goods during the development phase. A change of the mechanical
system also entails changes of the electrical, electronic, and the software part
of the control application. Therefore there is a need for an efficient develop-
ment process which handles the immediate reaction of changing requirements
during the development phase.

The functional requirements of nowadays’ industrial production systems
rapidly increases. There is the requirement in the industrial automation do-
main to shift functional implementations from hardware components to soft-
ware components to increase the flexibility. Such software components are
program parts which are used for the most important type of control devices
named Programmable Logic Controllers (PLCs). Software components (i.e., in-
dustrial automation code) become more important and allow to cope with the
ever increasing complexity of modern applications. The development of such
software components for industrial production systems becomes more time-
consuming and deals with adaptations of the control code on short notice.
Furthermore, the engineering efficiency has to be increased by a reusability
support of software components for upcoming projects to reduce the develop-
ment time.

In the automation systems domain there is an observation of a strong en-

1
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gineering focus on hardware development on the one side and limited expe-
rience in software engineering know-how on the other side. Usually tests are
only conducted with respect to hardware because software is still considered
a “by-product” of hardware development. Additionally, machines are in op-
eration for several decades but the control software is extended and adapted
in much shorter periods. However, low software quality and the increased
use of untested software in automation systems bears high risks to fulfill the
overall quality requirements, the robustness, and the reliability of the system.
Furthermore, the reuse of untested software components in multiple automa-
tion applications spreads this risk. Thus software tests can help to increase and
keep up the high software quality standards over several applications. Many
companies associate testing with additional labor costs, e.g. test engineers, and
set the test process to a low priority in the development phase to save project
costs. That bears a higher risk because failures are more expensive to be fixed
the later they are found in the development phase [2].

Future production systems and their control application software must be
flexible, adaptable, reusable, and quickly expandable with low financial and
temporal resources [3]. Major costs of such flexible production systems are
costs incorporated with down-times of production facilities, for instance, in
the case of changes or break-downs, e.g. continuous processes with long start-
up times. In order to support software quality assurance, the control code
has to be tested systematically, thereby the risks of fatal software failures are
reduced [4].

In this thesis the term “control code” is used in the context of software for
industrial automatic control. The quality of the control code has a significant
influence on the reliability and safety of machines as well as the quality of
the produced goods. To ensure the quality and reliability of the control code,
testing during the development phases is needed. With conventionally used
software testing techniques a high degree of human interaction is necessary to
check the System under Test (SuT) which is partly unmanageable at present
and harder in the future [5]. Therefore a systematic testing process is needed
to cope with complex industrial automation applications.

1.1 Problem Statement

Currently there is no systematic testing process and there are no approaches to
check the software quality for industrial applications in the field of automa-
tion systems. Often new projects and project parts are copied from previ-
ous projects and modified based on the new requirements. Each ’copy-and-
modify’ cycle reduces the software quality which results in numerous untested
software parts in new projects [6]. Furthermore, such software systems are
difficult to maintain which results in extremely time-consuming and long pro-
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cesses. Through the high effort of the industrial applications development,
the test effort will be reduced, resulting in a low software quality. In order to
solve these issues a systematic test process with appropriate testing methods
applicable for the industrial automation domain are required.

1.2 Goal

The goal of this thesis is to develop methods for systematic testing of industrial
control code, in order to improve the software quality in industrial automation
applications. In order to achieve this, an infrastructure and environment for
support testing of industrial automation software is developed.

Current industrial applications are mostly implemented in IEC 61131-3, but
industrial implementations based on the IEC 61499 standard increase [7, 8].
Hence, a general testing approach for testing industrial applications in preva-
lent industrial modeling languages is needed and will be conceptualized. Also
a test environment is developed and supports testing of the desired functional
behavior of the control code during the development process.

1.3 Software Testing

“Testing is the process of operating a system or component under
specified conditions, observing or recording the results and mak-
ing an evaluation of some aspects of the system or component.” [9,
p. 76]

Software systems become more important in most aspects of production
systems and therefore the demand of software quality increases. This tends
to new technologies which support the development of high quality systems
in industrial applications. Without testing there is no way of establishing a
decent quality of a developed system. Faults can cause minor disturbances,
e.g. applications by using a keyboard for the input and a push-button does
not work, but others can be potentially life threatening, e.g. a fault in a pro-
duction system with human interaction [10]. There is the need to ensure the
software quality of developed systems. This can be achieved by testing which
is a method of quality assurance that verifies the behavior of a system towards
a set of requirements that are expressed as tests [11].

In this section fundamental terms from software testing are defined for
a clear understanding. Further, commonly used basic software testing tech-
niques are presented. Finally, software testing versus software verification
techniques are evaluated.
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1.3.1 Fundamental Terms

In the following several fundamental terms that are important for testing soft-
ware are defined and explained in more detail. These terms are defined based
on [9, 12, 13]:

• A failure is the incorrect behavior of a program, observable during the
occurrence of a fault.

• A fault, also known as error or mistake, is a localized code artifact which
can result in a failure.

• A symptom is a non-intended program behavior and can result in a fail-
ure, e.g. memory leak.

• A bug refers to a symptom or a fault. Other used words for a bug are
defect, anomaly, problem, or issue.

• Debugging is an analyzing method for identifying a bug.

• Dead code is a code fragment or part of a code which will never be con-
sidered and executed.

• Verification is a process to prove if a program complies with its specifica-
tion by a mathematical prove, i.e. formal verification.

• Validation is the process of evaluating software to ensure compliance with
the requirements at the end of the development process.

Software faults occur through the following chain of events. The engineer
incidentally introduces a fault to the code during the implementation. If this
incorrect program is executed, the system will produce wrong results. Note
that not all defects will necessarily result in failures. For instance, defects in
dead code will never result in failures. A symptom can turn into a fault when
the run-time environment is changed.

Edsger W. Dijkstra [14] clearly stated the main drawback of software testing
in the early 1970’s.

“Program testing can be a very effective way to show the presence
of bugs, but is hopelessly inadequate for showing their absence!”
[14]
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1.3.2 Test Methods

In the field of software testing a test procedure can be organized in static testing
and dynamic testing [15, 16]. The simplest static testing process is a compiler
sweep. The compliance with the formal criteria of the program guidelines
would also be a static test. In addition, a plausibility check of the hardware
can be done as a static test.

A dynamic test is when the program code is executed and then the test
code/process is executed and applied on the SuT in order to check the correct
behavior of the test reference.

Black-box testing, White-box testing, and Gray-box testing are three basic tech-
niques in the field of software testing. In the following the three testing meth-
ods are presented.

Black-box Testing is understood as functional testing to test the behavior of
the code against the specification without knowing the assumptions about the
internal structure of the software component.

The term “behavioral testing” is marginal different because the use of in-
ternal knowledge is not strictly forbidden. Classical Black-box tests evaluate
the pure input-output behavior of the SuT. Therefore the goal is to test the
software behavior towards the specification of the software.

In the following several test design techniques are presented and explained
in more detail based on [17–20], [13, p. 35ff], and [21, p. 11]:

Equivalence Class Testing is used to reduce the number of test cases. There-
fore each input parameter of a function is structured into equivalence classes
and only one representative test of the class needs to be tested.

A graph-based testing method is basically a hardware testing technique
adapted to software testing1. Testing begins with creating a graph which in-
cludes relations and nodes. Nodes are objects and can have a direct link which
represents a relation between objects. Additionally, node-weights can be de-
fined as attributes of the objects. Cause-Effect Graphing Technique is a well-
known graph based testing technique. A ’-Cause-’ represents a distinct input
condition to act as a change in the system. Further, an ’-Effect-’ represents an
output condition which results in a system transformation or a state resulting
from a combination of causes.

Tests against the limits like Boundary Value Analysis is another common test-
ing technique. Therefore extreme boundary values are chosen which include:
minimum value - 1, minimum value, minimum value + 1; maximum value - 1,
maximum value, maximum value + 1; typical values; error values.

Pairwise Testing and Orthogonal Testing are popular approaches to combina-
torial testing problems [22]. Therefore each pair of input parameters to a SuT

1http://www.softwaretestinggenius.com, visited: July 2012
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tests all possible discrete combinations of those parameters. This technique is
based on the observation that most faults are caused by interactions of at most
two factors.

The Classification Tree Testing method is an approach to partition testing
which uses a descriptive tree-like notation. This testing method supports the
systematic design of black-box test cases. The input of the SuT is investigated
under various aspects which are relevant for the test. Therefore several classes
with different aspects are formed. Stepwise partition of the input domain by
means of classifications is represented graphically in the form of a tree and the
test cases are combined by different classifications [23, 24].

White-box Testing uses the knowledge of a SuT internal structure for the
testing process which is also named glass-box testing. Accurate examples for
models to be used for testing purposes are Finite State Machine (FSM), for-
mally defined by Petrenko and Yevtushenko [25].

An FSM is a 7-tuple (S, s0, X, Y, DA, δ, λ), where

• S is a finite set of states,

• s0 ∈ S is the initial state,

• X is a finite set of inputs,

• Y is a finite set of outputs,

• DA ⊆ S× X is a specification domain,

• δ : DA → S is a transition function,

• λ : DA → Y is an output function.

The FSM can be used to generate test cases for achieving test coverage [26].
Therefore, a Reachability Analysis is used which is the process of computing
the reachable states from the initial states [27]. There exists a set of desirable
properties for the testing of FSMs.

This method is used for checking test coverage of the program code to de-
termine unused code branches, data type errors, or a measurement of the code
performance. There exists a large variety of coverage metrics. In the following
a summary of fundamental metrics are presented.

Statement Coverage - All statements (e.g. if, for, switch) are executed in the
SuT. Implicit statements like ’return’ are not subject of the statement coverage.
This metric is the weakest criterion in the coverage testing family. Beizer [20,
p. 75] stated that testing less than this coverage method for new software is
unacceptable.
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Decision Coverage - This metric reports the Boolean expressions tested in
control structures such as while- and if-statements evaluated both false and
true. The Federal Aviation Administration (FFA) [28, p. 13] provides safe and
efficient aerospace systems and stated that during the test every point of entry
and exit in the SuT has been invoked at least once and every decision in the
SuT has taken all possible outcomes at least once. The FFA makes a distinction
between branch coverage and decision coverage. Branch coverage is weaker
than decision coverage. The organization defined a decision as a Boolean ex-
pression composed of conditions and zero or more Boolean operators at which
a decision without a Boolean operator is a condition. Furthermore, if a condi-
tion appears more than once in a decision, each occurrence is a distinct condi-
tion.

Condition Coverage - This metric is similar to the decision coverage metric
but it has a better sensitivity to the control flow. Condition coverage reports
true or false results of each condition. Condition coverage measures the con-
ditions independently of each other.

Path Coverage - This metric executes all possible control flow paths through
the SuT. This is the strongest criterion in the coverage testing family and it
is generally impossible to achieve because of relationships of data [20, p. 74].
Fundamental path coverage analysis methods are:

• Branch Coverage traverses an FSM in order to visit each branch so that
the complexity of all possible paths reaching to infinity at worst can be
reduced.

• Switch Coverage describes a branch-to-branch tuple meaning that in- and
out-branches of a state are covered by test sequences [29].

• Boundary-Interior Coverage is described by Chow [30] which characterizes
test sequences causing loops to be traversed once without additional it-
erations .

• H-Language is a similar approach for Boundary-Interior Coverage loop
testing.

The non-descriptive name for Statement Coverage is C1, for Decision Cov-
erage it is C2, and other non-descriptive name for Path Coverage is C∞, see
[20, p. 75]. Those coverage analysis methods are powerful testing tools for
checking the correctness of the control structure at the design level of many
software systems [30]. Application examples of the coverage metrics are pre-
sented in [20, 28] and Bullseye Testing Technology 2.

2http://www.bullseye.com/coverage.html, visited: July 2012
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Gray-box Testing is a software testing method which combines the Black-
box testing method and the White-box testing method [31, p. 27]. In the Black-
Box testing the internal structure of the item under test is unknown to the
tester and in the White-Box testing the internal structure is known. By using
the Gray-Box testing method the internal structure is partially known. This in-
volves having access to the internal data structure and algorithm for designing
the test cases.

A similarity of the Black-box and White-box testing is that the developer
will share the ignorance about the internal structure of the SuT at the begin-
ning of the testing because the Gray-box tests will be written before the SuT is
implemented. This means that Gray-box testing is usable for using the Test-
First Development (TFD) method which is explained late in Section 2.4.2, see
Figure 2.8.

A similarity of Gray-box and White-box tests is that the tests are written by
the same development engineer as the SuT.

Summarized, Gray-box tests are not a full alternative to Black-box tests. It
can be seen as a qualitative improvement of White-box tests.

The question is: “Do we need all these different testing techniques [31,
p. 27]”? Yes, because the White-box testing checks the code for its correct func-
tionality. The Black-box ensures that the requirements have been realized. The
Gray-box test is used for integration testing of a component-based architec-
ture. Therefore the source-codes as well as the monolithic parts are used for
the tests [31, p. 27].

Those fundamental terms are their understanding is required for further
steps in order for developing testing concepts.

1.3.3 Testing vs. Verification

A different approach for ensuring software quality and its correctness is formal
verification, e.g. model checking [32,33]. Model checking is an automatic tech-
nique for verifying concurrent finite state systems and was first used for ver-
ifying hardware components. Then it has been used for software component
verification, e.g. verifying complex sequential circuit designs, communication
protocols. Formal verification of industrial automation systems needs three
components to verify correctness and to detect a conflict [34]: (1) A model of
the controller, (2) a model of the uncontrolled plant, and (3) a specification of
the plant behavior.

In this approach control software is represented in form of formal mathe-
matical models. This one analyzes and checks if all requirements are fulfilled
at all times. Thus the correct behavior of the verified component can be certi-
fied. In contrast to the methods of formal verification, a formal model of the
application is not required for testing [35].
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A major drawback of the verification process for software components is
the state-space-explosion-problem [36]. This problem occurs in systems with
many components which interact with each other. This means that the system
has a strong coupled behavior, i.e. dense matrix. Furthermore, systems with
data structures consist of many different values which are a big effort for the
system verification. Many realistic systems are still too large to be handled in
a verification process [33, p. 10].

Kormann et al. [5] presented an automatic test case generation approach
based on model checking models for control software. Loeis et al. [37] and
Pollmächer et al. [38] presented a formal modeling approach for IEC 61131
PLC programs to be used for verification by model checking. At the moment,
the test case generation needs too much time which is therefore less applicable
for testing of larger control systems.

Hurnaus and Prähofer [39] presented a combination of model checking and
artificial intelligence techniques to guide domain experts in building control
software. This software can be used to create a state and knowledge deduc-
tion process to allow deriving knowledge at a code position of the control code
which can be used to verify contracts and constraints. The programming lan-
guage is based on MONACO, a domain-specific language for building control
solutions.

Several approaches for performing formal verification on IEC 61499 appli-
cations have been presented in [40–42].

A critical part of executing control applications is the execution environ-
ment as well as the control hardware. Gerber and Hanisch [43] showed that
the execution environment can change the execution behavior and added it to
their verification models. However, Sünder and Vyatkin [44] showed that a
full mathematical model of the whole execution environment and the control
hardware leads to highly complex models, i.e. inefficient calculation effort. In
order to check also the components’ behavior on real control devices, using
software testing techniques can complement model checking methods for im-
proving software quality. Specified models for the model checking process as
presented in [45] can be used for the test specification, i.e. the components’ in-
tended behavior. In this respect, software testing can support model checking
as test cases which are executed on the real control devices but this thesis will
not focus on software verification processes.

Summarizing, the effort for verifying a control application is very high be-
cause of the changing requirements on short notice. This influences a change
of the verification model. Hussain and Frey [46] state that the models for the
verification process will require additional effort for building up the formal
model as well as huge computational power while realizing it.
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1.4 Summary

In this section an introduction and motivation about software testing for in-
dustrial automation systems is given. The problem statement of testing control
systems is pointed out and the goal of this thesis is defined.

A basic overview on software testing methods is presented. Fundamental
terms are defined and basic testing methods from the software testing domain
are introduced. An overview on testing versus verification is presented.

1.5 Contributions and Outline of the Thesis

The remainder of this thesis is structured as follows:
Chapter 2 presents an introduction of the common industrial automation

programming languages IEC 61131 and IEC 61499. Related work on software
testing methods are investigated, such as testing control software of IEC 61131
and IEC 61499 applications. Common methods and the state of the art of test-
ing in the software engineering domain, software testing techniques in the em-
bedded systems domain are presented, and also a comparison of the different
testing domains is discussed. Furthermore, work on reducing the number of
test cases as well as the economical aspects of testing in general are discussed.

In Chapter 3 a new test framework for systematic automated testing of in-
dustrial automation applications is proposed. This test framework supports
testing on various levels in detail and from different perspectives. In the sec-
ond part of this chapter individual aspects for a testing process is shown and
how these aspects address various testing levels is presented.

Model-based specification techniques are useful to be flexible of changing
requirements. In Chapter 4 a selection of appropriate Unified Modeling Lan-
guage (UML) models for Test-Driven Development (TDD) is presented and
evaluated for the use in industrial applications. Furthermore a test case gen-
eration approach which extracts test case information from UML state chart
diagrams is presented.

In Chapter 5 four testing techniques are presented which are able to test
industrial automation software. The manual testing method, the keyword-
driven testing method, the unit testing method by using service sequence dia-
grams, and the model-based testing method are presented and explained.

Chapter 6 demonstrates the benefits and drawbacks of the proposed test-
ing techniques from Chapter 5. The testing methods are explained based on
the elected prototypical implementations. Finally, a comparison of the testing
methods is shown.

Chapter 7 presents a new automation component approach for a more
test friendly development of industrial automation applications. The pro-
posed component structure enables a reduction of valuable development time
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because the components are designed for reusability in different industrial
project applications.

The thesis is concluded with a discussion about the proposed approaches
in Chapter 8. Answers to all derived research questions that are defined in
Section 2.9 are given. The successful implementations of the proposed test-
ing techniques applied on different laboratory constructions is summarized.
Finally, an outlook on future research to ensure the quality of industrial au-
tomation software is presented.



CHAPTER 2

Related Work

Testing is defined as the execution of a SuT with the aim to find faults in the
system and verifies the behavior of the SuT towards a set of requirements that
are expressed as tests [11, p. 1]. Software should be without defects (zero de-
fects) and should guarantee correctness with construction implementations of
a complete specification. Complete in this case means that the full functional-
ity is considered and no constraint is left out [47, p. 6]. Nowadays industrial
control applications are mostly tested manually which results in limited Qual-
ity Assurance (QA) and the effort of such test process is enormous. Control
software for industrial plants are not tested within a systematic testing pro-
cess which results in an unmanageable task.

The history3 of software testing started in the 1950s. The software engi-
neering domain had the same challenges some decades ago as the industrial
automation domain has today. Currently several testing methods and tech-
niques are available. Some testing techniques were adopted from the software
engineering domain into the embedded systems domain. But the testing re-
quirements for industrial automation needs new approaches to ensure a high
software quality [48].

There is no universal definition of software quality, it is highly context de-
pendent [49]. To improve software quality, a definition of aspects of quality
that are of interest for the developer or tester has to be done. In the following,
six aspects are considered to ensure software quality based on Kitchenham and
Pfleeger [49], International Organization for Standardization (ISO) 9126 [50],
and [47, p. 81]:

3History of software testing, an overview:
http://www.testingreferences.com/testinghistory.php visited: September 2012
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• Functionality - A set of attributes that bear on the existence of a set of
functions and their specified properties. The functions are those that sat-
isfy stated or implied needs.

• Reliability - A set of attributes that bear on the capability of software to
maintain its level of performance under stated conditions for a stated
period of time.

• Usability (Human Engineering) - A set of attributes that bear on the effort
needed for use and on the individual assessment of such use by a stated
or implied set of users.

• Efficiency - A set of attributes that bear on the relationship between the
level of performance of the software and the amount of resources used
under stated conditions.

• Portability - A set of attributes that bear on the ability of software to be
transferred from one environment to another.

• Maintainability - A set of attributes that bear on the effort needed to make
specified modifications.

The process to measure the software quality starts when the main func-
tionality of the software is achieved. After that the aspects of reliability, usabil-
ity, efficiency, and portability can be considered. Böhm et al. [51] presents an
evaluation of quality metrics to measure the software quality based on those
aspects. Indicators for measuring software quality are structuredness, robust-
ness, and self-descriptiveness. The resulting taxonomy of software quality
characteristics based on [51] is presented in Figure 2.1. In general, there can
be asked three questions which bring the requirements to the point [51]:

• How well can I use the system? - reliability, easily, efficiently

• How easy is the maintenance? - modify, understandability, re-test / testa-
bility

• Is it possible to change my environment? - portability

Figure 2.1 shows that portability, utility, and maintainability are necessary con-
ditions for the software quality characteristics. The utility requires a compo-
nent which is reliable, efficient, and useable but it does not require the user
to test the software component. Maintainability requires the user be able to
understand, modify, and test the SuT [51].

In the following an introduction of the common used modeling languages,
the IEC 61131 and the IEC 61499 standard is presented. Further, existing con-
cepts and existing work on software testing methods are investigated. First
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Figure 2.1: Software quality characteristics taxonomy based on Böhm et
al. [51].

testing control software of IEC 61131 and IEC 61499 applications are discussed,
followed by common methods of testing in the software engineering domain
and finally software testing techniques in the embedded systems domain are
presented. Then a comparison of the different testing domains is discussed.
Furthermore, aspects on reducing the number of test cases is discussed as well
as the economical aspects of testing are presented.
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2.1 Modeling Languages for Industrial Automation
Systems

In this section an introduction on the common industrial automation program-
ming languages IEC 61131 and IEC 61499 is given which are mostly used to
model the desired behavior of applications in the field of automatic control. In-
dustrial automation is applied to control and optimize production processes.
It provides high quality and reliable products, for example in the following
domains [47, p. 35]: Machine and plant control, chemical process control, dis-
tributed production control, traffic control. Therefore safety critical behavior
and real-time constrains should be observed.

In order to achieve a high software quality of such control applications,
the software testing effort must be effective and efficient to be competitive in
the ever increasing market situation. For increasing the testing effort of the
IEC 61131 applications and the IEC 61499 applications, the fundamental struc-
ture of the those modeling languages are presented. An explanation and defi-
nition of a model is presented in Section 2.3.

2.1.1 IEC 61131

The International Electrotechnical Commission (IEC) provides the Internatio-
nal Standard IEC 61131 [52,53] which consists of a set of eight parts concerning
PLC. Part 3 of this standard is the currently most important one as it defines
programming languages, data types, and the software architecture used by
most PLCs vendors.

The main elements of the IEC 61131-3 software model are shown in Fig-
ure 2.2. The top element of the software model is the CONFIGURATION el-
ement and represents a PLC. The CONFIGURATION contains one or more
resource elements. Each of such RESOURCE contains one or more programs
executed under the control of zero or more tasks. A TASK unit is an execution
control element to schedule the execution of associated Program Organization
Units (POUs), e.g. periodically or event-triggered execution. Further, a PRO-
GRAM may contain zero or more Function Blocks (FBs) or other language ele-
ments as defined in this part. Additionally, IEC 61131 supports functions. The
difference between FBs and functions is that FBs contain internal state infor-
mation. The association between these elements is described by the execution
control path which is pictured by the dashed lines in Figure 2.2.

Data types: The IEC 61131-3 defines a set of elementary (pre-defined) data
types, e.g. integer, real, string, Boolean, real numbers. Additionally,
generic data types are defined for using such pre-defined data types to
overload functions. A mechanism for specifying additional data types is
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Figure 2.2: Overview of the IEC 61131-3 software model based on [52].

also defined. Elementary data types, a keyword for each data type, the
number of bits per data element, and a range of values for each elemen-
tary data type are shown in [52, Table 10] and [54].

Variables are data objects whose content may change, e.g. data associated
with the inputs, outputs, or memory of the PLC. A variable can be de-
clared to be one of the elementary data types or a derived data type.
There are several variants of variables which have an important influence
on the PLC program. In the following a full overview of the declared
variable keywords is presented which is documented in [52, Table 16a
and 16b].

• VAR and VAR_TEMP identify internal variables, the latter can be
used as temporary variable.

• VAR_INPUT, VAR_OUTPUT, and VAR_IN_OUT defines the inter-
face of a POU.

• VAR_GLOBAL defines variables which can be used within a whole
scope of the configuration. This means that variable values can
communicate between different programs which are in the same
configuration. Access definition of the variable is allowed by the
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use of READ_WRITE or READ_ONLY commands. Variables de-
fined by the CONSTANT command are automatically defined as
READ_ONLY.

• VAR_EXTERNAL constructs can be used to access a POU to a glob-
ally defined variable.

• VAR_ACCESS defines variables which can be used for remote ac-
cess via the communication service.

• VAR_CONFIG parameter is used to initial different values for dif-
ferent instances.

Modeling languages: IEC 61131-3 defines five modeling languages:

• Instruction List (IL) is a line-oriented textual language. Each line
includes a command and an operator which looks like an assembler
language.

• Structured Text (ST) is similar to a high level programming lan-
guage such as Pascal but with limited functionality.

• Ladder Diagram (LD) is a graphical language and comes from relay
ladder logic diagrams and provides a similar visual representation.

• The Function Block Diagram (FBD) language is used to describe a
function between input variables and output variables. A function
is described as a set of elementary blocks which can be connected to
blocks by input and output variables. Such connections are repre-
sented by connection lines.

• The Sequential Function Chart (SFC) elements are defined for struc-
turing the internal organization of the programmable controller, i.e.
programs and FBs.

Applications based on IEC 61131 for the automation domain are written
in one of these defined programming languages, see [52, Chapter 2.6].

A general difference of programming languages from the computer sci-
ences, such as C++, Java, is their execution behavior. The execution element
is a task element which can trigger POUs cyclic or event-based. Hence, the
POUs are executed in the context of these task executions. A cyclic triggered
execution is typically for a IEC 61131-3 application.

2.1.2 IEC 61499 - Distributed Event-based System

The IEC provides the International Standard IEC 61499 [55, 56] for Industrial
Process Measurement and Control Systems (IPMCS) defining a FB-oriented
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Figure 2.3: Reference models according to IEC 61499 [58].

paradigm for distributed control systems development. The standard includes
several models which are presented in Figure 2.3:
System model, device model, resource model, application model, and the FB
model. These models allow developing control applications by using graph-
ical development methods. A FB, the basis model of the IEC 61499 family, is
a software component which is self-contained and provides its functionality
through a determined interface.

There is the possibility to build simple or sophisticated solutions by using
FBs or parts of software. Each FB contains particular algorithms to config-
ure a solution without the need of programming and developing the appli-
cation from scratch [57]. The model interface has been expanded from the
IEC 61131-3 interface definition and consists of two parts: The event- and the
data-interface which are shown in Figure 2.4. The data-interface consists of
data input and outputs which are already presented in the FB interface defi-
nition in IEC 61131-3. The interface is extended with an additional event in-
terface. The execution and processing of the internal FB algorithms are started
if a trigger event to the event input is sent. During the execution process of
the FB, the input data will be processed and the output data will be generated.
Additionally, an event output can be triggered.

The IEC 61499 standard is organized hierarchically ranging from the sys-
tem model (top-most model layer) to the FB model (lowest model layer).
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The System model forms the highest abstraction layer and specifies the rela-
tion between applications and devices. Applications can be distributed
over several devices and are not restricted to a single device, e.g. appli-
cation 1, 2, and 3 over the devices 1 to 5 in Figure 2.3.

The Device model is composed of one or several resources to contain FBs and
enable their independent execution. The device model includes an inter-
face for communication services as well as a process interface to commu-
nicate with input or output ports of the physical device.

The Resource model contains a FB network and enables the execution by pro-
viding a scheduling function for their correct execution sequence of al-
gorithms. It also provides a communication interface as well as a process
interface.

The Application model consists of a FB network including event- and data-
connections. An application can be distributed over several devices and
resources.

The Function block model is defined as a functional unit of software parts
containing data and algorithms. It defines the design and the charac-
teristic of the FB (event- and data I/Os), as seen in Figure 2.4. Multiple
instances of a FB can create and be executed independently from each
other.

IEC 61499 supports different FB types: The Basic Function Block (BFB) type,
the Composite Function Block (CFB) type, and the Service Interface Function
Block (SIFB) type. The FB types describe the behavior and interface of instan-
tiated FBs.

• A BFB includes internal algorithms which are executed according to the
defined Execution Control Chart (ECC) in the FB. Only the BFB includes
an ECC which forms an internal state machine and maps input events to
algorithms for processing and creates output events at the occurrence of
state changes.

• The CFB encapsulates a network of FBs and their corresponding event-
and data- connections.

• SIFBs provide the necessary interface to communicate between FBs of
different networks, e.g. remote resource, or are used for direct hardware
access, e.g. hardware I/O elements.
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2.2 Testing Control Software

Industrial manufacturing and industrial automation system grow in complex-
ity and there is the need for control engineering support by testing. Several
years ago Seitz et al. [59] proposed that a complete testing of automatic control
systems including the documentation over the full development life cycle is
required.

Software testing is well established in the field of software engineering and
computer science (see Section 2.4). But the systematic and automated testing
of software modules and components in the automatic control domain is still
at an early stage. The reason is that the constraints of the general requirements
of industrial systems are much harder than in the field of classical software
development. Such general requirements are real-time conditions, interaction
with ’the real world’ by sensors and actuators or distributed control systems.

Testing of PLCs software is a time consuming and expensive item. In the
moment, there is no standard for a test process of industrial control software,
but with the introduction of the IEC 61508/61511 [60, 61], a similar approach
to the safety-critical processes will be extended in the manufacturing industry.
This section gives an overview of the related work and the state-of-the-art in
the field of testing control software.
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2.2.1 Testing as Commissioning Support

Auinger et al. [62] and Schludermann et al. [63] proposed an approach to
test industrial control software by connecting a PLC to a commercial Discrete
Event Simulator (DES). This approach is called Soft-Commissioning which is
a Hardware-in-the-Loop (HiL)-based approach. The provided system reacts
similar to the behavior of real hardware like an industrial manufacturing line.
The methodology of HiL is that the inputs and outputs of a controller are con-
nected to a simulator of the controlled part. The interaction of the various parts
can be tested easier and a reproduction of the test conditions are given. The
biggest difference between Soft-Commissioning and other HiL systems are the
essential system reaction times. Soft-Commissioning is provided to work with
round trip times smaller than 100ms. While most HiL systems use fast Dig-
ital Signal Processorss (DSPs), Soft-Commissioning is executed on standard
PC workstations. Furthermore, Soft-Commissioning interacts with DES while
other HiL systems are based on continuous real-time simulations [63]. The
infrastructure communication between PLC and simulator is a first step for
testing the behavior of the control application. This approach is very extensive
and the simulator requires an appropriate specified simulation definition. A
systematic testing of the control software is not adequate with this approach.

A virtual commissioning process is proposed by Kabitzsch et al. [64]. They
used a combination of simulation, testing, and monitoring techniques for com-
missioning industrial manufacturing systems. For all fields of applications, i.e.
simulation, testing, and monitoring, different tools are used. The goal of the
project named OMSIS4 (On-the-fly-Migration und Sofort Inbetriebnahme von
automatisierten Systemen) was to develop a consistent integration of the three
application fields. In the case of testing, a test system manager named ECU-
Test by TraceTronic5 is available. This test manager is used in the automotive
domain. There is only a tool adapter between Siemens Simatic-S7 and ECU-
Test available to stop and restart the PLC, read and write selected signals [64].

2.2.2 Automatic Testing

Manual tests may find many defects in a software application but it is an ex-
hausting and time consuming process. Automatic test automation is the pro-
cess of defining an instruction to do testing that would otherwise need to be
done manually. The big advantage is that once tests have been automated they
can be run quickly and repeatedly. During the lifespan of the application fea-
tures may break which were working at an earlier point in time. Automatic
testing is often the most cost effective method for testing software that have a
long maintenance life.

4http://iai8292.inf.tu-dresden.de/omsis/de/index.html visited: August 2012
5http://www.tracetronic.de/ visited: August 2012
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A universal architecture for efficient test automation is proposed by Ko-
rotkiy and Bender [65]. The focus of this architecture approach is based on
testing mechatronic products. This universal test system architecture can be
used as a basis for the realization of test systems and can be extended for an
architecture of testing control applications for improving the overall efficiency
of test automation. The following definitions are discussed: systematization
available tools, requirement analysis, tool selection, concept and realization,
and final evaluation. An implementation of this approach is not presented.

An application example of automatic daily-build tests for PLC programs
modeled in IEC 61131-3 are presented by Stetter and Erben [16]. A Concur-
rent Versions System (CVS), a built system, and a target system, i.e. PLC, are
necessary. Every day the developers have to check-in the source code into the
CVS. Note that the source code must be executable on the target system. The
built system compiles the source code into an executable program. Automatic
testing in combination with a CVS is most important for testing libraries. That
means that the approach from Stetter and Erben [16] is useful for testing units
or components but this approach is not applicable for testing system applica-
tions.

Hussain and Frey [46] presented a UML-based development process with
an automatic test case generation approach. First, several UML diagrams are
used for the specification of the functional behavior, i.e. state chart diagram,
component diagram, use case diagram, sequence diagram, and activity dia-
gram. For the testing process, the white box testing method is used under the
consideration of the state chart diagram and the activity diagram specification.
Further, the round-trip path coverage is applied on the SuT. The coverage of at
least every defined sequence of specified transitions that begin and end in the
same state is considered. This approach is not applicable for testing the SuT
against the specification because of using the white-box testing method and
the specification for the implementation is the same as the test specification.
Hence, only the transformation process is being tested and not the correctness
of the control software.

Hussain and Eschbach [66] proposed an automated fault tree generation
approach which is used for verification, i.e. model checking, and testing of
control systems. Therefore distinct modeling artifacts produced during the
earlier stages of the development life-cycle of the system are used to convey
results to drive the activities of later phases. After the analysis a fault tree is
generated. This is used to drive the design and development decisions as well
as the testing activities. A combination of verification and testing methods
are used. In order to compose formal models of the system automatically,
distinct modeling artifacts and information are used. Embedded hardware
and network failures are checked by model checking methods. Through model
checking, counterexamples can be found to satisfy particular properties which
can be used as test cases, e.g. testing a redundant system. This is an example
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that testing and verification methods complement one another.

2.2.3 Simulation-based Testing

Traditionally simulations are used to help understand the behavior and per-
formance of complex systems [67]. Simulation however can also be used to
support testing.

Seitz et al. [59] describe a test process in which binary input-output (I/O)
signals are connected to a simulator which includes a simulation model (model
of the real system). The simulator automatically executes the test sequences to
the PLC by generating test signals through a plant simulation. The feedback is
controlled by the simulator as well. The test results are automatically recorded
and maintained, so that every time the test process can be repeated. This is
used to check the wire connection of patch panels and their hardware config-
uration in a test rig. Further, the behavior of the control software is tested by
external I/O test signals. Summarizing, it is useful for testing the hardware
configuration of PLCs and further the final implementation of the control soft-
ware can be tested.

Another simulation-based testing approach is presented by Greifeneder et
al. [68]. A simulation tool is presented which is able to generate a simulation
model on the basis of process control engineering data. Based on the semi-
automatically generated simulation model, the I/O behavior of the relevant
sensors and actuators as well as the physical process can be tested earlier in
the development phase.

Simulation-based testing is quite close to the commissioning phase and is
not applicable for testing in an early stage of the development process, i.e.
starting development of control code, but it is a powerful method for checking
the system in a later or closed to the final development phase.

2.2.4 Analyzing Methods

An approach for checking the software behavior of control applications is the
debugging technique. A comprehensive offline debugging solution for Soft-
PLCs based on IEC 61131 is presented by Prähofer et al. [69, 70]. All external
influences and sources of non-deterministic behavior in the original execution
run are recorded which can later be replayed deterministically without requir-
ing any connection to the original environment and any hard real-time con-
straints. This capture-replay technology approach is used for recording the
reactive behavior as well as for detailed analysis of a program run. A visual-
ization and exploration of the reactive behavior of PLC programs is presented
by Wirth et al. [71]. Such analyzing methods for industrial software can be
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combined with new testing methods to improve the quality of industrial sys-
tem solutions.

The methods which are used with classical software engineering are not di-
rectly applicable for testing control software. Therefore a special development
process for testing automatic control applications is needed.

Systematic testing processes including testing control software is uncom-
mon in the domain of industrial automation. Even in a recent state of the art
review [7] no evidence of testing can be found.

2.3 Model-Driven Development

In order to manage development of complex software systems, new develop-
ment processes for the software development are concerned [72, p. 21]. The
purpose of Model-Driven Software Development (MDSD) is to close the gap
between:

• The problem domain, i.e. user requirements,

• the solution domain, i.e. system requirements, design specification, and
design analysis,

• and the realization domain, i.e. system development, implementation,
and their analysis [73].

Nowadays software development processes are based on the Model-Driven
Architecture (MDA) standard. MDA is an open standard which is propagated
by the Object Management Group (OMG)6. The main goals of MDA are in-
teroperability, portability, and reusability through architectural separation of
concerns. A Platform Independent Model (PIM) represents functional require-
ments in a formal notation and is used as the basis for one or more Platform
Specific Models (PSMs). Each PSM is an abstract representation of one aspect
of the implementation. For creating an implementation one or more transfor-
mation steps from the PSM are progressed [11, p. 22].

Additionally, standards are used with MDA, such as Meta Object Facility
(MOF), UML, Common Warehouse Metamodel (CWM) [72, p. 14].

2.3.1 What is a Model?

“A model is a description of something.” [74]

6Object Management Group (OMG), Model-Driven Architecture (MDA),
http://www.omg.org/mda/ visited: August 2012
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In the following, the term model is understood as software model. The soft-
ware engineering domain traditionally defines a model referred to be an arti-
fact that is formulated in a modeling language, such as UML. There are dif-
ferent kinds of models, but not all model types are suitable for Model-Driven
Development (MDD) in the field of software engineering. Further, not every
model is a formal model, e.g. semi-formal model. A formal model is able to
describe an aspect of the software in a complete and unambiguous manner
for instance in a mathematical manner. A formal model has a distinct defined
grammar which includes its structure, e.g. syntax, as well as its meaning, e.g.
semantic. These requirements imply that a single model does not have to and
will not be able to describe the whole system. But it has to be clear what is
included and what is not included. Note that formal models must not neces-
sarily be defined by UML models [75, p. 11]. UML7 describes a system through
the help of various diagram types. In general, such software model descrip-
tions are graph-based and typically rendered visually. Several definitions of
the term model, i.e. software model, are explained by Kühne [74].

According to [76, p. 131-133], a model can be defined by three features:

• Mapping feature: A model is based on an original object and represents
a natural or imitation original which can be a model again.

• Reduction feature: A model reflects only a relevant selection of the orig-
inal’s properties.

• Pragmatic feature: A model needs to be usable in place of the original
with respect to some purpose, e.g. for special objects (who?), during a
special time interval (when?), under special conditions (why?).

2.3.2 Model Specification

An important issue of modeling a system is to define a good level of abstrac-
tion. Hence, it has to be decided which aspect of the SuT should be included
or omitted in the model [77, p. 60].

The ideal model specification should be easy to understand for testers. Fur-
ther, a large problem should be described as easily as a small system and the
model specification should be understood by a test generation tool. There is
no ideal modeling language for all purposes which include several notations.
Ideally the model can be generated from some representation of the require-
ments [78].

If the model is used only for test case generation purposes, it does not have
to specify the whole behavior of the system. Because the specification of test

7in the further UML and UML 2 is used as a synonym
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cases must not be complete such as a behavior description of a system which
is used for code generation.

Over the years several development processes have arised, for example
UML or the simultaneous process model Rational Unified Process (RUP) for
software development. RUP is a commercial product of Rational Software
which is a part of the IBM group. RUP uses the notation language of UML.
In recent years, UML has been very useful for the description of software, e.g.
starting from the technical analysis to the technical design [79,80]. The advan-
tages are clarity, comprehensibility, intensity of expression, the standardiza-
tion and acceptance, platform and language independence, and independence
of process models. They all are essential aids in the presentation of interim
results in a development process.

A practical example is to specify the requirements of a model by setting all
possible values, i.e. valid and invalid values, of a parameter and specifies a
test generation model for the testing process. The model includes the specific
constraints among the specified values. These constraints include semantic
information about the relationship between parameters, e.g. two parameters
which cannot be empty (null) at the same time. An overview of existing spec-
ification tools is presented by Micskei8.

Utting et al. [77, p. 62ff.] present several modeling notations for modeling
the functional behavior of systems. Pre/post (or state-based) notations and
the transition-based notations are the most popular. Pre/Post notation repre-
sents a snapshot of the internal state of the system as a collection of variables.
Therefore each operation is defined by a precondition and a postcondition.
The transition-based notation describes the transition between different states
of the system, such as FSMs. The nodes of a FSM represent the major states
of the system and the arcs represent the action of the system. Other notations
are: History-based notations, functional notations, operational notations, sta-
tistical notations, and data-flow notations. The selection of the most practical
notation depends on the application whether it is more data-oriented or con-
trol oriented.

After the model specification, the parameter has to be checked towards in-
correct data ranges which leads to test failures and therefore must be corrected.

2.3.3 Model Transformation

The transformation is the connector between the model and the execution plat-
form. Hence a formal model or a semi-formal model is transformed into some-
thing else. That can be a program code which is called Model-to-Code (M2C)
Transformation or the source model is transformed into another model which is

8http://mit.bme.hu/~micskeiz/pages/modelbased_testing.html visited: August 2012
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called Model-to-Model (M2M) Transformation or simply Model-Transformation
[75, p. 33].

• M2C Transformation / Model-to-Text (M2T) Transformation: M2C trans-
formation produces, based on the model definition, a source code which
is called code generation. This kind of transformation is needed for gen-
erating dependent artifacts from the model, i.e. source code of a pro-
gramming language like C++, C#, Java. It is possible to define several
different M2C transformations based on the same (semi)-formal model.
The results, i.e. generated code, can be used for different target platforms
such as different PLC platforms or different implementation standards
such as IEC 61131 or IEC 61499.

• M2M Transformation: M2M transformation is used to transform one or
several models into a new target model. This is needed if a model is
modified, extended, or used in different engineering domains.

Further information about model transformation is presented in [75, p. 33].
Model transformation applied in the field of industrial control software is
shown in [81–84]. The use of such model transformation methods are ap-
plicable to generate test cases from the (semi)-formal test case specification
automatically, see Section 5.4.

2.3.4 Model-Driven Development for Control Applications

MDD is widely used and accepted in the software engineering domain. In the
last years this development process has become more important in the field
of industrial control software development. The idea of this approach is that
models rather than software code are the primary artifacts of the software de-
velopment. In order to use MDD the complexity of industrial control applica-
tions can be handled easier by using an abstract view of the system’s issues to
solve industrial challenges.

Frey and Thramboulidis [85] state that the FB language can be seen as
a MDD approach in the automation domain. The abstraction level of the
IEC 61131-3 application modeling is very low and close to the implementation
level. The IEC 61499 is used for modeling because the level of the modeling is
more abstract from the implementation. This can be seen in the explicit spec-
ification of the control execution, i.e. ECC included in the BFB. Instead of the
direct hardware access by global variables in IEC 61131-3, the hardware access
in IEC 61499 is realized by a SIFB. Further, UML and Systems Modeling Lan-
guage (SysML) are considered as modeling language for the industrial control
domain. Frey and Thramboulidis [85, 86] state that the best condition for an
integrated MDD is provided by SysML.
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Panjaitan and Frey [73] propose a development process for Distributed
Control Systems (DCSs). In the development process UML is used in the first
stage and IEC 61499 in the later ones. Several design patterns for implement-
ing controller based functionality of mechatronic objects are presented [73].

A further combination of UML modeling and IEC 61499 FB network con-
cept in the field of DCSs is shown in [87].

The translation of UML artifacts to FB environments based on UML class
diagrams is proposed in [88]. This development approach supports the col-
laboration between designers from automation engineering and software en-
gineers.

Hussain and Frey [89] use an IEC 61499 compliance profile by using UML
combination with Object Constraint Language (OCL). Therefore, the OCL is
used to add additional constraint information into the modeling elements (e.g.
initial values, derived values) which helps with the mapping and analyzing
process.

Vogel-Heuser et al. [90] use an object-oriented approach by using UML as
modeling notation integrated into an IEC 61131-3 PLC programming environ-
ment. The focus lies on automation software development for the machine
and plant manufacturing industry. There is actually no support for testing, the
derivation of test cases and the automation of tests based on the structural and
behavioral description of the UML model in the development phase.

Thramboulidis [91] proposes an architecture for the development of indus-
trial manufacturing systems that promotes model integration not only for the
implementation artifacts but also for artifacts of the early analysis and design
phase of the development process. The model integrated development pro-
cess applies a domain specific modeling language for concurrent engineering
of mechanical, electronic, and software components of mechatronic systems.

MDD for industrial control applications is the right way to solve future
challenges in this domain. Techniques of this development method can also
used for testing control software which is presented in Section 5.4.

2.4 Testing in Software Engineering

The rising functionality of software based functions requires a significant in-
crease of test activities. Concurrently, because of the short time of develop-
ment, new challenges arise for the software developers. The quality of the
software has to be constant or has to be increasing by constant expense. This
increase in efficiency can be realized by testing. The goal is to reduce the neces-
sary test expense of the test process by reusability, automation, and optimiza-
tion. Software testing in the software engineering domain has been known
to consume about 50% of the development costs and spans about 50% of the
development time [92].
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Testing is an experimental process with two objectives: a) detect as many
errors within the SuT (destructive testing) and b) demonstrate the correctness
of the SuT (demonstrative testing)

The ISO 9126 [50] addresses software quality and defines how quality can
be measured. Reliability, performance, and security are quality targets which
are confirmed by testing.

2.4.1 Test Specification in Software Engineering

The first step of each entire development project is the requirement analysis.
The test specification for a component is not only used for the test process. It
also acts as a design and development guide to support the developer in better
understanding of the implementation problems [93].

There are four methods for system specification which can be used simi-
larly for test specifications [94, p. 22] and [95]:

• formal: An artificial language like Z or OCL is used and is propagated
by the OMG. This method has their strength in their ability to rigorously
define their requirements.

• semi-formal: Norm tables, drawing, and diagrams are used for the spec-
ification. This method is mostly used nowadays because semi-formal
specification is easier to understand and is more human-nature oriented.

• structured: Structured analysis has been mostly used in the 1980s. This
method is a combination of structured programs, data trees, and data
flow diagram, additional to tables and textual descriptions.

• informal: The description is only specified in a textual form and is not
applicable because it is hard to understand for test engineers.

There are many approaches to specify tests in the field of software engi-
neering. Dalal et al. [78] state that there is no ideal modeling language for
all purposes. Several notations are required and ideally the data model can
be generated from some representation of the requirements. An actual spec-
ification method is semi-formal by using the combination of UML and OCL.
The preferred approach for system requirements is a combination of diagrams,
tables, list of terms, and a formal description. Further information about com-
bination of (semi)-formal models is presented in Chapter 4.

UML 2.0 [96], as the dominant software modeling language, is a potential
language for describing and specifying functional and test behavior of com-
plex software systems. The UML state diagram, which is part of the UML
diagram family, is mostly used for structural test processes [97].
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Figure 2.5: Definition of the V-Model XT and dependency between time to find
a fault and the resulting costs.

Swain et al. [98] use the combination of UML state chart diagrams and ac-
tivity models named state-activity-diagram for the test case specification and
generation because the combination provides control flow and event-oriented
state change information.

A test specification can be derived from business concepts, business docu-
ments, and predefined derivation rules to build test diagrams. A combination
of several specification parts can be built into a test suite which includes all
test cases [99].

The test specification can also consist of failures which can be checked.
Chow [30] describes a method for checking the correctness of control struc-
tures at the design level by FSMs. Therefore, state chart diagrams and the
automata theory are used for the software testing process.

2.4.2 Test Processes, Test Strategies, and Test Levels

Software processes define sequences of steps along the project life-cycle and
focus on specific requirements of the application context. Such software pro-
cesses are necessary to guide development engineers and testing engineers
during a project [100].

There is a wide range of flexible software processes, for example: The wa-
terfall model, the spiral model, the unified process, the V-model, the W-model,
Scrum, and TFD [31, 101].
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The standard IEC 29119 [102] defines vocabulary, processes, documenta-
tion, techniques and a process assessment model for software testing which
can be used within any software development life-cycle. In the future this
standard will replace several existing standards like: IEEE 829 Test Documen-
tation, IEEE 1008 Unit Testing, BS 7925-1 Vocabulary of Terms in Software Test-
ing, and BS 7925-2 Software Component Testing Standard.

The most effective possibility to reduce the development time is to avoid
specification and implementation faults. The investment can be reduced if
abnormalities of a specification and implementation are found early, which is
shown in Figure 2.5. For example, if the specification of a software part is not
unambiguous, the development engineer implement the wrong behavior of
the system. In order to correct this fault, additional costs and additional time
is used to get finally the high quality product. To find such faults, the test
procedure must be organized in different test levels. Each test level addresses
a specific group of requirements, functional, or technical specifications.

2.4.2.1 Development Processes

V-Model [103] was defined in the year 1992. The last update was in 1997 and
currently it is not maintained. Indeed, it has had a defined position in the field
of software development for business IT development. A significant benefit of
this approach is the definition of the communication between the stakeholders
and the development engineers to avoid misunderstandings. It becomes clear
that the ordering of activities in time sequence and with abstraction levels be-
tween the development and test activities. For example, the acceptance test is
carried out on the basis of the results of the requirement definition phase [101].
As an important extension of the V-Model, the V-Model XT9 was developed,
see Figure 2.5, which has been a mandatory process model for IT projects for
the development of software intensive systems since 2005.

V-Model XT defines several levels and phases in the development and test-
ing process. The levels of the V-Model XT are named based on [21, S. 8]. The
requirements definition, functional high level design, technical system design,
component specification, and implementation phase are defined in the de-
scending branch (shown on the left hand side in Figure 2.5) of the V-Model XT.
The ascending branch shown on the right hand side in Figure 2.5 in the V-
Model XT represents the testing phases in which the testing levels are executed
towards the requirements to prove the software to be working comply with
the specification. Various tests such as unit testing, integration and regression
testing, system testing, and acceptance testing are defined.

9http://www.v-modell-xt.de visited: August 2012
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Figure 2.6: Definition of the W-Model based on Spillner [101].

• The unit testing level [21, S. 51] is used when component implementations
are tested towards their specification.

• The integration testing level [21, S. 63] is used to check the harmonized
connection of the different components.

• The system testing level [21, S. 71] is the first test that checks if all compo-
nents are integrated and the complete system is ready for testing.

• The acceptance testing level is similar to the system testing level but adds
the perspective of the customers view.

The disadvantage of the model is the rough division into constructive work
including the implementation on the left-hand side of the V-Model and the
more destructive tasks on the right-hand side. A planned-in removal of defects
and regression test is not given [101]. A detailed explanation for testing levels
in software engineering is presented in [4].

W-Model is shown in Figure 2.6 and is an extension and refinement of the
V-Model XT. The testing aspect and the development activity are organized
parallel which supports an early testing activity. The testing process will start
after the implementation is complete. Further, the importance of the tests and
the ordering of the individual activities for testing processes are clear.



2.4. Testing in Software Engineering 33

Test Planning

Test Specification

Test Execution

Test Logging

Test Reporting

START

END
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2.4.2.2 Individual Test Processes and Test Strategies

Sneed et al. [94] presented a compilation of several testing processes based e.g.
on Spillner et al. [104], Kaner [13]. Spillner et al. [104] presented a test process
which is shown in Figure 2.7.

• The Test Planning provides a plan on how and which component of a SuT
will be tested.

• The Test Specification includes the definition of the test cases.

• After the Test Execution, the test results are logged.

• The Test Logging logs all actions during the test execution, e.g. trace list-
ings.

• The Test Reporting is an analyzing and a decision phase which results in
an additional test execution or a final analysis of the executed test case.

A similar definition of a test process from [104] is given by the IEEE Stan-
dard 829 [105] but with different namings:
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• Test Plan

• Test Design

• Test Specification

• Test Execution

• Test Reporting

There the Test Logging is combined with the Test Execution but an additional
phase, the design phase, is included after the test plan and before the test spec-
ification. The test design is a refinement of the test planning phase.

Kaner et al. [13] refuse a fixed test process and recommend a flexible test
process which will be adapted for the project situation. This basis test process
defined by Kaner et al. [13] is also used by Sneed et al. [94, p. 13ff] and is
defined as:

• The Test Requirements Analysis identifies the requirements of what should
be tested and how can the test improve the software quality.

• The Test Planning provides a plan for testing the SuT.

• The Test Case Specification defines the structure of the test cases and test
sequences without knowing the test data parameters.

• The Test Data Preparation is used when an extensive range or volume of
data is needed for testing. Test data must be created for each and every
test cases.

• The Test Execution executes the test cases to the SuT.

• The Test Reporting visualize the results of the executed tests.

2.4.2.3 Test-First Development

Another common technique to increase the software quality in the field of soft-
ware engineering is TDD or also called TFD. This test process method breaks
the traditional development process work-flow first coding then testing and is a
widespread development technique for agile development processes. Based
on system specifications and customer requirements, test cases are defined
prior to the implementation of the SuT. First the test cases will be developed
for a small increment of functionality, then the functionality is implemented
for a correct test run [106–108]. Early test case definitions enable early defect
detection in specification documents during test case construction, e.g. incon-
sistencies between requirements and missing and/or unclear requirements,
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and represent the foundation for frequent test runs [109]. This can be included
in a test strategy [110] which includes fast feedback on the current project state.
The implementation of the test case is based on the specification and documen-
tation of a program part that was defined by the stakeholders. TFD is used
in combination with a continuous integrated testing process, which can and
should be carried out in each development step, although the program com-
ponents are testing towards each other, i.e. integration test [93, 111, 112]. The
advantage of this development process is to achieve a better understanding of
the specification and definition of requirements and to obtain the knowledge
and individual requirements to test the control code. To use test cases in a test
process by the above mentioned testing techniques, they must first be defined
and implemented manually or generated automatically from the specification.
Usually the manual implementation of a test case is very time consuming and
very error prone, hence the trend goes towards to model-based test case gen-
eration [113].

Figure 2.8 presents the basic work flow of the TFD consisting of five phases:
Specification phase, test implementation phase, implementation phase of the
functional behavior, refactoring phase, and the final phase.

• In the specification phase all requirements for the software component will
be defined.

• Further the test will be implemented based on the previously defined
specification in the test implementation phase. This phase includes the first
test run. Because of the missing implementation this first test run has to
fail.

• At this stage, the implementation phase, the functional behavior will be
coded and the test case can be executed.

• If the test passes, the refactoring phase can be started. In this step the
functionality is already implemented but the quality and structure of the
software may not be high enough. Therefore, the implemented behavior
has to be optimized without changing the functionality of the code.

• After a successful validation of the refactored code with tests the final
phase is reached. Finally, if additional functionality is needed, the process
can be started all over from the beginning of the five phases.

Shull et al. [106] present a study about the evidence of effective TFD based
on a systematic literature review . They analyzed the influence of TFD on the
delivered quality, internal quality, and productivity. Madeyski [108] presents
an overview of the majority of empirical studies which have investigated the
TFD and pair programming versus the test-last and solo programming prac-
tice. Mattsson et al. [114] verified that TFD is a well applicable method for
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Figure 2.8: Testing and development work-flow of the TFD strategy.

the development of software projects as it provides a good improvement of
implementation efficiency with limited additional effort. These works support
the attempt for improving the software development process used for control
applications.

2.4.3 Model-based Testing

A common testing technique and a well-known approach for an automatic test
case generation in the field of software engineering is Model-based Testing
(MBT) [77, 113]. This testing method promises higher quality, better coverage,
and efficient change management [115]. Defined software models can be de-
rived from the requirement specifications as a foundation for automated test
case generation instead of hand-crafted individual tests [77, 78, 116]. Different
specification methods, e.g. UML diagrams, are available, but only a subset of
such UML diagram types are really suitable. A selection of suitable UML di-
agrams has been shown in Section 2.3.2 [87, 117]. The UML diagram family
supports several diagram types to address the system structure (6 diagrams),
the behavior (3 diagrams), and the interaction (4 diagrams) of entities.

• System structure diagrams present a static view of the system based on
components, distribution of components, or classes.

• Behavior diagrams include use cases, state machines, and activity dia-
grams to define work-flows.

• Interaction diagrams focus on communication and collaboration of com-
ponents.

Software models can be used to illustrate the structure and interaction between
components, furthermore it can support automated code and test case gener-
ation [118]. During test execution the set-behavior of the model is compared
with the actual-behavior of the test application. The complexity of the test
problem is abstracted to a comprehensible controllable level, i.e. test engineers
build a mental model of the system. This mental model is used to derive test
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Figure 2.9: Test case generation with model-based testing derived from the
UML diagram family [119].

cases for the implementation of the SuT [113, p. 280]. The test specification is
the foundation for selecting test cases. Figure 2.9 gives a structured overview
for a generic test generation system. This figure represents that the system
requirements specification can be used for generating test scenarios which in-
clude several test cases. Individual test cases can be derived from the system
behavior specification, e.g. states, temporal behavior description, work-flow
description. Detail explanation about test case extraction is presented in Chap-
ter 4.

MBT uses abstract models to generate test cases for testing an implemen-
tation. Figure 2.10 shows the data flow in a generic test generation system.
The inputs of the software can be developed early in the cycle from the re-
quirements information. Individual test cases are summarized in test suites,
i.e. bundles of test cases with focus on a set of system requirements. The test
suite includes inputs, expected outputs, and necessary infrastructure param-
eters to run the test automatically. Test generation can be especially effective
for systems which are changed frequently. Testers can update the data model
at any time and generate a test suite automatically. The suite of editing hand-
crafted tests can be avoided. For validation, the generated test cases should
be checked manually in order to ensure that the model represents the system
requirements and their specification correctly. Finally, the model is used to
increase confidence in the understanding between customers and developers.
Model-based testing depends on three key technologies [78, 120]:

• Notation used for the data model, e.g. UML diagrams,

• test generation algorithm, i.e. deriving test cases from the models,

• tools that support test case generation and may provide a framework for
test execution.

There are several approaches for MBT as shown in a survey by Dias Neto
[121] that characterizes and analyzes MBT approaches . The result of this study
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is that in 78 analyzed papers only a few describe approaches in an industrial
environment. Usually they have been developed for a specific context and do
not get introduced to the industry. Pretschner et al. [122] state that tests that
are derived without using a model detect fewer failures than using the MBT
technique. The number of detected programming errors is nearly equal but
the number of detected requirements errors is higher.

The test case generation part is a key technology included in the MBT pro-
cess. Sneed et al. [94, p. 49ff] present techniques for automatic test case speci-
fications based on defined software models.

In practice there are some combinations which are not valid and therefore
constraints must be considered when test tuples are generated. Broy et al. [113,
p. 356 ff] and Vigenschow [31, S. 283] give fundamental information about
Model-based Test Case Generation and test automation.

Chevalley and Thévenod-Fosse [116] describe a technique that adapts a
probabilistic method, called statistical functional testing, to the generation of
test cases from UML state diagrams, using transition coverage as the testing
criterion. Statistical functional testing involves exercising a program with in-
put values that are randomly generated according to a given probability distri-
bution over the input domain. A generic algorithm for the random generation
of input values is presented that allows to produce sequences of test cases that
trigger several times every transition for testing Java programs on sub-system
level.

Fröhlich and Link [123] explain how test cases can be automatically gener-
ated with the aid of Artificial Intelligence (AI) methods by testing on system
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level. The transformation process is separated into two steps. First the trans-
formation from use case models into UML state diagrams is done. Then the
state diagrams are furthermore mapped to a planning language and then a
planning tool, which is called graphplan, produces the different test cases as
solutions to a planning problem. The testing criterion is the coverage of every
transition of the state diagram.

Kim et al. [124] propose a transformation method from UML state chart
diagrams into extended finite state machines and flow graphs. They showed
that conventional flow analysis techniques can be applied to test cases gener-
ation from UML state chart diagrams. Furthermore, using the transformation
approach it is possible to flatten the hierarchical and concurrent structure of
states to simplify complex UML structures. This testing technique is used for
class testing, i.e. unit test level.

Hussain and Frey [46] use the generation of a transition tree (set of test
cases) which is generated from each defined UML state chart diagram. Fur-
thermore activity diagrams are used as well to generate test scenarios. Infor-
mation about the test generation process is not presented.

A synoptic list of MBT tools and projects are presented by Micskei10.

2.5 Testing of Embedded Systems Software

The field of Embedded Systems (ESs) is wide, and there is no exact defini-
tion or description. A definition by Marwedel [125] is: “ESs can be defined
as information-processing systems that are integrated into a larger product”.
It describes a broad field of applications and products in which the structure
may be is different [126], e.g. telecommunication industry, automotive do-
main. Relevant to safety applications are, e.g. control systems in airplanes.
Further fields of applications are, e.g. refrigerators, toasters, or mobile phones.
Such ESs controller are included in a product of mass production instead of
industrial automation controller like a PLC which are used to control produc-
tion systems. Software of PLC controllers are changed permanently instead of
ESs software which are developed once per product.

Traditional software in the field of software engineering usually has no
real-time requirements or time influences from the outside. They are systems
whose functionality depends not only on the logical results of the calculation
but also have a time behavior called real-time systems. A real-time system is
a system that interacts with the real world and needs to produce its results
within a predefined time. Some time constraints are called hard real time con-
straints which are defined as:

10http://mit.bme.hu/~micskeiz/pages/modelbased_testing.html visited: August 2012
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“A time constraint is called hard if not meeting that constraint could
result in a catastrophe.” [127]

All other real time constraints are called soft real time constraints [125]. Assum-
ing a hard real-time system, a wrong temporal behavior will result in major
system damages or even in injuries to humans. Soft real-time systems tolerate
a certain variation of durations and time spans. A wrong timing will only re-
sult in a degradation of the quality or performance of the system, depends on
the controlled system [128]. A detailed illustration of real-time constraints and
real-time systems is given in [113, 127–129].

ESs also react to external events which are called reactive systems. A reactive
embedded system is a computer system which interfaces the real world with
sensors and actuators. It is defined as:

“A reactive system is one that is in continual interaction with its
environment and executes at a pace determined by that environ-
ment.” [130]

Testing is a suitable method to ensure the aims of these properties for ES
software. Such software tests are different to tests in the field of software engi-
neering and industrial automation software. An ES should have the following
properties based on [125]:

• Reliability is the probability that a system does not fail.

• Maintainability is the probability that a failed system can be repaired
within a specified time interval.

• Availability is the probability that a system is operating correctly. Both
reliability and maintainability must be high in order to achieve a high
availability.

• Safety describes the property that a failing system avoids causing dam-
age.

• Integrity describes the property that confidential information is private
and that the authenticity of the communication is guaranteed.

In the following, several testing methods for ES software are presented.
Marwedel [125, p. 201] state that ESs are tested by so called test patterns which
are input patterns to test the behavior of the hardware system. Such test pat-
terns are generated based on fault models which are defined models of pos-
sible faults. These generated test patterns are applied to the real and already
manufactured systems.

Yu [131] presented a soft real time ES testing approach by analyzing the
data-flow to distinguish points of interaction. The most used testing method
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properties IA SE ES
Real-time requirements yes no yes
Reactive control yes no yes
Real world interaction yes no yes
Testing software process available no yes little
Software duration of life high low middle

Table 2.1: Comparison of the properties from the different domains. Industrial
Automation (IA), Software Engineering (SE), and Embedded Systems (ES).

in ESs is MBT. Conrad [15] and Bringmann and Krämer [132] presents the MBT
method for testing ESs software in the automotive domain. Most of the MBT
methods are useable for testing control software such as testing techniques for
Model-in-the-Loop (MiL), Software-in-the-Loop (SiL), or HiL environment.

A testing technique for testing and verifying software of ESs in the auto-
motive industry based on MBT is Time Partition Testing (TPT). TPT defines
a test procedure for testing continuous behavior of ESs [132, 133]. The most
important approach of TPT is the continuity of the test process, which means
that the design flow of test case modeling as well as the following steps of test
execution, test validation, and test documentation is in a definite structure and
pretend a framework for all central test activities. The modeling language en-
ables the definition of test cases for continuous and reactive system behavior
and is mostly used for testing timing behavior of ESs. A TPT tool is available
at PikeTec11, other test tools for testing ESs are presented in [47, p. 83].

2.6 Comparison of the Different Domains

Testing is an appropriate method to reduce the risk of failure occurrence in op-
erating systems [31, S. 63]. In the following, a comparison of testing software
in different domains such as Industrial Automation (IA), Software Engineering
(SE), and Embedded System (ES) are considered. Table 2.1 shows an overview
of the required properties in the different domains.

There exists no systematic test process for testing industrial control soft-
ware. First steps are available in academia to adapt testing techniques from
the software engineering testing domain applied to industrial automation test-
ing [111].

In the software engineering domain many testing approaches are available
and used in practice. Several testing methods such as TFD combined with
MBT are common in the software engineering testing domain [11, 108].

In the field of ESs, the software is developed alongside their hardware com-

11http://www.piketec.com/ visited: September 2012
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ponents. Embedded software must often compensate the problems of the em-
bedded hardware. Several application and software testing methods are avail-
able, most in the field of the automotive industry.

Summarizing, to ensure the software quality of industrial automation soft-
ware, the different domains could be adapted to be use in the automation do-
main.

2.7 How Many Test Cases are Necessary?

“A major activity in software testing research is deriving criteria
that aid in selecting the smallest set of test cases that will uncover
as many errors as possible” [134].

In the software engineering domain numerous methods for reducing the
number of test cases are available. This field of research is completely new in
industrial automation. This thesis does not focus on methods for number of
test case optimization. This is beyond the framework of this thesis, but a short
encouragement is given.

It is nonsense to expect that the testing is measurable by the number of
test cases, but there is the need to keep the number of test cases as low as
possible. For instance, the E_CTU FB defined in the IEC 61499 standard [55, p. 64
Table A.1] is a stateful FB. There exist 217 possible input vectors, i.e. 2 non-
concurrent event inputs + 1×16-bit data input. This comprehensible example
already has 218 output interface states. Therefore, full testing of the E_CTU FB
would require 235, i.e. 217 × 218, test cases.

Bieman and Schultz [134] presented a tool that estimates the number of
test cases required to meet the all-du-paths testing criterion. The all-du-paths
software testing criterion is the most discriminating of the data flow testing cri-
teria which requires an exponential number of test cases in the worst case. The
results of this case study shows that the worst case scenario only occurs, for
instance, in one subroutine out of 143. 80% of the subroutines would require
ten or fewer test cases.

Sayre and Poore [135] state: “The decision to stop testing can be based on a
number of criteria, such as:

1. The confidence in a reliability estimate,

2. the degree to which testing experience has converged to the expected use
of the software, and

3. model coverage criteria based on a degree of state, arc, or path coverage
during crafted and random testing.
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In practice it is best to use multiple stopping criteria.”
It absolutely depends on the test approach and testing technique which one

is used for the test case generation strategy. There is no method to know the
exact number of test cases before implementing it. It depends on the test ap-
proach which is used. In a first step, by considering the presented test methods
in Section 1.3.2, the number of test cases can be reduced.

2.8 Economical Aspects

“Economics is the study of of how people make decisions in re-
source limited situations.” [136].

The focus in this section is on the economical aspects in the field of testing
and not on the technical aspects.

The potential of improvements in testing methods and tools is enormous.
Bouyssounouse and Sifakis [47, p. 84] state that the cost of testing is estimated
to take up between 30% and 50% of the development costs of embedded sys-
tems.

Myers [92] states that software testing has been known to consume about
50% of the development costs and spans about 50% of the development time.
The most effective possibility to reduce the development time is to avoid spec-
ification faults and implementation faults. The earlier errors are found, the
lower the costs of correcting the errors and the higher the probability of cor-
recting them correctly [92]. Faults that are found early reduce the development
costs drastically, as shown in Figure 2.5.

Mlynarski et al. [115] state that software testing can take up to 37% of the
overall project costs, i.e. software engineering projects. According to this
study, the most cost-intensive activities in testing are the test design and re-
gression testing. Script-based test automation tries to improve the efficiency of
regression testing by automated test execution while MBT methods are used
especially to improve the efficiency of test design.

Hoffman [137] states that test automation is not always necessary, appro-
priate, or cost effective. If the benefit exists an expected return on investment
analysis has to be done to show the benefit.

Slaughter et al. [138] state that: “Software quality is an investment that
should provide a financial return relative to the initial and ongoing expendi-
tures in the software quality improvement initiatives.” They introduced three
metrics in the software engineering economics context: cost of software qual-
ity, return on software quality, and software quality profitability index. An
overview of the topic “Cost of Software Quality” is presented in [138] and [139,
p. 43ff].
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Figure 2.11: Devils Square by Harry M. Sneed [1].

TFD is a significant step forward from the test-last approaches. Fraser et
al. [140] state that TDD works in practice because it helps to guide the de-
sign process from requirements into an actual running code. Madeyski [108]
presented a detailed evaluation of the effects by using the TFD of agile soft-
ware development practice with respect to the percentage of acceptance tests
passed, design complexity metrics, and the number of acceptance tests passed
per development hour which is an indicator of development speed and finally
in costs. Furthermore, a better modularization, easier reuse and testing of the
developed software products due to the TFD is suggested which also reduces
costs in the development process.

Harry M. Sneed [1] proposed a concept called “Devils Square” which de-
clares a fixed relation between the main factors of a software project. The main
factors of a software project are: Duration, costs, quality, and quantity. He
states that the change of one or more factors automatically influences the other
factors. For instance, if a project should be implemented more quickly and
cheaper, then the quality and the functionality, i.e. quantity are reduced when
maintaining a constant productivity, see Figure 2.11.

Within this thesis a further variable is added which is called innovation. In
order to use new testing methods and new testing techniques the devils square
can be increased. That means, by developing new testing methods the quality
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Figure 2.12: Devils Square including the innovation variable.

can be increased while the duration of the project and the required costs can
be decreased. Note that the quantity variable cannot increase by testing and is
therefore constant. Figure 2.12 shows the enlargement from the original square
to the new increased square.

2.9 Research Questions

Most industrial control applications in the field of production systems and
batch process systems are realized in the modeling languages IEC 61131-3
and IEC 61499. To ensure high software quality, testing processes are neces-
sary which assist the development engineers during the whole life-cycle of
developing industrial automation system. In order to use testing processes
and testing methods for control software, changes can be done in a short time,
development cycles are reduced, and efficient repeatability of the test process
is possible while the quality of the control software is high.

In the following, four research questions which are derived from the related
work analysis will considered in this thesis:
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1. Systematic testing of control code is not a common practice in the field of
industrial automation systems. Therefore it should be considered which
test method is useful for which application layer. From this follows that
test layers have to be identified first, e.g. system layer, unit layer. The
first research question is:
Which test method is suitable for the different application layers?
In Section 3.2, the test levels which are suitable for different application
layers are shown in Figure 3.5.

2. Developing high quality software requires a development process for in-
dustrial automation systems. A common development method from the
software engineering domain is the TFD or also called TDD method. TFD
is a significant step forward from the test-last approaches [108]. The TFD
technique can be the basis for the development of new test-driven auto-
mation software. The second research question is:
Is the test-first development approach from the software engineering domain a
suitable method for developing and testing industrial automation code?
The testing methods presented in Chapter 5 are used the TFD approach
which is evaluated in Section 6.1.

3. Current automatic control applications development is characterized by
an approach where control applications are individually developed for
each application. This results in a high development effort per plant as
there is only little reuse of software components between different appli-
cations which are hard to test. An important step towards an improved
development process is an architecture which defines constraints on the
control application structure. The third research question is:
How should control applications be designed to enable the testing of their func-
tionality in an easier way?
Resulting design rules for control applications are presented in Chapter 7
which present constraints and structure definitions.

4. Once developed control software components such as FBs are stored in
engineering libraries. Such components can be reused in new applica-
tions which should have a high software quality check by testing. The
fourth research question is:
Can testing improve the reusability of control software?
The combination of the TFD approach and a new development structure
definition enables the reusability of control software components. Sec-
tion 7.2 presents an automation model which supports reusable testable
control components.



CHAPTER 3

New Test Framework for Industrial Automation Systems

“Users like Lockheed Martin state that test is being reduced by
about 50% or more, while describing how early requirement anal-
ysis significantly reduces rework through elimination of require-
ment defects (i.e. contradiction, inconsistencies, and feature inter-
action problems.” [141]

A test process has to be prepared and planned carefully to increase the
quality of industrial control software. There is a need for a new test framework
for automated testing of industrial automation applications which is presented
in this chapter. Furthermore, a discussion of individual aspects for a testing
process is done and how these aspects address various testing levels is de-
scribed.

The test process for testing control software in an engineering process is
presented in Figure 3.1 and is defined by four major aspects. These aspects of
testing include:

1. Test Specification, i.e. test planning and organization,

2. Test Case Generation,

3. Test Case Implementation and Execution, and

4. Test Reporting on various levels.

The new test framework address these four aspects. Tests have to be struc-
tured hierarchically in order to increase their comprehensibility. A common
way for test structuring is to introduce the following layers [26, 77, 142]:
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Figure 3.1: Process flow of the test process. It starts with the test specification
process and finally shows the results of the test in a test reporting.

• Test suite is the topmost layer and consists of multiple test scenarios.

• Test scenarios are independent from each other and consist of one or a
number of test cases.

• The lowest layer defines individual test cases. These are contained in test
scenarios in a restricted order, based on dependencies that are defined in
the behavior specification.

An overview of the test structure is shown in Figure 3.2. Test cases are
separated in three kinds:

• Positive/normal test cases are necessary to test their intended (specified)
behavior.

• Special test cases represent a system’s behavior in the border area of reg-
ular system behavior, e.g. upper or lower limit, see Section 1.3.2.

• Error/negative test cases are used for testing the implementation in case
of error states as well as the behavior on wrong input.

3.1 Framework for Automated Testing

In practice, the high effort to run tests manually limits the testing intensity
[111]. Test automation encourages a high testing intensity for each reworked
software version. Nevertheless, the application of automated testing requires
an appropriate infrastructure and needs an additional effort of the setup of the
testing framework. Test managers have to find a tradeoff between manual test-
ing, i.e. high effort for every test run, and automated testing which results in a
higher effort for the test framework implementation and lower effort for every
additional test run. However, in the field of automation systems engineering
the current observed practice relies mainly on manual and limited testing in a
hierarchical systems design. Additionally, automatic control applications are
designed graphically by using FBs and textually by using ST to implement sys-
tem requirements. Based on these current practices, the test coverage seems to
be rather low because of insufficient testing tool support.
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Figure 3.2: Structure of a test suite, including test scenarios and test cases.

Enabling automated testing during automation systems development re-
quires a sound framework that enables early testing approaches such as TFD.
Further requirements of the test framework are:

• Automation supported systematic test case generation,

• test execution, and

• test reporting on various levels of detail and from different perspectives.

An important pre-condition is how individual test steps, i.e. definition, execu-
tion, and reporting, can be connected to each other.

The aim of an automatic testing process is to create a test environment to
bring up previously-specified input parameters, perform the test, and compare
the results returned to the expected values. Figure 3.3 presents a schematic
overview of the general test framework [143]. This proposed test framework
guides the test engineers in the automation systems domain to increase the test
intensity in a more efficient way.

This test framework consists of:

(A) The Test Case Definition is included in a test suite, which is based on cus-
tomer specifications. A test suite includes a number of individual test
cases and test scenarios. Such a test suite selects the required test case
or test scenario for a test run. Test scenarios include a set of test cases to
capture and test systems behavior by means of expected work-flows. A
detailed explanation is presented in Chapter 5. Based on structured and
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Figure 3.3: General structure of a test framework. The test-flow is represented
by numbers starting from number 1 leading up to number 5. These numbers
represent the steps how tests are executed, based on [143].

prioritized customer requirements and specification aspects, test cases
are defined based on software models (see Chapter 4).

(B) The Test Management, also called Test Runner, is the core element of the
testing process and is responsible for a controlled test procedure. It en-
sures that the test case is sent to the SuT and executes the test. The Test
Management uses parameters for the test case initialization in order to
execute individual test cases based on defined test scenarios. Note that
capturing time stamps on the target systems enables measuring the tem-
poral behavior of test case execution. After the test case execution results
are captured on the individual test case level and will be aggregated to
test scenarios for reporting purposes.

(C) The Test Fixture is a required interface between the Test Management sys-
tem and the SuT. Every test configuration requires an appropriate test
fixture related to the implementation standard. Note that the implemen-
tation of the IEC 61131-3 fixture and the IEC 61499 fixture are different.

(D) The SuT refers to a system that is being tested for correct operation and
represents a configuration of the software and system products, e.g. com-
ponent versions and/or variants.
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Figure 3.4: Analysis and reporting of the test framework, based on [143].

(E) The Diagnosis Unit logs all relevant data of the test environment which
can be used for the presentation of the test results. In addition, test diag-
nosis data derived from the target system are available in order to ana-
lyze the system’s behavior in more detail based on log-files, e.g. in error
cases.

(F) Finally, the Analysis and Reporting unit processes the results of the test
procedure which is organized by the Test Management system. It enables
the analysis of individual tests, e.g. on unit level, and test scenarios,
e.g. architecture and system level. The reporting unit evaluates the test
results and prepares the values for a clear and representative view, which
is shown in the test evaluation unit. The execution results of the test case
and the test scenario are linked to the customer and system requirements,
so that the project can be monitored as defined in a TFD development
process. Figure 3.4 (same as Figure 3.3(F) in detail view) present a sample
test report for a set of frequent test runs, e.g. during regression testing,
for a set of requirements and derived individual test runs. Note that the
Analysis and Reporting unit can include coverage analysis, i.e. share of
requirements covered by test cases and test scenarios.

Individual test scenarios and test cases are selected, e.g. based on value
contribution of corresponding requirements and are executed by the corre-
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sponding test fixture (see item (1) in Figure 3.3). Results of one test run (2)
are collected by the Execution Control component of the Test Management
system. The Execution Control component included in the Test Management
system is responsible for coordinating and controlling individual test runs (3)
and also accounts for the preparation of test result analysis (4). Simultane-
ously additional diagnosis data is provided for the test analysis (5). Based on
the results, an analysis and reporting functionality is available for a more de-
tailed investigation, e.g. test coverage measures, quality metrics, and project
observations, which can be derived automatically [48].

The application of this test framework leads to an automated frequent test-
ing approach and can be included in a continuous integration strategy [110].
The combination of the continuous integration strategy and the proposed test
framework enables the TFD approach strategy. Figure 3.4 presents a sample
snapshot of the analysis and reporting part of the TFD process. Requirements
are split into test cases and implementation tasks which are tested in various
and frequent test runs. Because of this continuous integration strategy, the
current project state remains transparent along the product development life-
cycle. Even side effects, i.e. other test cases and/or requirements which are af-
fected by individual test runs negatively, can be easily identified. This means
that, if complex software parts are implemented in a nested way, every small
change may have a major impact on other functional requirements or imple-
mentation parts . For instance, test execution of test case C2 (Requirement C)
has a negative impact on test case B1 (Requirement B) in test run 6. Note that
these short iterations allow an early identification and removal of defects.

3.2 Test-Levels / Test-Layer Approach for Industrial
Automation Systems

In general, there are three testing levels observed in the automation systems
domain [119]:

• Component level tests for individual components, i.e., unit tests,

• architecture and sub-system specification with focus on integration tests,

• systems-level tests at the customer and developer site, i.e. acceptance,
factory, and system tests.

Figure 3.5 illustrates those three testing levels of automation systems ap-
plying a bottom-up design. It starts with a detailed view on individual com-
ponents and units on the lowest layer, a more abstract view on the sub-system
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Figure 3.5: Bottom-up implementation design of the test levels in the automa-
tion systems domain. Units on the lowest layer, architecture layer with focus
on the integration of components on the middle level, and the system level on
the highest layer [119].

and architecture level with focus on the interaction of components on the mid-
dle layer, and finishes with the system level as well as the business level (re-
quirements and systems) on the highest layer.

Depending on the field of application in automation systems development,
there is the need to capture system requirements, modeling the system’s struc-
ture, and modeling the interaction and communication between units, com-
ponents, and sub-systems. Program units are arranged in a unit, i.e., smallest
unit, a component, i.e. encapsulated functions, a module, i.e. combination and
integration of components, and into a system, i.e. complete system.

In the following the test levels, also called test layers, are explained in more
detail with the focus on industrial automation.

3.2.1 Unit Tests

The unit test is normally done by the developer of the software component to
expose local defects of the algorithm [144, p. 20]. It can be summarized that
unit testing can be seen as the smallest testable piece of software.

Software artifacts without external dependencies provide the basis for unit
testing. Their fitness for use is assessed with appropriate interface oriented
test cases, which check the units’ functional behavior. These units (units under
test) must have unambiguously testable behavior as well as the test specifica-
tion must be defined unambiguously.

The tested units form the basis for the application development. Hence, the
testing of as many units as possible shall be achieved. Therefore, an automatic
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CFB.

test process implemented in a TFD process is desirable.
A case study of unit testing techniques is presented, evaluated, and clas-

sified in [145]. Unit testing is extensively used by agile programming meth-
ods, e.g. eXtreme Programming, and unit test frameworks, e.g. JUnit, have
constantly improved for several years. These unit test frameworks typically
require that the tests are implemented in the same language as the code to be
tested.

The greatest advantage of unit testing is gained if the units are used in dif-
ferent application contexts without a changed behavior. Only then the tests
guarantee that the false behavior and resulting errors only stem from the com-
bination of the units. Software components as defined in [146] feature this
characteristic. There a software component is defined as a unit of independent
deployment, of third-party composition, and with no (externally) observable
state. Another aspect of component orientation is that components shall be
usable without any knowledge of its internals. Figure 3.6 shows a unit of an
IEC 61131 FB and an IEC 61499 FB. In order to facilitate this aspect, this thesis
focuses on black box testing of control software in IEC 61131-3 and IEC 61499
control applications. This means that for the test specification and process no
knowledge and assumptions of the internals of the units are used. Solely the
public specified interface is used for the specification and execution of tests.

Sünder et al. [147] show that FBs in general are considered as software com-
ponents when applying the software component concept by [146] to IEC 61499.
This is especially valid for BFBs as they perfectly encapsulate the internal data.
The contained algorithms as well as the ECC are only allowed to access inter-
nal or interface data. For SIFBs the situation is different. SIFBs contain hidden
interfaces to the underlying device specific services. This violates the defini-
tion of software components. However, these services need to be controlled
by and interact with performing tests. This is typically done during the device
development by the device vendor and needs special knowledge of the device
or the service represented by the SIFB.

Finally, IEC 61499 provides the CFB as the third FB type. CFBs encapsu-
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late a set of other FBs (BFB, CFB, or SIFB) and provide this combination as
a new unit to the application developer. Nevertheless the type of CFB is in-
distinguishable from any other FB for the application engineer, i.e. provided
FB interface. Therefore, CFBs can also be handled as units for the unit test
framework such as BFB. However, the use of FBs within CFBs to BFBs and
other CFBs, as SIFBs is restricted because it will break the software component
assumption. This is reasonable as CFBs with contained SIFBs will result in
device specific functionality which cannot be freely used in any application.
The development of reusable application components and I/O access is still
an open issue [148].

The software component concept by [146] is also applied to IEC 61131 FBs.
These FBs can include other FBs which encapsulate their functionality similar
to the proposed approach of IEC 61499.

IEC 61499 FBs are defined as passive elements, which execution can be
requested by input events. Associated data inputs will be sampled at the oc-
currence of the triggering input event. The encapsulated functionality will
take the data inputs, internal data as well as data outputs and performs its cal-
culations generating output data and zero or more event outputs, each again
with associated data outputs. This behavior is also the starting point for the
targeted black box unit tests. With these the observable behavior of the FB’s in-
terface are tested. This behavior is formalized to a transformation function FB.
It takes an input vector ~I = (eix, di1 · · · dir) and produces an output vector set
O. eix represents an input event and di1 · · · dir represents all data inputs [42].

FB : ~I 7→ O. (3.1)

O consists of zero or more output vectors ~Ox

O = (~O1 · · · ~Oy), O = ∅ : y = 0, (3.2)
~Ox = (eoz, do1 · · · dos). (3.3)

Similar to the input vector, eoz represents an output event and do1 · · · dos rep-
resent all expected data outputs. y represents the number of output vector
elements. Equation 3.2 means that if no output event and no output data exist
the number of output vectors ~Ox is zero, i.e. y = 0.

The formulation for IEC 61131 is similar to the IEC 61499 but the input
event eix and output event eoz have to be removed from the equations.

The mapping in Equation 3.1 is only one-to-one and onto if the FB has no
internal state, e.g. a simple sine function. However, as FBs may have internal
states, i.e. ECC states, internal variables, and the values of data outputs, the
history of previously applied input vectors (~I1, . . . ,~It) is required to determine
the according O. Therefore a sequence of ~I, O tuples is needed for describing
an FB’s observable behavior [149, p. 45ff]:

SIO = {{~I1, O1}, . . . , {~It, Ot}}. (3.4)
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Typically unit tests are separated into test cases. Each test case checks a cer-
tain aspect of the component under test. This separation into test cases has the
advantage that tests are easier to develop and to maintain. Furthermore it is
easier to identify the reason for a failed test. Applying this to testing IEC 61499
FBs, a test sequence will be a SIO as defined in Equation 3.4. The full test suite
is represented by a set of these test sequences:

UT = {SIO,1, . . . , SIO,u}. (3.5)

A unit test execution system, i.e. Test Management system, will take this
data. For each test sequence entry the input data and input event to the FB
under Test (FBuT) is applied. Furthermore the Test Management system will
monitor the outputs (events and data) and compare them to the provided out-
put expectations. In order to simplify the development of test cases, each test
sequence assumes that the FBuT is in a defined initial state. The unit test exe-
cution system has to ensure that this prerequisite is met.

These test sequences can get very complicated and hard to define, espe-
cially with more complex FBs with many inputs and outputs, i.e. events and
data. Therefore means are necessary that allow the description of the behavior
of FBs in a way more intuitive for humans and which than can be transformed
into the unit test representation according to Equation 3.5. The presented equa-
tions are used to define the structure of the test cases and test sequences in a
formal way without having the guarantee of completeness.

3.2.2 Integration Tests

Integration testing is the phase in the testing process after the unit testing, in
which several units are combined and tested as a small network group, i.e. as
sub-system. The main focus of integration tests is to expose the defects of in-
teractions between different units. Therefore the execution behavior of several
units, i.e. FBs in a network, is tested. A main advantage of integration tests is
that the FB units can be developed by different engineers and the interaction
of the developed unit components can be tested for their correctness.

Figure 3.7 as well as Figure 3.8 present a small example part of an indu-
strial automation network designed in IEC 61131 and IEC 61499, respectively
FBs are connected to a part of the system implementation which is tested. Fig-
ure 3.7 shows five IEC 61131 FBs (FB1-FB5) and it connections. The FBs can
include several FB units. Similar to Figure 3.8 the FB network consists of five
IEC 61499 FBs (i.e., FB1 and FB4 are BFBs; FB2, FB3, and FB5 are CFBs that
include other FBs too). There exist four approaches in integration testing12, 13:

12http://softwaretestingfundamentals.com/integration-testing/ visited: March 2013
13http://www.iai.uni-bonn.de/III/lehre/vorlesungen/SWT/OOSC05/slides/15%20-

%20Testing%20%282-2%29.pdf visited: July 2013
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Big Bang is an integration testing approach where all or most of the units are
combined together and tested at one go. This approach is taken when
the testing team receives the entire software in a bundle. The advantage
of this approach is that everything is finished before integration testing
starts but the major disadvantage is that this approach is time consum-
ing, because it is difficult to trace the cause of failures due to the late
integration. For example, see Figure 3.7, Test (FB1, FB2, FB3, FB4, FB5).

Bottom Up is an integration testing approach where bottom level units are
tested first and upper level units are tested step by step after that. This
approach is used when a bottom up development approach is followed.
For example, see Figure 3.7:

1. Test (FB5),

2. Test (FB4, FB5) and Test (FB3, FB5),

3. Test (FB3, FB4, FB5), Test (FB2, FB4, FB5), and Test (FB1, FB4, FB5)

4. Test (FB1, FB3, FB4, FB5) and Test (FB2, FB3, FB4, FB5)

5. Test (FB1, FB2, FB3, FB4, FB5).

Top Down is an integration testing approach where top level units are tested
first and lower level units are tested step by step after that. This approach
is used when a top down development approach is followed. Mock-up
objects are needed to simulate lower level units (i.e., not implemented
systems behavior) which are not available during the initial phases. For
example, see Figure 3.8:

1. Test (FB1),

2. Test (FB1, FB2, FB3),

3. Test (FB1, FB2, FB3, FB4),

4. Test (FB1, FB2, FB3, FB4, FB5).

Sandwich/Hybrid is an integration testing approach which is a combination
of the top down and bottom up approach. The system is viewed as hav-
ing three layers: The target layer in the middle, another layer above the
target layer (top layer), and the last layer below the target layer (bottom
layer). The testing converges in this approach towards the target layer.
For example, see Figure 3.8, Bottom Layer Test:

1. Test (FB5),

2. Test (FB3, FB4, FB5),

3. Test (FB2, FB3, FB4, FB5),
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Figure 3.7: Part of an IEC 61131-3 implementation used for integration tests.

and Top Layer Test:

1. Test (FB1),

2. Test (FB1, FB2, FB3),

3. Test (FB1, FB2, FB3, FB4), and

finally, Test (FB1, FB2, FB3, FB4, FB5).

Summarized, the Big Bang approach is used when all or most of the de-
veloped units are connected together for a complete system or major part of
the system and then used for integration testing. This approach is a nonincre-
mental integration testing approach compared to the three other integration
testing approaches. The main advantage of the Bottom Up approach is that
bugs are more easily found because of the step by step integration testing. The
test conditions of this approach is easy to create and the observation of the test
data is well-arranged. With the Top Down testing approach, it is easier to find
a missing branch link but the need for Mock-up objects are essential which is
a major disadvantage of this approach.

3.2.3 System Tests

Following the individual levels of automation systems engineering (see Fig-
ure 3.5), the focus of system testing is on

• systems requirements as foundation for product development and

• technical design concepts, which can be refined successively on every
level.
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Figure 3.8: Part of an IEC 61499 system (sub-system) implementation consists
of BFBs and CFBs used for integration tests.

The systems test level focuses on basic customer requirements and on sys-
tem, acceptance, and factory tests. The main purpose of system tests is to ex-
pose defects which are connected to the whole software code. System testing
of automatic control software is testing conducted on a complete, integrated
system in order to evaluate the system’s compliance with its specified require-
ments. Therefore, the scope lies on black box testing which requires no knowl-
edge of the inner design of the code or logic.

Testing the whole system, means that all of the “integrated” software com-
ponents have successfully passed integration testing. There is the need for
input- and output- parameters which are available to the tester based on the
requirements specification. In most cases, the system test can be done auto-
matically by using a simulated environment [144, p. 21].

Special types of system testing are acceptance testing and regression test-
ing. The acceptance testing is related to the system test and demonstrates that
all customers’ requirements are fulfilled [150]. Regression testing is applied to
modified software to detect new defects. The simplest regression test is to
re-run all test cases in the initial test suite which may need an unacceptable
amount of time. An alternative testing technique is the regression test selec-
tion whereas only a subset of the initial test suite will be executed. This method
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has disadvantages but a trade-off between the time to select and run the test
cases and the fault detection ability of the test cases has to be done [151].

3.3 Summary

This section presents a test framework, which is applicable for automation
supported systematic test case selection, execution, and reporting on various
levels of detail. Further, the proposed test framework environment is suitable
for industrial automation and it is a basis for a TFD approach in this domain.

In general, three testing levels are defined which are appropriate in the
automation systems domain. Unit and component level, architecture and sub-
system level, and system-level are directly mapped to unit test level, integra-
tion test level and system test level.

By using the test framework as a basis with the knowledge of the different
test levels, a test specification is required which is usable for the industrial
automation domain. The next step is a selection of test specification models
for the industrial automation domain.



CHAPTER 4

Selecting UML Models for Test-Driven Development Along
the Automation Systems Engineering Process

An important issue is the identification of the most valuable test cases to focus
on key components of the system under development. There is the need for a
model-based specification approach for industrial automation systems specifi-
cation to be flexible to changing requirements. In the following, a selection of
appropriate UML models is presented and evaluated for the use in industrial
applications. For testing software components the test case definition as well
as the test case generation have to be specified.

4.1 Model Specification

Models can support engineers during design, construction, verification, and
validation of systems by systematically capturing static system structures such
as components and interaction between components, as well as systems dy-
namics, e.g. work-flow and behavior [113].

The application of models increases the capability of QA activities, read-
ability, and understandability of the requirement and behavior specification.
Because of a graphical representation of static system structures and system
dynamics, models aim at supporting engineers from various disciplines in
conducting such activities. In addition, models can support (semi-automated)
code and test case generation [113]. Typically, system engineers have to com-
prise a set of skills in a heterogeneous development environment. For in-
stance, automation systems engineering routinely includes mechanical, elec-
tric, and software components. Engineers from different disciplines have to
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interact and collaborate during the development process. However, various
disciplines apply different sets of models within the individual scope of the
discipline, which may be unfamiliar and hard to understand for engineers
coming from another discipline.

Models such as UML [152] and SysML [153] promise to support the com-
munication and the collaboration between various stakeholders in the automa-
tion engineering process. Common models are able to support QA by doing
reviews and testing in order to increase systems quality. In addition, models
are the foundation for TDD because test cases can be systematically derived
from models in most instances automatically [21, 113]. There is a wide range
of models. In this thesis the focus is on the UML diagram family because it
is a well-known and well-investigated approach in software engineering de-
velopment. Using UML in the automation engineering domain is a promising
approach to increase the handling of the development processes and product
quality [154].

4.2 UML in the Software Engineering Domain

The UML diagrams [152], which are embedded within a software engineering
process, are widely used in the classical software engineering domain and help
to:

(a) Identify and define various aspects of the systems,

(b) enhance communication and collaboration between various stakehold-
ers, and

(c) enable automated code and test-case generation.

Depending on systems, component complexity and risk, various models
help to identify and model the system’s structure and the expected behav-
ior [119]. Because of the benefits in the software engineering development,
UML diagrams are promising approaches for an application in the industrial
automation domain. UML 2.0 consists of an overall number of 13 diagrams,
organized in structure diagrams and behavior diagrams. Behavior diagrams
include subsets of diagrams, i.e. interaction diagrams, focusing on interaction
and collaboration of system components. UML diagrams describe the system
under construction from various perspectives.

In the following the three main diagram types are presented:

• Structure diagrams,

• behavior diagrams, and

• interaction diagrams.
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Structure Diagrams describe the static structure of a (distributed) system
which provides 6 diagrams:

1. Deployment Diagrams present the run-time configuration of a (distributed)
system including hardware and software components.

2. Component Diagrams help identifying the underlying architecture of sys-
tems with focus on interfaces on various levels, i.e. system, subsystem,
and individual components.

3. Class Diagrams describe data structures of systems on a detailed level
close to the implementation.

4. Object Diagrams are used to present instances and the static relationships
of instances at run-time.

5. Composite Structure Diagrams define the individual architectural compo-
nents and their interactions.

6. Package Diagrams enable structuring the models and related artifacts of
the UML diagram family.

Behavior Diagrams describe the dynamic behavior of the system and include
three diagram types:

1. Use Case Diagrams describe the functionality of a system from the user
perspective including the functional behavior without considering order
and sequence of actions.

2. State Chart Diagrams describe individual states and transitions of systems
and are applicable if system states change depending on system inputs,
e.g. emergency stop.

3. Activity Diagrams are based on business modeling and provide work-
flows (sequences of steps).

Interaction diagrams are a subset of behavior diagrams with focus on collab-
oration and communication between system components.

1. Sequence diagrams model the temporal behavior of work-flows and re-
lated objects (call and response) including timing information.

2. Timing diagrams describe the individual system states over time. Timing
diagrams are widely used in electronics to specify digital circuit design.

3. Interaction overview diagrams model sequences and interactions.
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4. Communication diagrams are based on messages and illustrate the com-
munication work-flow between components.

The construction of models requires additional effort. Thus it is necessary
to focus on the most valuable model diagrams and identify a subset of models
which are sufficient to support TDD in the context of industrial automation
software engineering. For such projects the key question is, which set of mod-
els, in this case UML diagrams, is suitable for industrial automation applica-
tions [154].

4.3 Criteria for Model Selection in the Industrial
Automation Domain

Lüder et al. [155] identify 6 information sets for model selection (architec-
ture, process of control decisions, signals and states, communication, control-
relevant data structures, and interaction and communication processes). These
are summarized into architecture and structural aspects (SA) and temporal behav-
ior (BE) criteria. Nevertheless, requirements (RE) and risks (RI) are additional
critical aspects from the business perspective. A detailed requirements analy-
sis and requirements specification are key aspects to reduce risks of complex
applications. A set of four criteria for model selection and application are iden-
tified:

1. Requirements (RE) systematically defined to derive test scenarios from the
user perspective. Such test scenarios can be related to integration tests,
systems tests, and factory tests.

2. Architecture and Structural Aspects (SA) describing the basic system struc-
ture to focus on individual parts of the system for construction and test-
ing purposes.

3. Temporal Behavior (BE) and functional behavior are defined by consid-
ering, i.e. states, activities, and timing aspects. Note that work-flows
represent sequences of steps of operations and can be used for test case
generation especially for generating test scenarios automatically.

4. Risk (RI) and Complexity. Depending on the risk and complexity of com-
ponents, e.g. failures and incorrect specification definition, specifically
focused models become reasonable to capture individual systems char-
acteristics, e.g. by using refined sequence charts, that help to understand
and mitigate risks.
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Pickup&Place

Conveyor 1

Conveyor 2

Sensor and Gates

Figure 4.1: Bottle sorting machine used as an application for showing the spec-
ification method by using UML model diagrams.

4.4 UML Diagrams Applied on a Sample Applica-
tion

To evaluate the strengths and limitations of the model selection from Sec-
tion 4.3, an application of a bottle sorting machine by using the UML models
for TDD is presented. The main goal of the bottle sorting machine is to sort a
sequence of incoming bottles into two different boxes, depending to the color
of the bottles. The bottles arrive on Conveyor 1 and are transferred, one piece
at a time, to Conveyor 2 via a Pickup&Place unit. A color sensor, attached
to Conveyor 2, determines the color of the bottle and activates one gate for
sorting purposes according to the color. The bottle sorting machine is simple
enough to show the benefits of models and TDD application but is still rele-
vant to demonstrate the industrial automation engineering process approach
for research purposes. Figure 4.1 shows a picture of the bottle sorting machine.

Thus, this application represents a promising prototype application for in-
troducing UML models and the TDD approach. The bottle sorting machine is
simple enough to allow a detailed investigation and is still relevant to demon-
strate the industrial automation engineering process for research. The pro-
posed approach will also work with more complex systems.
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Figure 4.2: Model of the Use Case Diagram of the bottle sorting machine. Solid
lines represent the connection with actors, e.g. sensors and actuators, dashed
lines represent the internal dependencies.

4.4.1 Systematic Definition of Requirements

Use Case Diagrams focus on user requirements to identify the related actors and
use cases according to the customer needs. Use case diagrams are used pri-
marily to capture functional requirements of a system or sub-system and iden-
tify related parts of the system or external resources required by the system
to fulfill its task. Use cases also enable decomposing functional requirements
into smaller and manageable tasks. Because of the graphical representation
of requirements, use cases are easy to understand by individual stakeholders
and support interaction with stakeholders who may not be very familiar with
technical details. Use cases support the identification of scenarios for testing
purposes. Scenarios are sequences of individual actions, e.g. moving the arm
from the start position to an arriving bottle at Conveyor 1. Note that scenarios
can consist of individual test cases, e.g. testing the starting position of the arm,
the movement, and the duration of a movement. Figure 4.2 presents a use case
diagram for the bottle sorting machine.

An Activity Diagram is a representative of a UML behavior diagram and
displays the work-flow behavior of a system by depicting basic activities and
dependencies between activities a system has performed. They describe data
and control flows within the system. Based on activity diagrams, test scenarios
and test cases can be derived directly from the model. Figure 4.3 presents an
activity diagram of the overall behavior of the bottle sorting machine.

A test scenario based on the activity diagram covers the overall bottle sort-
ing machine:

1. Starting the bottle sorting machine.

2. Waiting for a bottle.
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3. Moving the bottle from Conveyor 1 to Conveyor 2.

4. Determining the color of the bottle.

5. Activates the related gate to sort the bottle according to the color in Box
1 or Box 2.

Note that individual test cases can be derived directly, e.g. testing the transfer
of the bottle from Conveyor 1 to Conveyor 2, by testing the Pickup&Place unit.

1

2

3

4 5

Figure 4.3: Activity Diagram of the bottle sorting machine.

4.4.2 Architecture and Structural Aspects

In industrial automation systems there are several (distributed) components
involved. Thus, it is necessary to identify related components and the inter-
action between components from an architectural point of view. Structural
diagrams enable the visualization of the static system structure as well as the
structuring of the system. Note that test cases cannot be derived directly be-
cause no behavioral information is available to test the sequences of steps.
Nevertheless, structural diagrams are required to keep an overview of the sys-
tem, determine test coverage, and prioritize test cases. Structural aspects help
to identify the components involved in test scenarios and individual test cases.

Deployment Diagrams provide an overview of the physical layout of the sys-
tem and identify communication paths between components of the system.
While the strongest benefit of deployment diagrams is observed in distributed
systems, where communication between (software-) components is essential.
It is applicable from small systems up to complex systems by providing an
overview of the hardware components. Figure 4.4 depicts a PLC connected
via a bus system with the various actuators and sensors comprising the bottle
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Figure 4.4: Deployment Diagram of the bottle sorting machine.

sorting machine. Note that the deployment diagram enables the identification
of components and required mock-up functions, i.e. simplified simulation of
non-existing components, related to individual test cases early in the industrial
automation engineering process.

Component Diagrams provide a more detailed view of individual compo-
nents and the interaction to related components. They focus on interfaces for
a collaboration between different parts of the system. Such interfaces can be
software, mechanical, or electrical interfaces. Figure 4.5 presents the compo-
nents connected to a single conveyor and the logic component for controlling
purposes. Component diagrams support the definition of test cases for a man-
ageable part of the system in order to test interface definitions.

4.4.3 Definition of Functional and Temporal Behavior

The dynamic behavior of the system can be modeled and tested based on its
requirements and the static structure of the system. Note that use case di-
agrams and activity diagrams are assigned to high-level behavior diagrams.
Nevertheless, a more detailed view of the system (and individual parts of the
system) is required to test these components in an effective and efficient way.

State Chart Diagrams describe the behavior of a system regarding the states
and transitions in state-based systems. State chart diagrams depict the indi-
vidual states of systems, sub-systems, and components and their relationship
(transitions). Every state in a state chart diagram and their related state tran-
sition can be seen as an individual test case within a test scenario defined by
activity diagrams and use case diagrams. Figure 4.6 depicts the behavior of
the system as a whole. This diagram is used for generating test cases on sys-
tem level. Testing on unit level or sub-system level, an emergency stop causes
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all activities within the system to stop immediately independent of the indi-
vidual states of all other components. To address highly complex and critical
systems, individual sub-systems can be identified, based on high-level models,
for a more detailed analysis and design and/or test. For instance, the stopper
unit may be identified by stakeholders as a highly critical component of the
system. In this case, the stopper unit is modeled in more detail. This state
chart diagram is used to generate test cases on unit level or sub-system level,
see Figure 4.7. Further information about test case generation from state chart
diagrams is presented in Section 4.6.

Sequence Chart Diagrams capture the temporal sequence of events and com-
munication between different parts of the system. Additionally, they give a
detailed view on an activity within a system. Sequence chart diagrams are ap-
plicable to illustrate complex processes and critical (sub-)systems. Figure 4.8
presents a sequence chart diagram of the Pickup&Place unit behavior. It de-
scribes the transfer process of a bottle from Conveyor 1 to Conveyor 2. Note
that every sequence of an activity can be used as a foundation for a (auto-
mated) test case generation, see Section 5.3.3. Based on the requirements and
the static structure of the system all related components can be identified and
tested.

Timing Diagrams depict the behavior of a system regarding time or a se-
quence of events. They are used to explore an exemplary run of a scenario
at a lower level, i.e. more detail view, rather than sequence diagrams or state
chart diagrams. Figure 4.9 presents the timing behavior of the Pickup&Place
unit while transporting a bottle from Conveyor 1 to Conveyor 2. After fin-
ishing the task, the unit returns to the starting position (Ready State). The

Figure 4.5: Component Diagram of the Conveyor 2 part excluding the
Pickup&Place unit of the bottle sorting machine.
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Figure 4.6: System level State Chart Diagram of the bottle sorting machine.

Figure 4.7: State Chart Diagram of the stopper unit which is part of the bottle
sorting machine.

timing diagram addresses specific complex and critical aspects of the system
to be modeled on a highly detailed level. For instance, the movement from
move left to move right is measured in order to get the timing information
to model the timing diagram. The main difference from timing diagrams to
sequence chart diagrams is the absolute timing information in the diagram.
Therefore it is easier to detect time overlapping from different components
which can be considered during the testing. Nevertheless, modeling the over-
all system at the highest level of detail requires a considerable additional effort
for modeling.
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Figure 4.8: Sequence Chart Diagram of the Pickup&Place unit of the bottle
sorting machine.

4.5 Selecting UML Diagrams

This section summarizes the results of the findings regarding the applicability
of UML diagrams with respect to development phases and various test levels,
see Section 3.2, applied for the industrial automation domain.

UML diagrams are analyzed based on their definition and the selection
criteria with focus on the different phases of the industrial automation devel-
opment process, based on [154]:

• (req) requirements definition phase,

• (sys) system definition,

• (arch) sub-systems architecture definition, and

• (unit) component and unit design which includes detailed design.

Table 4.1 presents a summary and highlights the most promising UML
models based on the findings from the bottle sorting machine application. This



4.5. Selecting UML Diagrams 72
P

ic
ku

p&
P

la
ce Turn Right

Turn Left

Move Gripper Up

Move Gripper Down

Move Left

Move Right

Open Gripper

Close Gripper

Wait

0s 1s 3s 5s2s 4s

Move to 
Initial PositionTransfer Bottle

Figure 4.9: Timing Diagram of the Pickup&Place unit from the bottle sorting
machine.

table includes UML diagram types, selection criteria, and individual develop-
ment phases, i.e. (req),(sys),(arch), and (unit).

Experience gained during the development of the bottle sorting machine
results that:

(a) Requirements modeling using use case diagrams and high level activity
diagrams.

(b) Structure diagrams, such as deployment diagrams and component dia-
grams, are most reasonable to capture systems requirements and deter-
mine the static structure of the system.

Models for requirements (RE) enable the definition of test scenarios prior
to more detailed design and implementation for TDD applications. Structural
models (SA) enable the consideration of individual components and their in-
teraction to implement TDD. Behavior models (BE) can be applied to directly
derive test cases, e.g. in TDD, for implementation. Note that risks (RI) drive
the level of detail and the test case generation process. Table 4.2 presents an
overview of development phases, selection criteria, diagram types, and test
levels. This table shows which diagram type is adequate for the different test
levels.
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Diagram Criteria (req) (sys) (arch) (unit)
Use Case (RE),(BE) x - - -
Activity (RE),(BE) x x x -
Deployment (SA) - x - -
Component (SA) - x - -
Timing (BE) - x x -
Class (SA) - - x x
Composite Structure (SA) - - x -
State Machine (BE) - - x x
Sequence (BE) - - - x
Communication (BE) - - - x
Interaction overview (BE) - - x x
Object (SA) - - - x
Package (SA) - - - -

Table 4.1: UML diagrams in the industrial automation software engineering
process, based on [154]; The highlighted diagram types are most applicable
for the industrial automation domain.

Phase Criteria Diagram Test Level
Requirements Defini-
tion (req)

(BE),(RE) Use Cases, System Testing /
Acceptance Testing(BE),(RE) Activity

System Design (sys)
(SA) Deployment, System Testing / In-

tegration Testing(SA) Component,
(BE) State Chart

Sub-System Archi-
tecture Specification
(arch)

(BE) State Chart,
Integration Testing(BE) Sequence Chart,

(BE) Timing
Unit and Component
Specification (unit)

(BE) State Chart, Component Testing
/ Unit Testing(BE) Sequence Chart

Table 4.2: Overview of development phases, UML model selection criteria,
relevant diagram types for industrial automation, and defined test levels.
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While investigating the application of the models in context of testing, three
test levels are considered which have been presented in Section 3.2. Addition-
ally, risks (RI) in all phases of the development and results in defining risk-
specific views with focus on more critical aspects of the system are addressed.
Depending on the risk, a more detailed view on parts of the system is a candi-
date for more detailed models and in-depth testing.

Regarding the systems dynamics, state charts and sequence charts are the
most reasonable option. State chart diagrams illustrate the relationship be-
tween individual system states, also including possible parallel states, e.g.
emergency stops, which are common scenarios in industry settings. Addition-
ally, sequence chart diagrams enable a focus on a specific (most critical) part
of the system to identify individual sequences of steps of the system and/or
critical and more complex sub-systems [154]. The use case diagrams and ac-
tivity diagrams focus on requirements (RE). Note that the package diagrams
organize the models and are not connected to the system structure or behav-
ior [154]. Diagram types such as class diagram, composite structure diagram,
communication diagram, interaction overview diagram, object diagram, and
the package diagram are not suitable for the test specification of SuT in the
industrial automation domain.

In contrast to traditional, late and isolated testing approaches, the individ-
ual selected models enable early test case generation on defined levels of detail
based on models [119]. Major benefits are:

• An increased understanding of the system under development and

• early test cases applicable in various phases of the development within
heterogeneous engineering environments.

4.6 Test Case Extraction From State Chart Diagrams

Semi-formal models such as state chart UML diagrams, which are selected for
industrial application specification from the UML diagram family, are suitable
for the test case specification, see Section 4.5. This diagram type enables be-
havior specification of the SuT which is most important for testing industrial
systems. One of the most time consuming and most critical part in the test-
ing process is the test case extraction and generation. The term “extraction”
describes the process of extracting the information from the test specification
which is needed for generating test cases.

State charts are commonly used in the field of software engineering for
specifying the software behavior and testing code. Chow [30] describes a
method for checking the correctness of control structures at the design level
by FSM. Swain et al. [98] use the combination of UML state chart diagrams
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State1

+ entry / Value1=true
+ entry / Value2=false
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Initial

[Param1 && !Param3][Param1 && Param2]

[Param0]

[Param1 && Param4]

Figure 4.10: Example of a State Chart Diagram. Information of the state pa-
rameters and condition parameters of the transitions are used for test case ex-
traction.

and activity models named state-activity-diagram for the test case specifica-
tion and generation. The combination of state chart diagrams and activity
models provides both control flow and event-oriented state change informa-
tion.

4.6.1 Test Specification with State Chart Diagram

The state-based way of thinking for automation engineers for developing PLC
programs have been common over several decades. Frey et al. [156] state that
state chart diagrams are also called automata are a useful method for speci-
fying non-complex behavior and implementing automatic control, do testing,
and verification for safety applications.

A Moore-Automata [3, 156] is used for the test specification and represents
a test case or/and a test sequence. The test specification can be done in an
early stage of the development phase by the development or test engineer and
include the information for testing the SuT. Therefore the test information,
i.e. pre-condition, action, and post-condition, is included in the state chart
diagram.

The state chart diagram consists of finite states with only one start state.
Figure 4.10 shows an overview of a simple state chart diagram definition. The
graphical representation of a state is a circle or rectangle with rounded edges,
see Figure 4.10: State1, State2, and State3. The initial state is a special state and
is in most cases represented by a double circle or a black filled circle. Transitions
are represented by arrows from the source state to the target state. A transition
consists of one or several conditions, see Figure 4.10: Param0, Param1, Param2,
Param3, and Param4. Such a condition is a Boolean expression or a continu-
ous value expression of the input variable. Each state in automata defines the
output variable. In safety applications only Boolean input and output vari-
ables are allowed. Continuous values can be represented as Boolean values by
checking the boundary value [156].
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Figure 4.11: Interface design of the SF_Equivalent FB from PLCopen [157].

4.6.2 Test Case Extraction

Based on the state chart diagram in Figure 4.10, a test case is extracted with the
following information:

1. pre-condition: Includes all the information, i.e. initial parameter values,
at which the test case starts. Typically the parameters are included in
the source state, e.g. State1: Value1=true, Value2=false. If a pre-
condition is violated during the test execution, the test becomes unde-
fined and results in failures.

2. action: These are the parameters which are used for the execution of a test
case to the SuT. Typically the parameters are included in a transition and
the parameter values are the conditions, e.g. Param1 && Param2 from
State1 to State2.

3. post-condition: These are the expected result values of a test case. Typi-
cally this information is included in the target state,
e.g. State2: Value3=true.

An application to evaluate the demand of the test case generation for in-
dustrial software is used. A prototypical implementation of a safety FB from
PLCopen [157] is used to show the example application of the test case ex-
traction. Figure 4.11 shows the FB interface design of the PLCopen Safety
SF_Equivalent FB. This interface of the FB, i.e. input parameter and output
parameter are used for the test definition. The input parameters of the FB rep-
resent the condition parameters in a transition of the test specification in the
state chart diagram, i.e. the action. The output parameters of the FB represent
the state parameters of the test specification diagram, i.e. pre-condition and
post-condition.

The SF_Equivalent FB converts two equivalent SAFEBOOL inputs to one
SAFEBOOL output with Discrepancy Time monitoring. The main goal of this
FB is to check both input parameters S_ChannelA and S_ChannelB. If one chan-
nel signal changes from TRUE to FALSE, the output immediately switches off
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Discrepancy time monitoring: The discrepancy time is the maximum period during which both inputs may have different states 
without the function block detecting an error. Discrepancy time monitoring starts when the status of an input changes. The 
function block detects an error when both inputs do not have the same status once the discrepancy time has elapsed. 
The inputs must be switched symmetrically. This means that monitoring is performed for both the switching on process as well 
as the switching off process. 
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Figure 7: State diagram for SF_Equivalent
Figure 4.12: State chart diagram specification of the SF_Equivalent FB from
PLCopen [157].

for safety reasons which is S_EquivalentOut=FALSE. The Discrepancy Time is
the maximum period while both inputs may have different states without the
FB detecting an error. The monitoring of the Discrepancy Time starts when the
status of an input changes. The FB detects an error when both inputs do not
have the same status once the Discrepancy Time has elapsed. The FB output
shows the result of the evaluation of both channels. Figure 4.12 shows the state
chart diagram from the PLCopen documentation [157].

The PLCopen documentation includes additional text information which is
not included formally in the state chart model. Therefore, the test case gener-
ation of the PLCopen Safety SF_Equivalent FB is modeled in a new state chart
diagram in the Enterprise Architect14 tool which is shown in Figure 4.13. A
similar implementation of the state chart is presented in [156], at which the

14http://www.sparxsystems.de visited: July 2013
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Figure 4.13: New state chart diagram specification of the SF_Equivalent FB.

implementation has additional priority parameters of the conditions and fo-
cuses on the Discrepancy Time in more detail. This model implementation
is different to the PLCopen implementation. That means, that the state chart
specification in Figure 4.13 includes only explicit transition definition. The Dis-
crepancy Time is defined as Boolean because of the safety requirements. The
DiscrepancyTime=TRUE means that the measured time is below the boundary
limit otherwise the measured time is above the limit which means that the
DiscrepancyTime=FALSE. Furthermore, the Error1 state and Error2 state are
separated into two new states. Through these adaptions of the state chart di-
agram from the PLCopen specification, the test specification is unambiguous
and an automatic test case extraction is possible.

In a first step the UML state chart specification has to be exported as a *.uml
file. In a next step the file is read by the developed Java-based XML parser
implementation. There all information of states, transitions, and conditions are
extracted from the UML state chart specification. Based on this information the
test cases can be generated automatically. The output of the test case extraction
are single test cases which can be implemented in the control environment.
An example of the output from an extracted single test case is presented in
Listing 4.1. Further, an example of a test scenario from the state “Idle” to the
state “Init” to the state “Waiting for Channel A” and then back to to the state
“Init” is presented in Listing 4.2.
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1 Pre: State = From Active Wait
2 Action: Activate = t r u e ; ChanA = f a l s e ; ChanB = f a l s e ;

DiscrepancyTime = f a l s e ;
3 Post: State = Error3; diagCode = 0xC003; Error=True;

Listing 4.1: Output from a test case of the PLCopen SF_Equivalent.

1 Pre: State = Idle
2 Action: Activate = t r u e ;
3 Post: State = Init; Ready = t r u e ; diagCode = 0x8001;
4

5 Pre: State = Init
6 Action: ChanB = t r u e ; ChanA = f a l s e ; Activate = t r u e ;

DiscrepancyTime = t r u e ;
7 Post: State = Waiting f o r Channel A; diagCode = 0x8014;
8

9 Pre: State = Waiting f o r Channel A
10 Action: ChanA = f a l s e ; ChanB = f a l s e ; Activate = t r u e ;
11 Post: State = Init; diagCode = 0x8001;

Listing 4.2: Output from a test scenario of the PLCopen SF_Equivalent.

Condition variables which are not used in every transition based on the
source state are called “free variables”. There is the need to find such free vari-
ables for creating additional test cases, e.g. negative test cases. Test specifica-
tions with no free variables are the best case. Therefore the test specification is
unambiguous for the test case extraction.

The path coverage testing criteria is used for the test case extraction from
state chart diagram, see Section 1.3.2. Therefore the white-box testing criteria is
used for the test case extraction and testing the behavior of a SuT as black-box
testing, because the information of the internal implementation of the SuT is
not used for the test case extraction but the separate test specification diagram.

After extraction and generation of the test information, the test cases can
be implemented and executed on the target system, e.g. SoftPLC, Hardware
PLC, etc. If the modeling of the test specification include failures the test cases
will also include these failures which results in errors and the test fails during
the execution on the target system. Therefore the test specification modeling
should be done carefully to avoid test specification failures and avoid not exe-
cutable test cases.

In further research the results and findings are used for the testing tech-
niques of control software, see Chapter 5.
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4.7 Summary

In this chapter a UML model selection for specifying industrial automation
systems is presented. These selected model diagrams are applicable for spec-
ifying test cases for automatic control systems. During the implementation
phase use cases and high level activity diagrams are identified which are most
applicable for modeling requirements. Deployment diagrams and component
diagrams are most applicable for capture systems requirements and determine
the static structure of the system. Regarding the systems dynamics, state chart
diagrams and sequence chart diagrams are well suitable. In order to specify
tests for dynamic control systems, state chart diagrams and sequence chart
diagrams are used for the further test case specification.

A Java-based XML parser implementation is realized to automatically ex-
tract, based on the path coverage criteria, test case information from UML state
chart diagrams. Based on this criteria all possible control flow paths through
the SuT specification is considered. By using the knowledge of the selected
model diagrams for test specification as well as the results of the test case ex-
traction from the test specification, appropriate testing techniques for testing
control software are investigated. In the next chapter such testing techniques
for industrial automation systems are introduced.



CHAPTER 5

Testing Techniques for Industrial Automation Systems

Due to the potentially complex behavior of software components, complete
test specifications also can be extensive. In the following, the testing tech-
niques are separated into test case specification without a (semi)-formal model
and test case specification with (semi)-formal model specification. First, the
manual testing and the Keyword-driven Testing (KDT) are testing methods
without a (semi)-formal model specification for testing industrial automation
software. This means that the test case specification is done in textual form.
Then testing with semi-formal model test specification is presented. Here a
testing technique based on UML diagrams for the industrial automation do-
main is shown which is required and suitable for fully-automated test execu-
tion.

5.1 Manual Testing

The manual test case extraction is completely operated manually and was the
earlierst style of testing, but it is still widely used [77, p. 20-22]. The test case
specification has to be done manually by textual description or in a more for-
mal way like UML diagrams. Furthermore, by using this approach the extrac-
tion of test case information from test specification and requirements specifica-
tion has to be done manually. The manually constructed test cases for further
processing have to be included in the SuT, for instance in the control appli-
cation [26, 142]. The test result analysis have to be done manually as well.
Manual test case construction, implementation, and modification require ap-
propriate programming skills. Additional programming skills are also needed
if the test requirements are changed. Furthermore, changing the test require-
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ments will result in modifying the test case implementation which results in a
high maintenance effort.

The manual testing technique is time-consuming and does not ensure sys-
tematic coverage of the SuT functionality. In fact, the cost of manual test execu-
tion is so high that it is often necessary to cut corners by reducing the number
of test cases that are executed after each evolution of the SuT. This can result
in software which is incomplete tested, has significant risk regarding product
maturity, stability, and robustness [77, p. 20-22].

5.2 Keyword-driven Testing

Keyword-driven Testing (KDT) [158], also named as Table-Driven Testing or
Action-Word Testing, is a software testing method to support manual and au-
tomated testing processes in the field of software engineering. This technique
is an extended form of the Data-Driven Testing method.

KDT can be seen as a test language [158] and improves the communica-
tion between testers, avoids inconsistencies in test documents, and makes an
infrastructure for test automation available. Zylberman and Shotten [158] di-
vided the KDT process in two main layers–Infrastructure Layer (KDT Engine)
and the Logical Layer (KDT Test Case). The KDT framework in this thesis is
based on such layer design, see Figure 5.1. KDT is used as a testing technique
in the field of traditional software engineering [159] but it is a novel approach
to use this method in the field of testing industrial control software [48].

The main concept of this testing technique is to express each test case as
abstractly as possible while making it precise enough to interpret and execute
the test case via a test tool [48, 77].

KDT focuses on a higher abstraction level of individual test cases, i.e. based
on customer specifications. Also it is decoupled from traditional software test-
ing approaches, i.e. implementing unit tests on code level. The KDT approach
aims at supporting engineers from different domains or in defining test cases
more efficiently and effective from the user perspective without having highly
sophisticated skills in software testing. Applying a small set of keywords en-
ables non-programmers to read and write test cases without knowing details
of the implementation behavior of the SuT [13, p. 115]. Additional benefits
come from applying high-level tests, e.g. on systems, acceptance tests, or in-
tegration tests, which focus on customer and systems requirement without
considering concrete implementation approaches. Automation support of test
case execution enables regression tests, i.e. test runs after changes that become
applicable during systems maintenance and evolution and can be adjusted to
change requirements.

The KDT technique separates the task of the test case implementation from
the software development, i.e. separation of code implementation work and
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Figure 5.1: Overview of the test framework for Keyword-driven Testing [48].

test case definition and generation. Note that test cases can be defined early
during a TFD approach. As the name KDT implies, “keywords”, which con-
trol the processing, are in the focus of this approach. These keywords are ded-
icated in functions and in group of functions which include the executed ac-
tions of the test cases. Therefore, one keyword is able to include one or more
test steps [160]. Once defined keywords can be used by the test engineer who
write the test description for the SuT.

5.2.1 Test Framework for Keyword-driven Testing

Figure 5.1 presents an overview of the test framework based on the frame-
work in Figure 3.3. The framework in Figure 5.1 is extended for KDT and
consists of keyword-driven test case definition, execution, and reporting. The
main difference between the general test framework in Figure 3.3 and the KDT
framework is the additional keyword definition which is used for the test case
definition. Furthermore, the Diagnosis Unit for the monitoring of all watched
values is not used in this case. The framework includes five different building
blocks based on [48]:

The test suite (see the defined structure of a test in Figure 3.2) is based
on customer specifications. Individual test cases and test scenarios are con-
structed manually by applying the defined keywords (see Section 5.2.2) and
test data. Each test suite consists of defined test cases and test scenarios which
are easy to configure and edit in the Test Management system. Note that mod-
els, e.g. as stated in [113], assist automation-supported generation of test suites
including test scenarios.

Individual test scenarios and test cases are selected based on value contri-
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bution of corresponding requirements and will be executed by the correspond-
ing test fixture, see item (1) at Figure 5.1. Every test configuration requires an
appropriate test fixture related to the implementation standard. The fixtures
of IEC 61131-3 and IEC 61499 are different at which the interface connection
to the SuT is implemented in detail. Item (2) presents the results of one test
run, which are collected by the Execution Control component of the Test Man-
agement system.

The Execution Control component included in the Test Management Sys-
tem is responsible for coordinating and controlling individual test runs (see
item (3)) as well as for preparation of test result analysis, see item (4). Based
on the results, an analysis and reporting functionality is available for more de-
tailed investigations, e.g. test coverage measures, quality metrics, and project
observations.

5.2.2 Keyword Specification

The KDT method supports readable test cases by using specially defined key-
words. These keyword-commands are used for executing a test case, e.g. set
value or get value. The test case description by the KDT technique should
be defined as formal as necessary so that test engineers can easily understand
and comprehend the test specification. Furthermore, the test cases should be
executed automatically.

An example keyword-command definition with two parameters is formu-
lated as:

|KEYWORD;|Parameter1|Parameter2|

There is the need for a number of pre-defined keywords at which the key-
word vocabulary should be framework independent. This means that the key-
word definition and specification should not be related to or included in a part
of the Test Management system. A separate interface between Test Manage-
ment system and SuT has to be defined. This interface is called “Fixture”. The
fixture consists of all keyword implementations related to the IEC implemen-
tation. In this case two different fixture implementations are needed for testing
applications based on the industrial standards IEC 61131 and IEC 61499.

General required functionality of the keywords are:

• Build up and close the connection between the Test Management system
and the SuT.

• Set values and send events, i.e. IEC 61499 events, from the Test Manage-
ment system to the SuT.

• Compare resulting output values and events, i.e. IEC 61499 events, with
the expected values and events.
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Based on these general requirements, keywords for the testing process have
to be defined. First, the keywords are defined for testing IEC 61131 applica-
tions which are used as basis keyword-set. This basis keyword-set is the min-
imum required keyword-set which is used for testing industrial automation
systems [48]. In a next step the keyword-set is extended for testing IEC 61499
implementations. Most of the defined keywords are applicable for both stan-
dards, but testing IEC 61499 applications additional keywords are used be-
cause of the different kind of execution of IEC 61131 and IEC 61499 applica-
tions.

The following keywords are the minimum required keyword-set, i.e. basis
keyword-set, for testing industrial automation systems based on [48]:

• startConn: establishes a connection to the target system - SuT (IEC 61131-
3 or IEC 61499)

• force: sets a new value to the variable with force-flag. The force command
is used in industrial automation to overwrite the value of a variable in
a control application. This forced value cannot be overwritten by the
application itself but rather by the Test Management system. The force
command is used in order to avoid influences from the control applica-
tion during an integration test or unit test without disconnecting data
connection in the SuT environment.

• set: sets a new value to the variable without force-flag

• sleep: pauses the test for a number of milliseconds

• get value: reads the value from a specified variable

• stopConn: closes the connection to the target system and stops the appli-
cation in the SuT

• create resource: creates an IEC 61499 resource, resource name is defined
by a parameter in the test case specification (available only in IEC 61499)

• create function block: creates a function block with a specified instance
name (available only in IEC 61499)

• start: starts the specified resource (available only in IEC 61499)

• create watch: creates a watch property for monitoring on an input/output
variable, on a specified resource (available only in IEC 61499)

• trigger event: triggers an event of a function block (only in IEC 61499
available)
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Keywords IEC 61131-3 IEC 61499
startConn X X
force X X
set X X
sleep X
get value X X
stopConn X X
create resource X
create function block X
start X
create watch X
trigger event X
script* X X
check* X X

Table 5.1: Overview of the used keywords for testing industrial automation
systems, defined in [48] (*... internal keyword function of the Test Manage-
ment).

• script: internal keyword function of the Test Management system in order
to select the accurate fixture and additional target system parametriza-
tion for testing IEC 61131-3 and IEC 61499 applications

• check: internal keyword function of the Test Management system in order
to compare the resultant value with the stated value to present the result
with true or false

A combination of the basis keywords into grouped keywords is allowed
which can be used as a new keyword. For instance, the grouped keyword
SystemStartUp includes the following keywords:
startConn, create resource, create function block, and start.
Currently only a basis set of keywords is defined and used in Table 5.1, based
on [48], which is applicable for testing IEC 61131-3 and IEC 61499 implemen-
tations.

5.3 Unit Testing Technique

The unit test specification methods strongly depend on the developer of the
unit tests. A background of unit testing is explained in Section 3.2.1. Two
main target audiences are distinguished. On the one hand there are the control
application developers. They will develop and maintain specific FBs for their
applications. On the other hand there are FB library developers who provide



5.3. Unit Testing Technique 87

general FBs to the control application developer. Their work is mainly focused
on maintenance, refactoring, and functional improvement of FBs, which is an
elaborate task [161]. As both groups will do their development work with IEC
FB models. Taking this further, Baker et al. [21] state that the test specification
should be done with the same means as the target application, in order to be
effectively usable.

In the following, the unit testing concept is shown based on IEC 61499 and
can also be used in IEC 61131. The test specifications should be, in this case,
IEC 61499 models or derived models of IEC 61499 at best. Based on this, ex-
isting unit test frameworks and methods, e.g. JUnit, cannot be used because
of in this case the programming language is restricted to Java. However, they
can serve as a basis for the required features and functionality.

Based on the identified requirements, three potential methods for a unit
test process for IEC 61131 and IEC 61499 are identified and explained in the
following:

• Separated Test Component,

• Separated Test Specification, and

• Integrated Test Specification.

The main difference between these methods is the location of the test specifi-
cation and test implementation relatively to the FBuT.

5.3.1 Separated Test Component

The first natural approach for a unit test framework is to apply unit test frame-
work approaches from the software engineering domain like JUnit. There the
tests for Java classes are specified in form of Java classes again which con-
taining the test in the form of Java code. It can be shown that this is the way
how software developers in the software engineering domain specify their unit
test cases. When applying this approach to test cases for IEC 61499 FBs or
IEC 61131 FBs, unit test cases should be implemented as separated and related
test FBs. These test FBs would feature the mirrored interface of the FBuT, i.e.
inputs will get outputs and vice versa. When performing the tests, both FBs
would be connected and then the tests are executed. The whole development
and test process can be done in the original IEC 61499 development environ-
ment, e.g. 4DIAC [162], or IEC 61131 development environment, e.g. CodeSys
or logi.CAD, which would be natural for the automation control engineer.

With this approach all IEC 61499 / IEC 61131 FB language elements are
available and can be used for the test implementation. In case of IEC 61499 ap-
plications, the ECC provides a powerful means for defining the test cases for
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the stateful behavior of the FBuT. The combination of the ECC with several al-
gorithms included in a FB can be used for specifying complex test procedures.
Furthermore, commonly required test procedures can be provided in separate
FBs. These can be reused in different test FBs in form of CFBs.

Well established testing frameworks, e.g. JUnit, automatically build test
applications. In contrast to the software engineering domain, test applica-
tions in the automation domain need to be developed manually and indepen-
dently from the targeted automation applications. This test application needs
an IEC 61499 / IEC 61131 execution container, e.g. a resource, for deployment
and test execution.

A disadvantage of this testing method is that the test is not directly linked
to the FBuT. If the implementation of the FBuT is used for other applications
and will be passed on, the test implementation may be lost. Because of the
separated components, i.e. test FB and FBuT, it is difficult and time-consuming
to maintain the changes in both FBs, e.g. interface changes in FBuT.

A further disadvantage is that IEC 61499 currently has no means for fulfill-
ing all necessary requirements for test specification, test result interpretation,
and test result reporting.

5.3.2 Separated Test Specification

The second approach which is identified is based on the model-based testing
method commonly used in the field of software engineering [77]. The model-
based testing method can also be adapted for testing industrial control com-
ponents like IEC 61499 and IEC 61131 FBs. In this approach a separated test
specification is used in the form of a software model which is derived from
the system requirements specifications, and enables automated code and test
case generation [77]. The aim of this method is to automatically implement
executable test cases for IEC 61131 FBs or IEC 61499 FBs from their test speci-
fication.

Several UML diagram types are applicable for the test specification, see
Section 4.5 for the selection of UML diagrams suitable for industrial automa-
tion domain. It is a powerful specification language and is widely used and
accepted in the software engineering domain. However, it is a challenge to
extract the information from the test specification to automatically generate
executable test cases. A restricting UML profile could provide the needed un-
ambiguity for the test case implementation. Similar to the proposed approach
above (Separated Test Component), this FB includes all executable test cases.
The ECC and algorithms in the ST language are used for the test implementa-
tion.

An advantage compared to the Separated Test Component approach is that
interface changes of the FBuT can be handled more easily as the executable test
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cases are generated automatically. This approach supports regular changes of
the test specification, i.e. UML models. Hence, the effort for changing and
maintaining the test specification in parallel to the behavior specification is
reduced. Furthermore no programming skills are necessary for specifying and
maintaining the unit tests which may increase the acceptance of TFD in the
industrial automation domain.

One of the shortcomings of the Separated Test Component approach, the
separated maintenance for FBuT and the related test specification, is also a
drawback of this approach because the test specification is not directly linked
to the FBuT. This approach is presented and explained in more detail in Sec-
tion 5.4.

5.3.3 Integrated Test Specification

IEC 61499-1 defines a behavior specification method for SIFBs as well as for
Adapters [55, p. 39] by so-called service sequence diagrams. Although this
method is provided in IEC 61499-1 only for SIFBs and Adapters, IEC 61499-2
extends it to all FB types. In order to resolve this inconsistency, the second
edition of both standards (IEC 61499-1 and IEC 61499-2) allows that service se-
quence diagrams may be specified for all FB types and sub-applications. Ser-
vice sequence diagrams are well suited to specify the behavior of IEC 61499
FBs.

The sequence chart diagram is a powerful tool for specifying tests, e.g.
UML sequence chart diagram. Service sequence diagrams allow the specifi-
cation of sequences of input events and the resulting output events. Addi-
tionally, input data values can be used for FB test specification. Furthermore,
IEC 61499 allows the specification of multiple service sequences, each describ-
ing a certain execution aspect of the FB. This can be utilized for defining sev-
eral test sequences which will test different aspects of the interface behavior
of the FBuT in a predefined order. With service sequences a mean is available
that is rather similar to the general FB unit test description as defined in Equa-
tion 3.5. Furthermore, positive, special, and negative test cases can be specified
and used for the testing process.

The main advantage of this approach is that the test specification is di-
rectly included in the type definition of the FBuT. Therefore the dedicated test
specification is always part of the FB definition and thereby no inconsistencies
between different specification versions can occur. Furthermore the test spec-
ification method is a native IEC 61499 method and so no additional training
effort is required.

For FBs with complex interfaces, the service sequence diagrams can be-
come extensive. On the one hand, service sequences help to focus on spe-
cific aspects of the interface behavior, on the other hand, the potentially large
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number of test cases makes the assessment of the test coverage hard. Further-
more, similar tasks needed in multiple test sequences, e.g. bringing the FBuT
in a predefined state, have to be included in each test sequence. In particular,
IEC 61499 does not allow the invocation of a sequence diagram from another
sequence diagram. Here extensions like sequence calls, loops, or conditions,
which have been introduced to UML sequence diagrams could also be helpful
for IEC 61499 service sequence diagrams in a future edition of the IEC stan-
dard.

5.3.4 Evaluation of the Three Listed Unit Testing Approaches

The identified requirements are fulfilled by the three listed approaches to a dif-
ferent extent. For the comparison of the presented approaches, seven criteria,
based on Böhm et al. [51], have been identified to be relevant for the industrial
automation domain:

• Flexibility in test specification,

• portability,

• readability,

• integrity,

• expressiveness,

• maintenance, and

• suitability for the IEC 61131-3 and the IEC 61499 standards implementa-
tion.

Table 5.2 presents the evaluation results for the seven selected properties.
In the following, the results will be discussed in more detail.

Comparing the three presented approaches, it can clearly identify the Sep-
arated Test Component (S.T.C) approach as the one with the greatest flexibil-
ity regarding the test specification. This approach resembles current unit test
approaches applied in the software engineering domain at best. UML dia-
grams are a powerful language but the needed restriction, i.e. UML Profile,
for an unambiguous test case execution also limits the flexibility. With respect
to flexibility, the service sequences in the Integrated Test Specification (I.T.S)
approach are definitely the most limited and only suitable for IEC 61499 due
to the definition in the IEC standard.

An advantage of the (S.T.C) and (I.T.S) approach is that the artifacts needed
for testing, i.e. test FB and test service sequences, can be accessed by all
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Table 5.2: Assessment of the presented specification and implementation
methods for tests: Separated Test Component (S.T.C), Separated Test Speci-
fication (S.T.S), Integrated Test Specification (I.T.S).

Evaluated Property S.T.C S.T.S I.T.S
flexibility in test specification + o -

portability o - +
readability - + o

integrity - o +
expressiveness + o -

test maintenance - o +
IEC 61131 suitable + + -
IEC 61499 suitable + + +

IEC 61499 compliant engineering tools. Portability, the exchange of engineer-
ing data, e.g. FBs, between tools, is an important property defined in the
standard. However, exchanging UML diagrams between different engineer-
ing tools is problematic.

UML has been specified for the implementation of software. Therefore read-
ability is an important aspect to efficiently gain a good insight in the compo-
nents’ behavior specification. Service sequences are easy to grasp. However,
an overview of all test cases can hardly be gained for complex FBs. Test rele-
vant properties, e.g. ECC, algorithms, and FB interface, are distributed within
the test FB. Therefore, neither a single test case nor the full test suite can easily
be grasped at first glance.

In the (I.T.S) approach the test related information is part of the type def-
inition of the IEC 61499 FBuT. Therefore it cannot get lost or forgotten upon
transfer. Limited integrity is offered by the Separated Test Specification (S.T.S)
approach if the same UML model is also used for the specification of the FBs’
behavior like proposed in [163]. A major drawback of the (S.T.C) approach
is that the test specification and the implementation are completely separated
from the FBuTs which may lead to inconsistencies.

All means for the specification and implementation of FBs can be used in
the (S.T.C) approach. The (S.T.S) and (I.T.S) approach need a generic inter-
preter for the test specification because the test specification language is differ-
ent from the FBuT implementation language. In order to allow an unambigu-
ous interpretation of the test case specifications, the expressiveness has to be
limited. IEC 61499 service sequence diagrams, as used in the (I.T.S) approach,
only provide limited expressiveness. The limited expressiveness of service se-
quences can be overcome by potential improvements in IEC 61499, e.g. loops,
sequence calls, and conditions. Hence, the Test Runner / Test Management
system can easily reach an unambiguous interpretation of the specified test
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cases.
Integrated modeling methods as proposed in the (I.T.S) and partly in the

(S.T.S) approach, if the FB behavior is also specified in UML, enable an easy
checking for inconsistencies between FBuT and the test specification, e.g. in-
terface changes. This test maintenance tasks are harder to fulfill with complete
separation of tests and FBuT as proposed in the (S.T.C) and partly in the (S.T.S)
approach.

The (S.T.S) approach is presented in Section 5.4 in more detail to show the
applicability for integration tests and system tests. The benefits of the (I.T.S)
approach - portability, integrity, and the easy test maintenance - outweigh its
disadvantages in unit testing. After assessing the evaluation criteria, the (I.T.S)
approach has been chosen as a basis for the IEC 61499 unit test framework.

5.3.5 Used Unit Test Framework

Based on the integrated test specification the test framework is implemented
as depicted in Figure 5.2. The tests in the form of service sequences are part of
the FB-Type file, like all other FB type specific definitions.

The Test Management / Test Runner is implemented and included in the
Eclipse based engineering environment 4DIAC-IDE [162,164] as an additional
open-source plug-in. The service sequences which specify the test cases and
the FB interface are parsed by the Test Runner. The gathered information is
interpreted as a set of test cases, each with an input vector and a set of expected
output vectors.

Based on the interface of the FBuT, a type specific test application is auto-
matically created and instantiated at the (remote) test device for the test proce-
dure. The IEC 61499 compliant run-time environment FORTE [162,164] is used
on the test device. The test application consists of the FBuT, FBs for the com-
munication with the Test Runner (Receiver, Sender) as well as Multiplexing
and De-Multiplexing FBs (MuX, DeMuX). MuX and DeMuX FBs are generic
FBs, this means that the run-time environment is able to instantiate FBs with a
variable number of event inputs and outputs according to the interface of the
FBuT. The encoding of the events as data allows a synchronous transmission
of the input set on a unidirectional connection from the Test Runner to the test
device. Also the synchronous transmission of the output vector which is sent
back from the test device to the Test Runner is facilitated [55].

For the communication between the Test Runner and the test device the
connection-based TCP/IP protocol is chosen. The numbers of inputs and out-
puts of the sender and receiver functionality are derived from the interface of
the FBuT. For the transmission of the encoded events an additional data input
is added for the sender and an additional data output for the receiver respec-
tively. The necessary interfaces are schematically shown in Figure 5.2c. In the
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following the execution of the test procedure is shown:

1. The type specific test application is instantiated on the test device.

2. The Test Runner starts the evaluation of the specified test cases.

3. The Test Runner transfers the given input set of the test case to the test
device.

4. The execution of the FBuT is triggered by the specified input event.

5. The resulting output events and data are transferred back to the Test Run-
ner.

6. Finally, the Test Runner removes the test application from the device,
i.e. clean up phase, analyzes the replies from the test application and
evaluates the test results of the unit test.
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Figure 5.2: Overview of the function block test framework for unit testing. a)
The Test Runner is the core element in the test framework concept. It handles
the test case parsing, selection, execution, and evaluation. b) The tests are
specified in the FB type file together with the interface and behavior. c) FB
type specific test application is instantiated and deployed to a target control
system. d) Test results are reported and visualized.
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A specific test sequence passes the test if the set of the received output
vectors Or equals the expected output set Oe

∀SIO,s : ~Is,x 7→ Or,s,x = Oe,s,x, (5.1)

which is extracted from the test specification. The variable s represents the
number of test sequences, see Equation 3.5, and the vector x represents the
input-output set which is defined in Equation 3.4.

As soon as one of the following criteria is met, the given test sequence is
evaluated as failure:

• The number of received output vectors is not equal to the specified num-
ber,

• a wrong event is received in an output vector, or

• the output data does not match the expected values.

Upcoming tests within the same test sequence are not evaluated any more,
since pre-conditions might not have been fulfilled and therefore it cannot be
sure that the test results for the next test cases are correct. After the execution
of all tests, the test application is removed from the test device, i.e. clean up
phase, and the test results are reported and visualized by the engineering tool,
i.e. 4DIAC-IDE.

The separation of Test Runner and test device bears the following advan-
tages:

1. The tests are executed on the deployed run-time environment. Errors
and changes during the porting to new devices is tested.

2. Besides the FBuT, only standard FBs are needed for the instantiation of
the test application on the test device.

3. Any kind of FBs (including SIFB) are able to be tested on devices that an
implementation exists for.

4. The network based test execution enables also tests on platforms that
do not provide visualization capabilities or file system access (for report
saving). The test evaluation on the engineering system further reduces
the need to provide memory to gather the test results on the test device.
Thus tests can even be executed on small devices.

5. As long as standard compliant communication interfaces are provided
by the devices, also tests on devices from various vendors are possible.
The proposed test framework also consider the influence of different exe-
cution semantics on different target platforms which arise from different
interpretations of the standard [42, 165].
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6. The TFD approach is applicable with this testing technique because of
the early test case definition and test execution as well as during the de-
velopment phase.

5.4 Model-based Testing of Industrial Control Ap-
plications

Automation supported test case generation based on UML models supports
flexibility of systems product development and enables immediate response
to changing requirements. Furthermore, such models enable automated code
generation of functional behavior and test cases. UML models represent a real
world setting and are used as a foundation for automated test case and code
generation [113].

A more comfortable way of getting a set of executable test cases for appli-
cations in automation systems development projects is the test case generation
by using model-transformation methods [75, p. 33]. The difference to the test
case generation approaches, which are presented in Section 4.6, is that this
method uses a meta-model definition instead of the parser functionality. With
the help of the meta-model definition, the test cases will be extracted from their
specification by model transformation rules.

MBT is a well-known approach for test case generation in the field of soft-
ware engineering [77]. Panjaitan and Frey [87] not only propose an approach
for modeling IEC 61499 applications by UML but also for the entire develop-
ment process of distributed control systems. In contrast, the approach in this
thesis deals with the extraction of information for the automated test case gen-
eration with their execution environment and does not concern the generation
of the system behavior itself from the UML specification.

In the following an automated derivation as well as an automated test case
generation for industrial automation applications from UML diagram models
is presented.

5.4.1 Test Specification Modeling

FBs are a common practice for modeling system behavior to encapsulate soft-
ware components for reusable applications in the industrial automation do-
main. Based on the selection of suitable UML diagrams in Section 4.5 and
in [87, 117, 154], state chart diagram definitions are used for the test case spec-
ification. Two different UML state chart diagram models are identified per
control component [26, 142]: The first model is the Plant Behavior Model and
the second model is the Control Behavior Model for the test case specification.
Hegny et al. [166] use this approach for the generation of IEC 61499 applica-
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Figure 5.3: State Chart definition/specification by UML State Charts of a con-
trol axis behavior which moves IN and OUT [26, 142].

tions and simulate the plants behavior. Their concept of the simulation frame-
work is based on the coupling of control application and the plant simulation.
In contrast, here these UML state chart descriptions are used for the test spec-
ification of the industrial software .

The Plant Behavior Model describes the physical and mechanical behavior of
a component or a part of a system, e.g. a mechanical axis. Additional timing
information about the movements is included, such as the movement of axis
from one position to the other may take 500 ms. The UML state chart model is
adequately realistic like the real plant model. This specification is used for I/O
tests such as mechanical, electrical, and pneumatic equipment. This allows to
also test the basic control functionality.

The Control Behavior Model describes the logical behavior and defines se-
quences of a component and/or control system which have to be tested, see
Figure 5.3. This model definition is used to test the logical implementation of
the application.

5.4.2 Model-based Test Case Generation Process

The starting point of the MBT process is the UML specification of the SuT,
and finally the output of this process is an executable FB network which is
generated automatically. The FB network is based on the IEC 61131-3 or the
IEC 61499 standard depending on the individual SuT implementations. At the
beginning of the test process, the specification has to be done by using UML
diagrams. UML state chart diagram models for the test specification are used.
This UML specification model is the only one which has to be specified manu-
ally. The other models in this process are generated automatically. Figure 5.4a
shows the overall process flow for the test case generation.

The test generation aims at covering all branches of the specified state chart
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Figure 5.4: Overview of the transformation process to generate an automation
control application including all test cases for the SuT a) Work-flow for auto-
mated test case generation; b) Test Suite meta-model definition, see Figure 5.5;
c) Function Block network based on IEC 61499 standard [26, 142].

diagram. In order to reduce complexity, the path coverage testing criteria is
used for the test case extraction from state chart diagram, see Section 1.3.2, so
that each branch is visited once by evaluating each transition. The resulting
test cases are formed into test sequences for testing the SuT.

A test case consists of pre-conditions, actions, post-conditions, expected
results, and actual results. The schematic overview of the defined test suite
meta-model is shown in Figure 5.5 which represents the structure of a test, see
also Figure 3.2.

• The pre-conditions are parameters which are used for the source test case
state.

• Then the parameters, which are defined as action parameters, will be
applied on the SuT to execute the test case.

• The post-conditions define parameters so that test cases end in a defined
state.

• The expected results are defined for the reporting process so that an ac-
tual theoretical comparison is possible.
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Figure 5.5: The defined <Meta-Model-ecore> TestSuite definition [26, 142].

In most cases, post-conditions and expected results have the same parame-
ters. However, for safety-critical applications the expected results are not rep-
resenting a safe state of the system. For such cases the post-conditions, which
are different from the expected results, ensure a transition from the test result
state into a safe system state where the test case is finished. This safe system
state may be the starting point for other or/and next test cases. The post-
conditions may have additional parameters compared to the expected results.
Finally, these parameters will be used for the reporting process, for instance
using online feedback [26, 142].

In the following the model transformation process is split in three main
parts which is visualized in Figure 5.4a.

1. Generate <Model> TestSuite

2. Generate <Model> IEC 61499 FB or IEC 61131 FB

3. Generate <Application> IEC 61499 or IEC 61131

The transformation process generates the FB automatically, includes all test
cases extracted from the UML specification also automatically which is used
for the testing process.
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Generate <Model> TestSuite: The defined <Meta-Model-ecore> TestSuite,
the specified UML Specification, and the <Meta-Model> UML 2.0 15 are re-
quired for the generation of the <Model> TestSuite which represents the basic
structure of the test suite. The <Model> TestSuite is automatically generated
through a M2M transformation and includes all test cases. A number of trans-
formation rules for the model transformation process have to be defined first.
These rules are defined in Xtend [167], a M2M transformation language pro-
vided by the Eclipse Modeling Project. Table 5.3 shows a detail overview of
the defined rules for the M2M transformation from the UML diagram into the
<Model> TestSuite.

The transformation rules for creating a <Model> TestSuite are split into
three parts:

1. Rules for creating a test case: Based on the <Meta-Model-ecore> TestSuite
definition the test case information is extracted and test cases are gener-
ated, see Table 5.3.

2. Rules for creating a test scenario as use case: The generated test cases are
linked by using a predefined order to create test sequences based on the
UML test specification model.

3. Rules for creating a test suite: The test cases and test sequences are ordered
and included in the <Model> TestSuite.

Generate <Model> IEC 61499 FB or IEC 61131 FB: Based on the generated
<Model> TestSuite, the <Model> IEC FB (<Model> IEC 61499 FB or <Model>
IEC 1131-3 FB) is also generated automatically by using the M2M transfor-
mation process. The goal of this transformation is to generate the FB which
includes the generated <Model> TestSuite. The same transformation language
for generating the <Model> FB as the <Model> TestSuite generation is used,
i.e. Xtend. The <Model> TestSuite, the <Meta-Model-ecore> TestSuite, and the
<Meta-Model-XSD> IEC are required for the transformation process to gener-
ate the test suite included in the <Model> IEC FB.

The <Meta-Model-XSD> IEC are required for generating the industrial au-
tomation application network. IEC 61131-3 does not provide a general Meta-
Model definition. Each IEC 61131 development tool uses its own Meta-Model
definition. The used Meta-Model definition for the IEC 61131-3 implemen-
tation is based on the PLCopen specification [168]. The IEC 61499 standard
organization provides a general Meta-Model definition. These Meta-Models
include the structure definition of the automation model which is necessary
for the transformation process.

15http://www.omg.org/technology/documents/modeling_spec_catalog.htm#UML - free
available, visited: March 2013
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<Model> UML Specification <Model> TestSuite
Rules for creating a test case

name of initial state (Pseu-
dostate)

Name of initial state, i.e. “plant” or
“control”, if plant is true then control
is defined as false.

name of the state used for naming the test case
source state (parameters) parameters for the pre-condition
target state (parameter1) parameters for the post-condition
target state (parameter2) parameters for the expected results;

if parameter2 is not defined, the ex-
pected results are equal to the post-
condition parameters

transition (parameters) action for the test case
*-* automated generated identifier by a

numbered consecutively, i.e. ID
Rules for creating a test scenario as use case

source state and target state name of the use case
all names of the test cases name of test cases listed in a defined

order
initial state name, i.e. control name of initial state, i.e. “plant” or

“control”, if plant is true then control
is defined as false.

target state parameters is equal
to source state parameters from
a different test case

such test cases can combined for a test
scenario

Rules for creating a test suite
name of the state chart defined as name of the test suite

Table 5.3: Transformation rules for <Model> TestSuite. *-* ... no information is
used for this transformation rule from the UML specification diagram.
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The rules for generating the <Model> IEC 61131 are similar to the <Model>
IEC 61499 but the <Model> IEC 61131 does not have an ECC. Therefore the
<Model> IEC 61131 solves this challenge by using simple commands defined
in the ST language, e.g. switch/case. Table 5.4 shows as example the transfor-
mation rules for generating the <Model> IEC 61499 FB.

The transformation rules for creating a <Model> IEC 61499 FB are split into
two parts:

1. Creating interface of the FB: The interface of the FB is created including
data/event inputs and outputs, based on the parameter from the UML
specification. Additional data/event inputs and outputs are included for
the FB parametrization, e.g. select test case or test sequence.

2. Create State Machine (ECC) in the FB: The internal ECC of the FB is created
which is used to select the appropriate test case or test sequence during
the test process.

Generate <Application> IEC 61499 or IEC 61131: The last step of the auto-
mated test generation is the creation of a test application. The generated FB,
the SuT, and the reporting component are connected by its data- and event
connections. If the test FB network is included in an existing application, the
generated test network will also be connected with the SuT automatically. This
process is called “model weaving”. If this is not the case, a new application will
be created which is done by a model transformation rule. The generated FB
network is ready for the testing which is presented in the schematic overview
in Figure 5.4c.
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<Model> TestSuite <Model> IEC 61499 FB
Creating interface of the FB

name of the test suite name of the BFB “genTestSuite_” +
test suite name

*-* create event inputs and event out-
puts, i.e. INITgen, INITOgen, REQ,
CNF_TC, CNF_TS

*-* create input data, i.e. QI, TC_Select,
TS_Select, Mode_TC

*-* create output data, i.e. QO, Status
action parameters name of all action parameter are out-

put data parameters
pre-conditions one data output for pre-condition val-

ues, i.e. required for checking pre-
condition state

post-conditions one data output for post-condition
values, i.e. required for reporting
analysis

Create State Machine (ECC) in the FB
*-* create initialization part of the ECC
test case name create an algorithm in the ECC with

the test case name
test case fill in the test case parameters, i.e.

action, pre-condition, post-condition,
into the algorithm

test case ID and use case ID and
test case name

create state in the ECC and include ID
in the state name, i.e. for a single test
case: “TC” + TCID + “_” + test case
name; for a test scenario: “TS”+ TSID
+ “TC” + TCID + “_” + test case name

*-* generate the transitions in the ECC,
input parameters of the FB TC_Mode,
TC_Select, and TS_Select are used as
condition parameters

Table 5.4: Transformation rules for the <Model> IEC 61499 FB. *-* ... no infor-
mation is used for this transformation rule from the <Model> TestSuite.
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5.5 Summary

In this chapter four testing techniques are presented which are classified in test
specification with semi-formal model specification and without (semi)-formal
model specification. Methods such as the manual testing and the KDT method
consist of no (semi)-formal model test case specification. The tests have to be
specified with a textual description. KDT uses the defined keywords for the
test case specification in a formal way. This testing method is suitable for non-
programmers in reading and writing test cases without knowing details of the
implementation behavior of the SuT.

A semi-formal model test specification is used in the unit testing technique
with sequence chart diagrams and in the model-based testing technique. Three
potential methods, i.e. Separated Test Component, Separated Test Specifica-
tion, and Integrated Test Specification, are identified for a unit test process. Af-
ter a concise evaluation the Integrated Test Specification is presented in more
detail for testing IEC 61499 FBs. Service sequence diagrams are defined by
IEC 61499 and allow the specification of sequences of input events and the
resulting output events. The sequence chart diagram is a powerful tool for
specifying tests and the main advantage of this approach is that the test spec-
ification is directly included in the type definition of the FBuT. Thereby no
inconsistencies between different specification versions can occur.

Model-based Testing is a well-known approach for test case generation in
the field of software engineering. An automated derivation as well as an auto-
mated test case generation for industrial automation applications from UML
diagram models is presented as the last testing technique in this chapter. By
using Meta-Model definitions, the test cases will be extracted from their spec-
ification by model transformation rules. These transformation rules are pre-
sented and discussed to complete the model-based testing process for testing
industrial control software.

In order to show the properties of the presented testing techniques, exper-
iments, an evaluation and a discussion of results of these testing techniques is
presented in the next chapter.



CHAPTER 6

Experiments, Evaluation, and Discussion of Results

A scientific evaluation of the proposed testing techniques from Chapter 5 re-
quire individual validation and analysis for the selection of the proper one.
Therefore three application implementations are presented and an evaluation
of these testing methods is discussed in order to show the benefits of the pro-
posed testing techniques. A resulting comparison of the testing techniques is
also presented.

6.1 Implementation and Evaluation of the Testing
Techniques

In this section the implementation and evaluation aspects of the presented con-
ceptual approaches from Chapter 5 are discussed. In order to show the benefits
of the KDT method, the Pickup&Place unit is used, which is a part of the bottle
sorting machine. The second part of this section presents the unit testing tech-
nique by using FBs from the IEC 61499 standard library. The last part of the
implementation and evaluation section presents the implementation of an in-
dustrial sorting machine. The used applications are typical components from
the field of discrete manufacturing and discrete production systems.

6.1.1 Keyword-driven Testing

A part of the bottle sorting machine is used in order to validate the presented
KDT approach for industrial automation systems. A detailed explanation of
the used machine is presented in [169] as well as in Section 4.4 for defining the

104



6.1. Implementation and Evaluation of the Testing Techniques 105

UML model selection. The selected part of the machine is the Pickup&Place
unit which is depicted in Figure 4.1. The Pickup&Place unit is used to trans-
port bottles from one conveyor belt to another conveyor belt.

The Pickup&Place unit is implemented in both industrial standards, with
the logi.CAD tool16 based on IEC 61131-3 and with the 4DIAC tool [162] which
is based on IEC 61499. An appropriate comparison of the two different test
case descriptions by KDT is carried out.

The tool called “FitNesse” as Test Management system infrastructure is
used. FitNesse17 is an open source testing tool based on FIT18 (Framework
for Integration Testing). It enables test case definition for acceptance tests and
integration tests, i.e. system test level, as well as unit tests, based on key-
words without requiring sophisticated skills in test case implementation [170].
FitNesse is a standalone WIKI19 based on Java and is appropriate for commu-
nication and collaboration of engineers and non-technical users. Each page of
this WIKI is a static WIKI page which is combined to test scenarios through a
predefined order for executing the tests/pages. The properties of the specified
tests can easily be changed by editing the page through using the included
’Properties’ link (define a test scenario by several pages), see Figure 6.1. A
test case itself is changed by the ’Edit’ link. The test case specification itself
is presented in Listing 6.1 for an IEC 61131 test specification and Listing 6.2
represents an IEC 61499 test specification.

These test case definitions are used for the communication between the Test
Management system and the SuT by using the developed “Fixture” imple-
mentation. The SuT is able to run on two environments, once on the SoftPLC
“logi.RTS” for IEC 61131-3 applications and once on the run-time environment
“4DIAC-RTE” also called “FORTE” for IEC 61499 applications.

16http://www.logicals.com/, visited January 2013
17FitNesse: http://fitnesse.org/, visited: December 2012
18FIT: http://fit.c2.com/, visited: December 2012
19WIKI is a hypertext-system for a website which allows its users to add, modify, or delete

its content via a web browser.
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1 !| script|logicad fixture|${Testpath }|
2 |force;| HSPPUnit.FRC_SYS_ACTIVE |1|
3 |force;| HSPPUnit.FRC_BOTTLE_READY |1|
4 |force;| HSPPUnit.FRC_SA_POS_LI |1|
5 |force;| HSPPUnit.FRC_SA_POS_RE |0|
6 |force;| HSPPUnit.FRC_HSPP_POS_LI |1|
7 |force;| HSPPUnit.FRC_HSPP_POS_RE |0|
8 |sleep |1000|
9 |check|get value|HSPPUnit.RD_HSPP_OUT |0|

10 |check|get value|HSPPUnit.RD_HEBER_OUT |1|
11 |check|get value|HSPPUnit.RD_GREIFER_OUT |1|
12 |check|get value|HSPPUnit.RD_SCHWENKARM_OUT |0|

Listing 6.1: Example of a test case definition in FitNesse. Test case specification
for the IEC 61131-3 KDT.

1 |script|forte fixture|${host}|${port}|
2 |startConn|
3 |create watch;| HSPPUnit|gruppe2_logik_0.HSPP_POS|
4 |create watch;| HSPPUnit|gruppe2_logik_0.BLOCKER_POS|
5 |create watch;| HSPPUnit|gruppe2_logik_0.GREIFER_POS|
6 |create watch;| HSPPUnit|gruppe2_logik_0.SCHWENKARM_POS|
7 |force;| HSPPUnit|gruppe2_logik_0.SYS_AKT |1|
8 |force;| HSPPUnit|HSPP_LOGIK.SEN_LI |1|
9 |force;| HSPPUnit|HSPP_LOGIK.SEN_RE |0|

10 |force;| HSPPUnit|SCHWENKARM_LOGIK.SENS_LI |1|
11 |force;| HSPPUnit|SCHWENKARM_LOGIK.SENS_RE |0|
12 |trigger event ;| HSPPUnit|HSPP_LOGIK.INIT|
13 |trigger event ;| HSPPUnit|gruppe2_logik.REQ_SYS_AKT|
14 |trigger event ;| HSPPUnit|gruppe2_logik.REQ_FL_BEREIT|
15 |trigger event ;| HSPPUnit|HSPP_LOGIK.REQ_SENS|
16 |trigger event ;| HSPPUnit|SCHWENKARM_LOGIK.REQ_SENS|
17 |check|get value;| HSPPUnit|gruppe2_logik_0.HSPP_POS|TRUE|
18 |check|get value;| HSPPUnit|gruppe2_logik_0.BLOCKER_POS|

TRUE|
19 |check|get value;| HSPPUnit|gruppe2_logik_0.GREIFER_POS|

FALSE|
20 |check|get value;| HSPPUnit|gruppe2_logik_0.SCHWENKARM_POS|

FALSE|
21 |stopConn|

Listing 6.2: Example of a test case definition in FitNesse. Test case specification
for the IEC 61499 KDT.



6.1. Implementation and Evaluation of the Testing Techniques 107

Figure 6.1: Graphical user interface from the FitNesse test case specification
for IEC 61131-3 application based on [48]. Menu on the left side allows to start
the test, edit the test specification, and support additional configurations of the
Test Management.

Keyword-driven Testing of IEC 61131 applications: The communication be-
tween the Test Management system FitNesse and the IEC 61131-3 run-time
environment logi.RTS PLC is implemented by using COM20-libraries on the
local workstation, i.e. SoftPLC. This means that the testing process is executed
not on a hardware PLC, i.e. in the case of IEC 61131-3. However, a separate
hardware PLC is not necessary because SoftPLCs have the same execution be-
havior [48].

First of all, the SuT has to be run on the PLC or SoftPLC to test the im-
plementation behavior. Figure 6.1 presents one test case specification of an
IEC 61131-3 implementation. The test case specification is divided into four
parts:

1. The initialization starts with the keyword script. Therefore the ’logi-
cad fixture’ is selected which is connected to the PLC-Resource named
’OffSimulation/OffPLC’.

2. The input parameters are set, which means the variables are forced with
defined values. This is done by using the force keyword. Variables can

20Component Object Model (COM) is a binary-interface standard. It is used to enable inter-
process communication, mostly used in Microsoft frameworks.
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Figure 6.2: Graphical user interface from the FitNesse test case specification
for IEC 61499 application based on [48]. Menu on the left side allows to start
the test, edit the test specification, and support additional configurations of the
Test Management.

only be forced if the IEC 61131-3 application has been extended by a so
called “force marker”, see Figure 6.3. Force markers are a logi.CAD spe-
cific feature to write values from external, i.e. outside from the PLC sys-
tem, into the application. A main drawback is that these force marker
objects have to be included in the SuT manually.

3. The sleep command has to be set. The Test Management system stops
the execution by using this keyword comment, in this case the waiting
time is set to 1000ms. This is necessary in IEC 61131-3 based testing pro-
cesses because of the cyclic execution. It guarantees that a state is reached
and will not be skipped by the execution machine of the run-time.

4. In the checking phase the result value is read by executing the get value
keyword and is than compared with the expected value by executing
the check keyword. For instance, HSPPUnit.RD_HSPP_OUT=0 is compared
with the get value output.
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force marker

Figure 6.3: Part of an IEC 61131-3 FB network implemented in the logi.CAD
development tool, which shows the required ’force marker’ for writing set-
values in the KDT process. In this case 6 force marker are required.

Keyword-driven Testing of IEC 61499 applications: The communication be-
tween the IEC 61499 fixture implementation and the IEC 61499 SuT appli-
cations utilizes TCP/IP communication, which directly enables remote test-
ing. This enables testing of the SuT on several PLCs. That means, the KDT
process is applicable for testing on real hardware PLCs. In contrast to the
IEC 61131-3 test process, the IEC 61499 fixture has additional keywords de-
fined, see Figure 6.2 and Listing 6.2. The create watch keyword enables to
log variables of the IEC 61499 application which are used for checking the re-
sults. This feature is used for reading several variables which are watched at
the same time. IEC 61499 is characterized by an event-based execution model.
An additional trigger event keyword is implemented to trigger event inputs
of FBs, i.e. SuT, which enable a separate triggering of each event input. Fi-
nally the check and get value keywords are used to compare expected and re-
sult variables, e.g. gruppe2_logik_0.HSPP_POS=TRUE, in the defined IEC 61499
resource named ’HSPPUnit’. The resource name has to be defined because
IEC 61499 enables distributed control over several resources. This enables test-
ing of distributed FB networks over several resources.

Before the test gets started, the SuT has to be downloaded on the run-
time environment and must be in running mode. The implementation of the
IEC 61499 fixture enables an automatic download of the SuT. This means that
the IEC 61499 implementation is created on the 4DIAC-RTE, i.e. the appli-
cation is running on the PLC, before the test process will be started. Three
additional keywords are defined for this additional feature: create resource,
create function block, and start.

As an additional help, a wrapper21 has been developed which converts an
existing IEC 61499 boot-file into a FitNesse WIKI-syntax. This boot-file con-

21Wrapper is an adapter implementation of a software part which encapsulates a small func-
tionality of a software program.
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Figure 6.4: KDT - Test history visualized in the Test Management system Fit-
Nesse. Last 20 results are presented at which the results leftmost are the latest.

sists of IEC 61499 XML compliant commands. However, this wrapper only
generates the test stub. An automatic conversion from control applications
which are modeled in an IEC 61499 development tool, e.g. 4DIAC-IDE, into
a WIKI-syntax, e.g. FitNesse Syntax, is possible by this wrapper. Only the
actual writing and reading values for the test have to be inserted by the user.
After that, the generated FitNesse syntax is used as a part for the KDT process,
i.e. SuT. This additional feature enables a fast execution flow of the testing
process [48].

KDT supports the continuous integration test strategy which supports au-
tomated frequent testing, see Section 3.1. In Figure 6.4 the test history is visual-
ized, which presents an overview of the executed test cases and test scenarios.
At any time, detailed information about the status of the SuT is available.

KDT is a valuable testing method for testing industrial automation appli-
cations. Based on the requirements for testing industrial control software, a
basis subset of keywords is defined. The outcome of this is that IEC 61131-3
needs less keywords than IEC 61499. This has two reasons:

1. The IEC 61131-3 has a cyclic execution model and therefore no keyword
such as trigger event is necessary.

2. The 4DIAC run-time environment (FORTE) enables a dynamic creation
of FB networks which require additional keywords like create resource
and create function block.

In order to validate the presented KDT technique, an industrial control ap-
plication, a Pickup&Place unit, is used to show its feasibility. To sum up, test-
ing IEC 61499 applications by the KDT method has more advantages because
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the SuT does not need to be changed for the test process, whereas IEC 61131-
3 needs additional force markers in the SuT implementation. Because of the
standardized download interface of IEC 61499, the SuT environment is gen-
erated automatically by the IEC 61499 development tool, i.e. boot-file gen-
eration. By using the boot-file, an automatic WIKI-syntax is created by the
developed wrapper generator, which enables an easier test process because of
the generated FitNesse test template for the SuT.

This testing method is applicable for testing software units like IEC 61499
or IEC 61131-3 FB libraries because it is easy to connect the Test Management
to the SuT, in this case to FBuT. An additional effort for IEC 61131-3 FBs is
required by using force markers instead of IEC 61499 FBs. In the case of the
IEC 61499 FBs test, the Test Management is able to connect to the FBuT directly,
i.e. by using the IEC 61499 fixture. This testing method is also suitable for
testing complex industrial applications, e.g. integration tests, system tests. For
this purpose the test procedure is similar to the unit test.

6.1.2 Unit Testing with Service Sequences

For the validation of the function block test framework a selection of represen-
tative and comprehensible FBs is done. The selection of the FBs is performed
on the basis of typical, i.e. most used in application development, execution
features and FB properties that have to be considered for testing. A compre-
hensive taxonomy of the execution features and FB properties is presented in
Figure 6.5. This taxonomy shows that FBs consists of data, events, and data
types which have to be considered for testing.

As a result of the classification and evaluation process two well known FBs
are chosen which are defined in Annex A of IEC 61499-1 [55]. The E_PERMIT
and E_CTU FBs are apt to provide insight of the specification and execution of
unit tests for FB.

Testing a Stateless Function Block - E_PERMIT: The E_PERMIT FB provides
a permissive event propagation. As can be seen in Figure 6.6(a), the FB has
one event input EI and an associated Boolean data input PERMIT. Since the
behavior of the E_PERMIT FB is defined as stateless with respect to data and
events, only two distinctive input vectors ~I1 = (EI, f alse) and ~I2 = (EI, true)
exist. They differ in the value of the Boolean data input.

~I1 7→ O1 : O1 = ∅ (6.1)
~I2 7→ O2 : O2 = (~O2,1) : ~O2,1 = (EO) (6.2)

Since the two test cases in Equation 6.1 and 6.2 are independent from each
other, they are specified as separate test sequences. An additional test (Nega-
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Figure 6.5: Taxonomy of observable function block execution features and
properties.

tive Test) is added which shall fail on execution to validate the functionality of
the test environment.

The specification of the test cases is created with the service sequence editor
of the 4DIAC-IDE, see Figure 6.7(a). All three mentioned test cases with the
respective input and output vectors are visible in the figure. As the service
sequences are included in the FB type definition and only IEC 61499 compliant
description methods are used, any FB type editor may be used to extend or
change the test cases. During the test process it can be required to edit the
test specification because of late changes in the behavior specification, but it
should not be the normal case by using the TFD strategy.

(a) E_PERMIT (b) E_CTU

Figure 6.6: IEC 61499 standard library FBs interface definition; (a) E_PERMIT
- Stateless FB (b) E_CTU - Stateful FB.
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Count up and reset with PV=0

FB Interface Runtime 
Environment

R
RO (Q:=FALSE; CV=0;)

CUO (Q:=TRUE;CV:=1;)
CU (PV:=0;)

RO (Q:=TRUE; CV=0;)

CUO (Q:=TRUE;CV:=1;)
CU (PV:=1;)

R

(a) Test Specification with a Sequence Diagram (b) Test Results of the Unit Test Execution
of 3 Test Scenarios

Figure 6.7: E_CTU FB: (a) Count up and reset with PV=0; Test specification
with service sequence diagram (b) Test results; Test scenario 1 and 3 are exe-
cuted successfully; Test scenario 2 failed due to test case 3 failed therefore test
case 4 is not executed.

Testing a Stateful Function Block - E_CTU: The second chosen FB is the
E_CTU FB. Its interface includes two input events (CU, R) and two output events
(CUO, RO), as well as one data input (PV of 16-bit unsigned integer type
UINT) and two data outputs (Q of Boolean type, CV of type UINT) as shown
in Figure 6.6(b).

The counter value CV is increased at the occurrence of a count-up event
CU and is reset to 0 on the occurrence of the reset event R. The behavior of the
FB is dependent on the counter value CV. Therefore the E_CTU FB is stateful,
because of the counter value is time-independent with respect to the counter
value data, i.e. no timing information is stored in this FB.

The use of magnitude data types as input as well as output data highly
increases the number of potential test cases, as stated in Section 2.7. There
exist 217 possible input vectors~Ix, i.e. 2 non-concurrent event inputs + 1×16-bit
data input. Furthermore, this comprehensible example already has 218 output
interface states. Therefore, full testing of the E_CTU FB would require 235, i.e.
217 × 218, test cases.

The requirement for a well-considered test case selection is evident. A rep-
resentative set of test cases (including special tests and negative tests) has been
specified for the E_CTU FB type, see Figure 6.7.
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Figure 6.8: Visualization of the test results in 4DIAC-IDE; The left hand side
demonstrates the test results in textual description, the right hand side pictures
the test results in graphical form of the E_CTU FB, cf. Figure 6.7.

The test cases are parsed by the Test Management system, i.e. Test Runner,
and run when tests are triggered by the user in the user interface, i.e. realized
as plug-in in the 4DIAC-IDE. Within the same user interface, test results are
reported both textually (showing detailed information on failed tests) as well
as graphically (providing a good overview on test results), as presented in
Figure 6.8. At the occurrence of the first error, see negative test, a test sequence
is stopped and marked as failed, see cross mark in Figure 6.8. Further test cases
within the failed test sequence are marked as untested, see question mark in
Figure 6.7(b) and Figure 6.8.

This presented unit testing process is representative for a TFD approach.
Because of the fast response of the test results, this unit test framework is suit-
able for TFD of industrial automation applications. FBs are identified as the
software units to be tested in IEC 61499. Based on the semi-formal specification
of their external observable behavior, a unit test specification method, i.e. ser-
vice sequence diagrams, and an according unit test execution framework, see
Figure 5.2, are derived. The main advantages of the presented solution are that
it is fully IEC 61499 standard compliant and can be utilized in any IEC 61499
standard compliant environment. With two representative FBs taken from the
IEC 61499 standard library, the usage is demonstrated and the applicability of
the proposed approach is proven.

However, as expected the limitations of service sequence diagrams in case
of FBs with complex interfaces are identified. The sequences get very large and
only a subset can be efficiently specified. This selected subset has to be cho-
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sen manually by the test engineer. A solution for such FBs could be to model
the test cases with UML and automatically generate the according service se-
quences as input for the unit test framework. This has the advantage that the
test cases can be developed more easily and that the tests are stored as part of
the FB. But this reduces the effort only for the initial test case generation. The
same effort is required for maintaining the test cases during the life cycle of
the FB.

To overcome the limitations of the presented approach a set of extensions to
the IEC 61499 service sequences are required that reduce the effort for specify-
ing tests as well as FB behavior by increasing their expressiveness. A first step
will definitely be the introduction of sub-service sequences and calling mecha-
nisms. By doing so, common tasks needed for several test cases. This is useful
for the FB preparation which can be defined once and reused afterwards for
other test sequences. Further required IEC 61499 extensions are control struc-
tures, conditional execution, and loops in order to implement repetitive test se-
quences. Finally, as control applications are real-time constrained applications,
the timing behavior is an important property and quality feature. Therefore it
should also be possible to specify the timing behavior in test sequences.

6.1.3 Model-based Testing

For the validation of the MBT technique a representative prototype implemen-
tation of a sorting machine is selected to demonstrate this approach for the
field of discrete production systems. The basic functionality of the sorting ma-
chine is the transportation of palettes via a conveyor belt. After that, the parts
are sorted from the palette into two boxes, depending to the color of the bot-
tles. The sorting part is done by two pneumatic axis that act as handling units,
a vacuum gripper, and a conveyor belt. Figure 6.9 shows a picture of the sort-
ing machine.

UML diagrams are used for the test specification of the control and plant
behavior. In this case, UML state chart diagrams include the required infor-
mation for the test case and the test sequence generation. As presented in
Section 4.6 and Section 5.4, UML state chart diagrams consist of states and
transitions. Individual test cases can be derived directly from transition pa-
rameters of the state charts for the test case generation. The specified state
chart description for testing needs not the complete information for a auto-
mated control code generation of the system implementation. Because if the
same state chart specification is used for the industrial control code genera-
tion and the test case generation, only the model transformation procedure is
verified [26, 142]. Therefore the specified test specification can be small UML
diagram parts which are used for the testing procedure. Figure 6.10 shows a
selection of the implemented and used UML state chart diagrams for the test
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Figure 6.9: Picture of the sorting machine which consists of two pneumatic
horizontal axis, two vertical axis, a vacuum gripper, and one conveyor for
transporting pallets.

case generation process.
For identifying a test case or a test sequence, an explicit ID is generated,

e.g. the test case is represented by TC1.1 and the test sequence is represented
by TS1.1. A testing process which is only based on single test cases (TC1.1),
see Figure 6.12, is not sufficient for testing industrial control software. Because
system states are highly interwoven and the complexity of industrial automa-
tion systems tend to be immensely high. Such complexity cannot be tested
only with test cases. Therefore a combination of test cases to test sequences,
e.g. TS1.1, is required, see definition of test cases and test sequences in Chap-
ter 3. In order to generate such test sequences automatically, the combination
of single test cases has to fulfill the following rule: The post-condition param-
eters of a test case n has to be equal to the pre-condition parameters of the next
test case n+1 in the test sequence [26, 142].

In the example implementation, the test suite is included in one IEC 61499
BFB, see Figure 6.11. Therefore the interface of the BFB, the required algo-
rithms, and the internal state machine, i.e. ECC, are generated automatically.
An example implementation of a single test case and a test sequence is shown
in Figure 6.12 and Figure 6.13.
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(b) Vaccum gripper plant behavior

Sensor_X1=0 AND 
Sensor_X0=0

Sensor_X0=1 AND 
Sensor_X1=0

Sensor_X1=1 AND 
Sensor_X0=0

moveIn=1 AND 
delay=10ms

moveIn=0 AND 
delay=10ms

moveIn=1 AND 
delay=500ms

moveIn=0 AND 
delay=500ms

Sensor_Vacuum=1 vacuum=1 AND 
delay=1000ms

vacuum=0

blast=1 AND 
delay=500ms

moveIn=1

moveIn=0

moveIn=1

VacuumWithObject

Moving

In Out

Sensor_X1=1 AND 
Sensor_X0=0

Out

Sensor_X0=1 AND 
Sensor_X1=0

In

moveIn=0

Sensor_Vacuum=1 
Gripping

Sensor_Vacuum=0 
Dropping

Sensor_Vacuum=0 
StopBlast

Sensor_Vacuum=0 
noObject

vacuum=0 AND blast=1

blast=0

vacuum=1

vacuum=0 
AND blast=1

(c) Axis control behavior

Sensor_X1=0 AND 
Sensor_X0=0

Sensor_X0=1 AND 
Sensor_X1=0

Sensor_X1=1 AND 
Sensor_X0=0

moveIn=1 AND 
delay=10ms

moveIn=0 AND 
delay=10ms

moveIn=1 AND 
delay=500ms

moveIn=0 AND 
delay=500ms

Sensor_Vacuum=1 vacuum=1 AND 
delay=1000ms

vacuum=0

blast=1 AND 
delay=500ms

moveIn=1

moveIn=0

moveIn=1

VacuumWithObject

Moving

In Out

Sensor_X1=1 AND 
Sensor_X0=0

Out

Sensor_X0=1 AND 
Sensor_X1=0

In

moveIn=0

Sensor_Vacuum=1 
Gripping

Sensor_Vacuum=0 
Dropping

Sensor_Vacuum=0 
StopBlast

Sensor_Vacuum=0 
noObject

vacuum=0 AND blast=1

blast=0

vacuum=1

vacuum=0 
AND blast=1

(d) Vaccum gripper control behavior

Figure 6.10: State chart specification of the sorting machine. Axis component
and the vacuum gripper component [26, 142].

The ECC is a finite state machine based on a Moore machine [162]. The
implementation of the ECC is split into two parts, one for test cases and one for
test scenarios. Figure 6.12 shows the ECC of a single test case implementation
with the test cases ID=1.1 and ID=1.2. This test case represents the transition
at the axis control behavior state chart in Figure 6.10(c). In the following the
test execution for the test case ID=1.1 is shown:

1. The test case mode has to be selected, e.g. Mode_TC=true,

2. and the test case ID has to be defined, e.g. TCselect=1.1.

3. After the BFB initialization an event trigger REQ occurs and the generated
algorithm of the BFB, e.g. Alg11_in_out, is executed.

4. The action parameter moveIn=0 triggers an activation from the state IN
to the state OUT.

5. An output event CNF_TC is sent.
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Figure 6.11: Resulting interface of the generated test suite BFB, i.e. <Model>
IEC FB. This FB includes all test cases and test scenarios.

6. The results of the test case is positive or negative which is reported to the
“REPORTING” FB.

The second part of the ECC implementation is required for the test se-
quences, see Figure 6.13. A test sequence is defined by a specific set of test
cases which are executed in a predefined sequential order which is specified
in the test specification [26,142]. In the case of the presented ECC, the test case
mode has to be selected, e.g. Mode_TC=false, and the test sequence ID has to
be parametrized, e.g. TSselect=1.1. After initializing the generated FB through
an event trigger, the internal algorithms are executed in the following order:

1. Alg13_control_IN

2. Alg11_IN_OUT

3. Alg12_OUT_IN

When each algorithm is executed correctly, an output event CNF_TC is sent.
If all test cases are completely executed, an output event CNF_TS is sent. After
that the test sequence execution is finished and the next selected test case or
selected test sequence is ready for execution.

There are some limitations of the implementation. The specification of the
plant behavior state chart diagram includes timing information, for example:
How much time does the axis need from one end position to the other end
position? This information is not used because testing of timing behavior in
a control application is not supported at this moment. Further, the extracted
information and generated test cases from the UML state chart diagram are
only positive test cases. No negative test cases and special test cases are gener-
ated automatically. Such kind of test cases have to be specified separately and
will not be derived and extracted automatically from the specified positive test
cases. This aspects should be considered in future research.
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Figure 6.12: Results of the automatically generated ECC test case, which is
included in one BFB and represents two single test case, i.e. test case ID=1.1
and test case ID=1.2 [26, 142].
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Figure 6.13: Results of the automatically generated ECC test scenario, which is
included in one BFB and consists of a number of test case. The combination of
several test cases ensure a test sequence, i.e. test sequence ID=1.1 [26, 142].

The results of the MBT implementation have shown that a detailed specifi-
cation between the test suite interface, i.e. test suite FB and the SuT is of great
importance for the model transformation process. The specification by using
UML state chart diagrams is a suitable tool for the test specification of con-
trol applications. In order to split the specification into the control behavior
specification and the plant behavior specification is an excellent methodology.
Therefore the tests can be focused in more detail to test the SuT. This test ap-
proach is applicable for testing platform independent industrial automation
systems because of the implemented model transformation rules of both stan-
dards, i.e. IEC 61131 and IEC 61499. The test cases and test sequences are
included in one FB which allows to test in all application levels by instanti-
ation of the test suite FB according to the SuT application, i.e. unit level for
library tests, sub-system level, and system level. Note that the test suite FB in-
terface is different for testing different application levels because the test suite
FB interface is mirrored implemented to the SuT.
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6.2 Resulting Comparison of the Testing Methods

All three testing techniques, the KDT, the unit testing with service sequences,
and the MBT have their advantages and drawbacks.

All demonstrated testing techniques from Chapter 5 have not their strength
for testing at all testing levels as defined in Section 3.2.

The KDT method is suitable for testing in all testing levels as presented in
Section 6.1.1. The unit testing level is representative for testing a FB up to a FB
library. The definition of a sub-system is a FB network with a number of FBs in
a FB network, see Figure 3.8. Sub-system tests are also testable by using KDT
as well as test whole system applications.

The second proposed testing technique is the unit testing method with se-
quence chart diagrams which is evaluated in Section 6.1.2. This testing tech-
nique is only suitable for testing on unit level which means that FB like BFB,
CFB, SIFB are testable. IEC 61499 CFB can also be seen as sub-system because
of the internal number of FBs. In this case a CFB is defined as a unit.

The MBT technique evaluated in Section 6.1.3 is also applicable for testing
in all levels such as the KDT method. This method is not the best choice for
unit testing because of the increased test specification and test generation ef-
fort, but a unit test is also possible. In the case of the presented example imple-
mentation, MBT is a powerful method for integration testing of sub-systems
and the testing of whole system applications.

A significant difference occurs in the test specification method. The execu-
tion behavior has to be considered for testing IEC 61131 and IEC 61499 ap-
plications. IEC 61131 has a cyclic execution while an IEC 61499 applications
has an event-based execution. This property has to be considered in the test
specification process, for instance, add additional parameters for event trig-
ger. Furthermore, on the one hand, the effort to develop the test specification
is considered, such as formal test specification or textual and manual test spec-
ification and on the other hand, the test specification tool is considered. This
means, for instance which UML diagram is the best choice for the test specifi-
cation?

The test specification for the KDT method is done manually by using a
formal textual description. By applying a small set of the defined keywords,
non-programmers are able to read and write test cases without knowing de-
tails on the implementation behavior of the SuT. The test specification effort
is high, but the simple test execution and test reporting of the Test Manage-
ment system, i.e. FitNesse, makes this testing technique suitable for industrial
requirements.

Test specification for unit tests by using UML sequence charts is a power-
ful tool. IEC 61499 allows the specification of multiple service sequences which
are more restricted than UML sequence chart diagrams. Each IEC 61499 ser-
vice sequence diagram describes a certain execution aspect of the FB. The main
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advantage of this approach is that the test specification is directly included
in the type definition of the FB. Therefore, the dedicated test specification is
always part of the FB definition. No inconsistencies between different speci-
fication versions can occur and the test specification cannot be lost. The test
specification effort is acceptable and the test execution and test reporting of
the unit test is easy to handle because the Test Management system is directly
integrated into the development tool, in this case 4DIAC-IDE.

The UML diagram family is a powerful specification tool in different fields
of applications. The developed MBT technique for testing control software has
the most flexible test specification possibility. At present, only the state chart
diagram is used for the test specification, but also the whole UML diagram
family can be used for the test specification. For this purpose, the transforma-
tion rules have to be extended for the test case generation. Currently the test
execution has to be considered and done manually in the industrial control
application because of the non-existing systematic Test Management system.
Also the further processing of test reporting has to be carried out manually
because the test results are stored in the test reporting FB.

An advantage of all these proposed testing techniques is that the tech-
niques are suitable for testing on different target platforms. Real hardware PLCs
or SoftPLCs which are running on common used PCs or industrial PCs are
applicable. Hardware PLCs and SoftPLCs should possess the same execution
behavior.

Not all proposed testing techniques are suitable for testing both IEC 61131
and IEC 61499 applications. The proposed testing technique for unit testing
with sequence chart test specification is only applicable for IEC 61499 FBs.
IEC 61131 does not support any additional specification methods included in
the interface description such as sequence charts in IEC 61499, see [171–173].
Therefore the implementation of this testing technique is limited to IEC 61499
FB testing. Nevertheless, both testing techniques, KDT and MBT, are suitable
for both implementation standards which are presented in Section 6.1.

An overview of the resulting comparison of the discussed testing tech-
niques is presented in Table 6.1. The assessment of the different properties
are defined by the values: Good, middle, and bad.

• Good means that the property is fully suitable and fully compatible with
the testing technique.

• Middle means that the property is partly suitable and compatible with
the testing technique. A testing process is possible but with high effort.

• Bad means that the property is not suitable and not compatible with the
testing technique. Testing is not possible.

There are some limitations in the proposed concept of the test framework
and the testing techniques. The presented testing techniques in Chapter 5 are
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Properties KDT UTT MBT
Unit test level + + o
Sub-system test level + - +
Integration testing + - +
System test level + - +
Testing specification effort - o +
Test execution effort + + o
Testing on different target platforms + + +
Test Management system available + + -
IEC 61131 suitable + - +
IEC 61499 suitable + + +

Table 6.1: Overview of the resulting comparison of the presented testing tech-
niques; Keyword-driven Testing (KDT), Unit testing technique (UTT), Model-
based Testing (MBT); + ... good , o ... middle , - ... bad.

suitable for testing industrial automation software. These testing methods can
be enhanced by a combination of the presented testing techniques in order
to reduce the specification effort. For instance, service sequence test specifica-
tions based on the IEC 61499 standard can become very large. A solution could
be to model the test cases by UML sequence chart diagrams and generate the
according service sequence diagrams as an input for the unit test framework in
4DIAC-IDE automatically. Furthermore, the test specification of the presented
MBT technique currently uses state chart diagrams. The test specification of
this testing method can be extended by supporting other UML diagrams such
as sequence chart diagrams or other diagram types which are defined in Sec-
tion 4.5. Therefore, the M2M transformation has to be extended by adding
transformation rules.

In the current proposed approach the timing behavior of the SuT is not
considered. The presented test case specification based on models, i.e. UML,
supports timing specification but at the moment the test execution does not
consider this timing information from the test case specification. In order to
support the “timing” feature, the test framework has to be extended, which
means that the Test Management system has to communicate directly in the
depth with the run-time environment of the PLC, e.g. real-time measurements.
This leads to running the Test Management system on the PLC. The execution
behavior of PLCs on hardware and SoftPLCs related to testing real-time be-
havior requires future research.

The presented MBT method uses only Boolean data types, compared to
the KDT method and the unit testing method with service sequence diagrams
support continuous data values. Note that in safety application only Boolean
input and output variables are allowed as input and output parameters. Con-
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tinuous values can be represented in Boolean values by checking the boundary
value [156]. Future applications of the MBT framework should support con-
tinuous test data values which can be achieved by extending the M2M trans-
formation rules.

6.3 Summary

In this chapter the implementations of the proposed testing techniques for test-
ing industrial automation software are presented. Each testing technique is
implemented in a different example applications in order to show the detailed
benefits of its testing property. The used applications are typical components
from the field of discrete manufacturing and discrete production systems. Af-
ter that, an evaluation and comparison of the implemented testing methods are
explained. The comparison is based on the different testing levels, the testing
effort of each testing technique, test execution review, and the testing on differ-
ent target platforms, e.g. hardware PLC, SoftPLC. Additionally, a comparison
for their suitability of the common development standards for industrial auto-
mation systems, i.e. IEC 61131 and IEC 61499, is given. Finally, the limitations
of the proposed testing methods is presented.

The application design is a key aspect for increasing the overall software
quality of industrial automation software. The next chapter will present re-
sulting design rules and design guidelines for structuring industrial automa-
tion applications, which enables easier testing of control software. Further,
reusability of automation components is achieved.



CHAPTER 7

Resulting Design Rules for Application Structure

In current industrial control applications, logical software code and testing
code - if it exists - is often intertwined in the code, which hinders efficient and
systematic testing [111]. Thus, the code is hard to read and modify during
development and maintenance. A systematic testing process within the de-
velopment phase is a significant benefit which reduces valuable development
time. An encapsulated, component-based development approach with diag-
nosis and testing functionality is required for the design of industrial control
software which supports an easy reuse for other industrial control applica-
tions. Such components need an easy method to be retested after changes.
These requirements need special design rules for the application structure.

Today’s state of the practice for the development of industrial automation
applications is characterized by an approach where control applications are
developed individually for each application. This results in a high develop-
ment effort per plant as there is only little reuse of software components be-
tween different applications. In most cases, the testing of the application is
typically performed rather late in the development cycle alongside the plant in
an ad-hoc manner. The final application often contains many late changes and
fixes which may break the overall application design. This leads to code clutter
and couplings between application parts which results in reduced reusability
of the application components [169]. The development time increases and fi-
nally it leads to high control application development costs. Therefore, means
are necessary to reduce the development effort as well as the development
uncertainty of industrial control applications [169].
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7.1 Overall Architecture Definition

An important step towards an improved design structure is an architecture
which defines properties in the industrial automation application structure.
First, the architecture has to be decomposed into independent parts. A key
feature for reducing the development effort is the reusability of application
parts [174]. A further key requirement for reusing application parts in different
applications is the decoupling of the application parts. There is the need that
independent application parts should interact with each other in a defined
way in order to clearly decouple the application parts. The application parts
have to behave the same independent way in the context they are used in.
This allows that once tested and validated components can be reused without
additional testing effort [169].

According to the definition of a unit and a component in Section 3.2.1, the
term Automation Component (AC) is used for reusable control parts. With the
AC in hand, a definition how applications are composed is possible. Previous
investigations have shown that a strong hierarchical approach is deemed to be
a necessity for industrial automation [169, 174]. In order to look at the func-
tional and mechanical view of production facilities for defining the hierarchy
structure, a strong modularization and compositional approach is noticed.

For instance, plants are structured in cells which themselves contain sev-
eral machines. The machines themselves are also built from mechanical as-
semblies and these are built from devices such as a cylinder or a pump. The
main advantage is that the components on each level can be reused in many
applications because they are independent from their usage. The second point
is that sub-components are replaced easily as long as the new ones meet the
mechanical and functional specifications. Furthermore, by mapping the me-
chanical structure of a plant to the structure of the control architecture also the
programming of large automation systems are greatly simplified.

Figure 7.1 shows a hierarchical structure of an industrial automation appli-
cation according to the mechanical and functional hierarchy of a plant. Each
of the ACs represents a mechanical or logical unit which specifies different
software-specific aspects for the implementation and execution of these units.
This means that a lower level AC provides the component functionality, e.g.
to rotate a pneumatic cylinder to the left or right. On a higher level, the AC
provides the functionality of a sub-system, e.g. to moving a part from one con-
veyor belt to a second conveyor belt. Higher level ACs are composed from two
or more of such ACs and aggregate the functionality of their contained ACs.

To utilize the full advantages of this concept three rules have to be consid-
ered, based on [169]:
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Figure 7.1: Hierarchical overview of an industrial automation application by
using defined Automation Components (ACs) based on [169].

Strict hierarchy: An AC does not know who is using its interface and cannot
make assumptions on the provider of an interface it is using. An AC is
aware of the ACs’ interface and the functionality of only one level below.
This is all the information it can use to provide its own functionality. It is
not allowed to use an ACs’ interface that is located in an AC lower than
one level below itself.

Single access point: ACs may interact only by means of the provided inter-
face. This implies that another AC serving the same kind of interface
can replace an AC and the user, i.e. upper level AC, of the AC can be
left untouched. There may be established AC profiles for typical com-
ponents in a similar way to existing device profiles for a field bus [175].
This especially will make a replacement of similar ACs easier.

Decoupling of ACs: ACs located on the same logical level in the plant may
not directly interact and may not interact through their interface. If this
functionality is needed, then it points to a design error because such a
direct interaction is clearly a coordinating function between the two ACs.
As stated in the first point, this is the task of an upper level AC.

7.2 Automation Component Model

An AC is defined as a collection of hardware, software, and properties, de-
scribing the interaction between different parts and specifying different soft-
ware specific aspects for the implementation and execution of these objects.
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Automation Component

Figure 7.2: Structural overview of an AC component which includes functional
aspects and interaction via defined interfaces within a hierarchical systems
design. Diagnosis (D), Condition Monitoring (CM), Automation (A), Testing
(T) - Sub-Components [169].

7.2.1 Sub-Component Models

A structural overview of the AC including four sub-components is presented
in Figure 7.2. The sub-components are:

• A sub-component for automation aspects, e.g. logic, behavior, and im-
plementation.

• A sub-component that handles test aspects, e.g. unit tests, integration
tests, and factory acceptance tests.

• A sub-component for run-time fault analysis aspects, e.g. diagnosis, and
finally.

• A sub-component for run-time fault prediction aspects, e.g. condition
monitoring and data analysis.

Automation Sub-Component: The automation sub-component contains all
information which is required to realize the desired behavior as specified.
This sub-component must not depend on other sub-components and includes
all requested functionality in itself. An existence or functionality of other
sub-components is not necessary for the automation sub-component to ful-
fill its requirements. But other sub-components may influence the behavior
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of the automation sub-component. For instance, the diagnosis component
may change the execution flow and internal states in case of errors, or the
test sub-component may change the state and data values due to an exter-
nal demand, e.g. from the Test Management system. The automation sub-
component, based on [169], contains:

• Automation components, e.g. sensors or actuators, to control the proce-
dural units.

• Specification documents, e.g. requirements, design definitions.

• Electrical plan for wiring and interface to the control system.

• Function plan (software) for the implementation of the industrial auto-
mation software, e.g. industrial programming languages as defined in
IEC 61131 or IEC 61499.

• The main (public) signal interface description.

All other sub-components can be removed or deactivated without changing
the functionality of the automation sub-component.

Diagnosis Sub-Component: The diagnosis sub-component of the AC con-
tains functionality which is responsible to check the correctness of the executed
program and validates processed data for damage avoidance. Additional fea-
tures in the diagnosis part handles already occurred errors in such a way, that
no subsequent errors will occur. The diagnosis sub-component supports the
automation sub-component in a way so that the AC is more robust against
hardware faults.

Condition Monitoring Sub-Component: Condition monitoring is a man-
agement technique which uses the regular evaluation of the actual operat-
ing condition of plant equipment, production systems, and plant management
function for optimizing the total plant operation. This technique is used to in-
crease the availability, performance, consequential damage, and machine life
as well as reduces consequential damage, spare parts inventories and break-
down maintenance of the machinery [176]. The information is monitored in
the form of raw data. By using modern signal processing and analysis tech-
niques, faults are detected early. The condition monitoring sub-component is
responsible for monitoring the condition of the industrial control system, i.e.
monitoring the hardware, and for predicting the future condition based on his-
torical data. This sub-component has no influence on the primary functionality
of the AC but it reduces down-times of the system by avoiding unscheduled
maintenance work.
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Additional software functionality and hardware equipment may be needed
in order to add condition monitoring functionality [169]:

• Specification documents define required analysis methods, for instance
Failure Mode and Effects Analysis (FMEA) or Hazard and Operability
(HAZOP).

• Hardware, e.g. sensors, for measuring the condition of system elements.

• Wiring the new sensors in electrical plans and mapping the inputs to new
signal data.

• Add functionality to software parts for processing, recording, and visu-
alizing by using the new signal data.

Test Sub-Component: The functionality of the test sub-component is to sup-
port the testing process for testing the AC, in order to find systematic errors
during the development process.

The test sub-component, based on [169], contains:

• Code inspections, reviews, automatic code analysis such as LINT22 for
automation, and code verification (against specification).

• Test scripts for automatic execution and operation of tests.

• Additional software and interfaces to communicate with the Test Man-
agement system (test drivers, mock-ups, specification and implementa-
tion of simulation components).

• Requirements concerning the enhancement of functionality of the Test
Management system, e.g. interfaces, commands.

7.2.2 Interfaces

The AC has a three dimensional interface which is able to communicate with
other ACs. The defined interfaces are presented in Figure 7.3:

• Inter-Component Interface

• Intra-Component / Inter-Sub-Component Interface

• Inter-Tool Interface
22LINT is a white-box testing method (see Section 1.3.2) and can be used to check C

code for errors that may cause a compilation failure or unexpected results at run-time.
http://docs.oracle.com/cd/E19957-01/806-3567/lint.html, visited: March 2013



7.2. Automation Component Model 130

Component Interface - top

Automation Component

D
CM

A T

Component Interface - bottom
Component Interface - top

Automation Component

D
CM

A T

Component Interface - bottom

AC 1

AC 2

2

1
3

Figure 7.3: Interface definition in AC networks. (1) Inter-Component Interface,
(2) Intra-Component / Inter-Sub-Component Interface, (3) Inter-Tool Interface.

Inter-Component Interface: This interface is located between ACs for an ag-
gregation of components, see Figure 7.3 (1). The bottom interface of a higher
level AC is connected with the top interface of two or more lower level ACs.
The Inter-Component interface of ACs is defined by the top/bottom interface
of the ACs. The main (must have) interface in the AC is the automation sub-
component. The interfaces from the test sub-component and the diagnosis
sub-component are additionally used to control test functionality and read in-
ternal states via the diagnosis interface. The implementation of the interfaces
may result in hidden interfaces, e.g. direct access from the external Test Man-
agement system into a specific component [169].

Intra-Component / Inter-Sub-Component Interface: The location of this in-
terface is between sub-components of ACs, see Figure 7.3 (2). The interface
defines which sub-component is allowed to read and write (modify) data or
states in other sub-components.

Inter-Tool Interface: An interface between different tools is necessary and
used to describe the different aspects of an AC, see Figure 7.3 (3). This interface
is located orthogonal to the previous two interfaces. Note that this interface
allows only reading data from an AC. Write values from external tools to the
AC will break the overall application design.
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7.3 Summary

In this chapter a new component architecture is specified which supports com-
ponent oriented design, reusability, and encapsulation of functional parts for
developing industrial automation applications. A validation of these design
rules is implemented in a example application presented in [169]. The AC
model and the hierarchical structure is a valuable approach for encapsulated
and reusable components. The encapsulation of the automation, diagnosis,
condition monitoring, and test sub-components allow other components to
monitor the condition of the system. Further, supported test functionality is
available for testing after changes have been made. The ACs interact by ex-
changing data via the defined interfaces. These interfaces allow the commu-
nication to higher-level ACs,to lower-level ACs as well as to external tools.
Because of the defined interfaces the component variants are seamlessly ex-
changeable.



CHAPTER 8

Conclusion and Outlook

8.1 Conclusion

Nowadays, the functional requirements of industrial automation systems in-
crease steadily. Industrial automation software becomes more important in
current and future industrial applications. Such software allows to cope with
the ever increasing complexity of modern applications. The development of
software components for industrial automation systems becomes more time
consuming and deals with adaptations of the industrial control code on short
notice. In order to address these challenges and reduce the development time
and costs for upcoming projects, the engineering efficiency needs to be in-
creased in terms of reusability support of tested and testable software compo-
nents. This thesis aims at the development of a test infrastructure with appro-
priate testing techniques for industrial automation software in order to make
a significant step towards increasing the quality of industrial automation soft-
ware.

In this thesis a new test framework is introduced which is able to support
testing of industrial automation software based on IEC 61131 and IEC 61499.
With the use of the new test framework and the test strategies such as Test-
First Development (TFD), the software quality can be increased to reduce the
faults in the developed software. An identification of three testing levels of
industrial automation systems is presented. Based on a bottom-up design,
one identifies a detailed view on individual components and units on level
one, a more abstract view on the sub-system with focus on the interaction of
components on level two, and the system level as well as business level on
level three.

132
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With the knowledge of the identified test levels and by considering the
newly defined criteria, see Section 4.3, a selection of Unified Modeling Lan-
guage (UML) models useable for specifying tests in the industrial automation
domain is proposed. A model-based test specification approach enables flex-
ible changes of requirements. This model-based test specification, especially
the state chart diagram, is used in the test case extraction implementation.
Furthermore, this knowledge is used for the new developed testing technique
definitions.

Research Question 1: Which test method is suitable for the different appli-
cation layers? The classification of the testing technique to their testing levels
is presented in Section 3.2, especially in Figure 3.5. Furthermore, four testing
techniques are presented which are able to test industrial automation software
considering the TFD strategy.

1. First, the manual testing method is presented in which all processes have
to be done manually, i.e test case specification, test case generation, test
case execution, and test result analysis. The manual testing method is
suitable for testing at all testing levels, i.e. unit test level, sub-system test
level, system test level.

2. The second presented testing technique is the Keyword-driven Testing
(KDT) method. New defined keywords are used for the test case specifi-
cation which are automatically executed by the Test Management system
to the System under Test (SuT). This testing method is suitable for testing
at all testing levels. However, the benefits of this testing method are in
library tests and integration testing because of the direct access from the
Test Management system to the Function Block (FB) interfaces.

3. The third presented testing technique is the unit testing method with
service sequence diagrams. Service sequence diagrams, defined in the
IEC 61499 standard, are used for the test specification. A service se-
quence diagram is more restricted than the UML sequence chart dia-
gram. Both diagram types are suitable tools for the test specification of
industrial software components. The test infrastructure is directly in-
cluded in the IEC 61499 development environment 4DIAC-IDE and is
available as an open-source plug-in. This testing method is only suitable
in the unit testing level, i.e. testing of FBs and FB libraries, because of the
restricted Test Management system which allows only a test of one FB
interface.

4. The fourth and last presented testing technique is the Model-based Test-
ing (MBT) method for industrial applications. This presented testing
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method is the most flexible technique because of the extended test speci-
fication possibility. Therefore, only selected UML model diagrams based
on the proposed criteria are suitable for the test specification. By using
the Model-to-Model (M2M) transformation, the test information is au-
tomatically extracted from the test specification. Finally, an executable
IEC 61131 or IEC 61499 test application is generated automatically. The
MBT method is suitable for testing at all testing levels. This method has
the most benefits in integration tests, i.e. sub-system test level, and sys-
tem tests, i.e. system test level, because of the dynamic generation of the
test application.

Research Question 2: Is the test-first development approach from the soft-
ware engineering domain a suitable method for developing and testing in-
dustrial automation code? The outcome of the comparison between the pre-
sented testing methods from Chapter 5 shows that all testing techniques are
suitable for the TFD strategies which is evaluated in Section 6.1.

Research Question 3: How should control applications be designed to en-
able the testing of their functionality in an easier way? In current industrial
automation applications, logical software code and testing code are often in-
tertwined in the code which hinders efficient and systematic testing. These re-
quirements need special design rules for the application structure. A new au-
tomation component architecture and a new component called Test-Diagnosis-
Automation (TDA) component for developing industrial automation applica-
tions is presented. The component consists of four internal sub-components,
i.e. automation, diagnosis, condition monitoring, and test sub-component to
monitor the condition of the automation system. The software quality can be
increased based on the component-based structure, the new defined architec-
tural design, and the presented design rules.

Research Question 4: Can testing improve the reusability of control soft-
ware? Reusability of developed software components is an important re-
quirement for efficient software development. Because of the need for high
software quality components that are easy to reuse for other industrial ap-
plications, the components have to be encapsulated and fully tested. These
components need an easy method to be retested after changes. A strict inter-
face description of such components is defined which enables efficient testing.
Also the components can easyly be exchanged in existing control applications.
The combination of the TFD approach and the new development architecture
definition for control applications enables the reusability of control software
components. Therefore tested components, such as the TDA component, im-
prove the reusability of control software.
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This work is an important step towards improving the software quality
for industrial automation systems. It is a new approach for testing industrial
automation systems on different levels of applications. With this approach,
control engineers are able to specify test cases and execute them during the
development phases. Furthermore, not only control engineers can use this test
framework support, but also test engineers are addressed, who test systems
on higher application levels. This test framework is one possible solution for
requirement changes on short notice in the development phase to keep the
software quality on a high level.

8.2 Outlook

The presented work is a first step towards improving the quality of industrial
automation software modeled in IEC 61131 and IEC 61499. The presented
implementation examples show that the approaches and concepts of this work
are feasible in practice. Nonetheless, some points remain open for discussion
and need a further investigation. In order to bring the here presented testing
techniques into industrial use.

A first step in future research are the presented limitations of the testing
methods which are introduced in Section 6.2. These limitations should be con-
sidered in order to optimize the specification effort by using different UML
diagrams. Furthermore, support testing of timing behavior of the SuT should
be considered.

Further research in the field of other and extended test specification meth-
ods such as the UML Testing Profile [21] should be considered. There is much
potential to simplify the test specification procedure.

The new automation component approach for developing industrial auto-
mation applications in a hierarchical manner is presented to support testability
and reusability of the industrial software components. This TDA component
design should be used in larger and more complex industry applications in
order to investigate the benefits in more detail. Furthermore, a refinement of
the the TDA component approach should be conducted.

This thesis is focused on black-box testing. Future research is needed in
White-box testing and Gray-box testing for the control software testing do-
main. Therefore available testing methods from the software engineering do-
main should be considered to adapt them to the industrial automation domain.

A further challenge is to provide information to support quantitative man-
agerial decision-making during the software life-cycle [177]. Software metrics
can support this challenge. There exist a lot of metrics which concentrate on
the structure of a program or code than on the contents itself [178], i.e. white-
box testing. The size metric is one of the mostly used metrics, i.e. Lines of
Code (LOC). Further metrics are the “Halstead Measure” and the “McCabe’s
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Cyclomatic Complexity”. The Halstead Complexity Measure focuses on the
software measurement by measure in terms of operators and operands [179].
This measure is computed statically from the code. Another complexity mea-
sure is the Cyclomatic Complexity from Thomas J. McCabe [180, 181] which is
related to the flow graph of a program. This metric was developed to indicate
the testability and understandability of a program. The effort for testing soft-
ware components can be determined by such metric calculations. Future work
should consider such calculation and measurement methods to determine the
quality of software.
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