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Abstract

Real-world scheduling problems are confronted with conflicting constraints and objective
functions. Scheduling problems are known as NP-Hard problems, i.e. there is no algorithm
that solves them in polynomial time. In the artificial intelligence community many ap-
proaches are used to solve these problems. In the last three decades modern approaches
from artificial intelligence were used. These approaches are known as meta-heuristic search
methods, such as simulated annealing, tabu search, evolutionary algorithms, random search,
and neural networks. In this thesis we use evolutionary algorithms to try to solve multi-
objective production scheduling problems in high-grade steel making. We focus on the use
of genetic algorithms, which are inspired from the Darwinian theory of the evolution in
nature and are some of the most used algorithms in the evolutionary computation commu-
nity. Genetic algorithms are integrated in a framework called DéjaVu class library, which
is specially designed for the production scheduling problems in high-grade steel making.
DéjaVu class library is based on object oriented paradigm, where other improvement meth-
ods like tabu search are implemented. In this thesis genetic algorithms try to improve the
multi-objective scheduling problem and compare the result with tabu search method. As
application a steel demo from the steel industry is used, which was inspired by real-world
steel making scheduling problems.

The Unified Modeling Language (UML), a modeling language for software design, is used
to design the integration of genetic algorithms in the DéjaVu Class library. Numerous rep-
resentations of a schedule in a chromosome and the corresponding operators are discussed.
Several genetic algorithms parameters like population size, crossover operators, mutation
operators, crossover and mutation probability are changed to see the influence of these op-

erators on the performance of genetic algorithms.

ii
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In this thesis we extended the DéjaVu Class library to integrate genetic algorithms and to
do experiments to see how effective genetic algorithms are in solving production schedul-
ing problems in high-grade steel making. In the experiments we used two kinds of genetic
algorithms, the simple genetic algorithm and the steady state genetic algorithm. We com-
pared the results with the tabu search method and we proved that if we use the appropriate
parameters for genetic algorithms we get better results then when using the tabu search

method.
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Kurzfassung der Dissertation

Praktische Anwendungen des Schedulingproblems sind oft mit widerspriichlichen Bedin-
gungen und Zielfunktionen konfrontiert. Fragestellungen werden auch als NP-schweren
Probleme bezeichnet, dh. es gibt keinen Algorithmus der dieses Problem in polynomialer
Zeit 16st. Im Bereich der kiinstlichen Intelligenz gibt es viele Ansétze dieses Problem zu
l6sen. In den letzten drei Jahrzehnten wurden viele Ansatze der kiinstlichen Intelligenz
verwendet. Diese Ansitze werden unter dem Begriff metaheuristischen suche zusammenge-
fasst, dazu gehoéren Simulated annealing, tabu search, evolutionire Algorithmen, Zufallsuche
und Neurale Netze. In dieser Dissertation verwenden wir evolutionare Algorithmen um
multikriterielle scheduling Probleme im Stahlerzeugungsprozess zu lésen. Wir verwenden
genetische Algorithmen, die aus der Darwinschen Evolutionstheorie entstanden sind und
weit verbreitet im Bereich der evolutioniren Algorithmen sind. Die genetische Algorith-
men werden in einer Klassenbibliothek mit dem Namen ” DéjaVu class library” integriert,
welche fiir Schedulingprobleme in der Stahlerzeugung konzipiert wurde. Die ” Déja Vu class
library” ist objekt-orientiert ausgerichtet und beinhaltet Methoden wie tabu-search. In
dieser Dissertation versuchen genetische Algorithmen multikriterielle scheduling Probleme
zu losen und die Ergebnisse mit tabu-search zu vergleichen. Als Anwendung wird eine
"steel-demo” der Stahlindustrie verwendet, die den realen Bedingungen der Stahlerzeu-
gung entspricht. Zur Integration der genetischen Algorithmen in die ” Déja Vu class library”
wird die ”Unified Modeling Language” (UML) verwendet. Mehrere Représentationen eines
”schedules” in einem Chromosome und dessen Operatoren werden diskutiert. Einige Pa-
rameter der genetischen Algorithmen wie zum Beispiel Grosse der Population, ” crossover”-,

Mutations- Operatoren, Crossover- und Mutationswahrscheinlichkeit wurden modifiziert,



vi

um den Einfluss dieser Operatoren auf die Qualitit der genetischen Operatoren zu unter-
suchen. In dieser Arbeit wurde die ” Déja Vu class library” erweitert, um genetische Algo-
rithmen zu integrieren und zu untersuchen, wie effektiv genetische Algorithmen verwendet
werden k¢”nnen, um ”scheduling Probleme” im Stahlerzeugungsprozess zu losen. In den
Experimenten verwendeten wir zwei Arten von genetischen Algorithmen: ”simple genetic
algorithm” und ”steady state genetic algorithm”. Wir verglichen die Ergebnisse mit der
”tabu search ” Methode und bewiesen, dass unter Zuhilfenahme der passenden Parameter

fir die genetischen Algorithmen bessere Resultate, als mit ”tabu search” zu erreichen sind.
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Chapter 1

Introduction

In this chapter an overview of the problem which is being studied will be presented as well
as the methods which are used to try to solve it. The problem is a multi-criteria scheduling
problem, which is an NP-Hard problem [164]. For the past three decades this problem was
solved with two kind of methods. Methods from operational research field, where the search
for a solution is deterministic, and methods from artificial intelligence field, where these
methods are non-deterministic. The deterministic methods from operational research field
try to find an exact solution for the scheduling problems, and the non-deterministic methods
try to find an approximate solution. This thesis tries to solve the scheduling problem with a
class of methods from artificial intelligence field called evolutionary computation methods.
These methods are meta-heuristic search methods [170] which begin with several initial
solutions and try to improve these solutions with an evolutionary computation system.
In this chapter an overview is given of both the general and the particular scheduling
problems. Then an overview of the evolutionary algorithms and the difference between

them is provided.

1.1 Scheduling Problems

Scheduling problems are well known as combinatorial problems which are defined as
follows:
Assume we have a set of machines M;(i = 1,..,m) and a set of jobs J;(j = 1,...,n). The

schedule is an allocation of the operations of each job J; on the machines M; respecting



some constraints like those of temporal precedence, constraints on resources and any others
while optimizing a set of objective functions like makespan, or other objective functions.
Several scheduling problems exist, which are described in [30] and [5]. Some of them are

presented as follows:

1. Job shop schedule: The operations of jobs are scheduled in different orders on machines
respecting some constraints like:
-Each machine can process only one job at a time.
-The sequence of operations for each job is predefined

-Two operations of the same job cannot be processed at the same time

2. Flow Shop Schedule: It is a special case of the job shop. In this case all the operations
of a job are scheduled in the same order on the machines. The schedule is considered

as a permutation of all jobs to be scheduled.

3. Open shop schedule: This is the same as the flow shop with the exception that there
are no precedence relations between the operations of a job. The operations of a job
can be processed in any order, as long as no two operations are processed on different

machines simultaneously.
4. Mixed job schedule: This is a combination of a job shop and open shop schedule.

5. Machine Scheduling Problem: In this case n jobs j1,... j, are scheduled on a single
machine [100]. Several objective functions can be optimized, like minimizing the
squared deviations from the mean completion time or flow time. The constraints

could be if we have two jobs 7 and j, ¢+ must be processed before j on a machine.

Several approaches were applied to solve scheduling problems, here is an overview of these

approaches:

1. Mathematic methods from the operations research community: Optimization tech-
niques such as linear programming and dynamic programming, were not successful
when they were applied to scheduling problems with a large number of machines and

jobs or for real world scheduling problems as in the manufacturing industry.



. Heuristic methods from combinatorial optimization theory: In this approach the
heuristics produced good solutions but not guaranteed optimal solutions [114]. One
of the most used methods in this approach is branch and bound heuristic, which is
not used in real world scheduling problems because of a large number of constraints

and optimization functions.

. Heuristics search methods from the artificial intelligence community: In the artificial
intelligence community, scheduling problems are considered as constraints satisfac-
tion problems. These are solved using some heuristic search methods, like simu-
lated annealing, tabu search, evolutionary algorithms. Section 1.2 will present greater

overview of these search methods.

. Fuzzy sets and fuzzy logic:
In Slany’s [181] dissertation, he used fuzzy sets and fuzzy logic to represent constraints,

which are imprecisely defined.

. Methods that mimic natural process:
In this case many methods inspired by nature were used such as simulated annealing,

evolutionary algorithms, neural network, and case-based reasoning.

. Expert Systems Approach:

In Dorn [65] expert systems were presented to solve real world scheduling problems
in the steel making industry. One of the expert systems is the REPLAN system; it is
explained by Dorn [65] as follows:

"The REPLAN system supports the Human experts in construction a schedule for
high-grade steel making at Boler in Kapfenberg, Austria. The plant consists of four
production lines each starting with an electric arc furnace. The molten steel is poured
into ladles, refined in special aggregates, and finally cast either by cranes into ingots
on a horizontal continuous caster into slabs. The greatest problem is the variety of
metallurgical grades... Besides chemical constraints, spatial and temporal constraints
have to be regarded ”

The approach to solve the steel scheduling problem is described in Dorn [65] as follows:
”The scheduling system first analyses all orders for one week and determines what are

the problems or bottlenecks in this week. Then each order gets a value that describes



the difficulty to schedule this order in the actual week. The important orders and
those that were classified very difficult will be scheduled first.... For some orders this
can result in constraint violations. Finally, the achieved schedule is analyzed for week
points and is iteratively repaired...”

A fuzzy sets were used to represent the importance and difficulty of jobs and the
degree of constraint satisfaction [59] in order to compare different schedule created by
the system. Evaluation functions were defined by combining the fuzzy values of single
constraints.

Scheduling in the steel making industry is presented as a knowledge based system,
where the knowledge of the schedule are like job, order, resource,.., are modeled with

an object oriented design paradigm.

This thesis tries to solve scheduling problems with evolutionary algorithms, specifically with
genetic algorithms. There are two reasons why genetic algorithms are used. The first reason
is that deterministic methods do not guaranty an optimal solution or ”good” solution in
polynomial time whereas the genetic algorithms can find ”good” solutions in a reasonable
time. The second reason is that we want to see how well genetic algorithms compare to
other search algorithms from artificial intelligence. We will compare genetic algorithms
to the tabu search method and also compare genetic algorithms to each other. Through
experiments we will see how parameters of genetic algorithms influence their performance.
In the next section an overview of the evolutionary algorithms is presented, which have

became extremely useful in solving many kinds of problems.

1.2 Overview of the Modern Search Methods from Artificial
Intelligence

1.2.1 Simulated Annealing

Simulated Annealing [170] is one of the modern search methods which was inspired by
nature. It was first used in statistical physics to simulate the cooling of material in a heat
bath. If solid material is heated past its melting point and then cooled back into a solid
state, the structural properties of the cooled solid depend on the rate of the cooling. The
probability of an increase in energy of magnitude (o F) is as follows:

prob(cE) = eacp(—%) Where t is the temperature, k is a physical constant known as



Boltzmann’s constant. The algorithm of simulated annealing is given in figure 1.1:

1. Select an initial solution sg

2. Select an initial temperature ty < 0

3. Select a temperature reduction function o
4. Repeat

(a) Repeat
i. Randomly select s € N(so)
ii. o= f(s) = f(s0)
. if 0 <0
1. then sog = s
v. else
vi. generate random z uniformly in the range (0, 1);
vii. if © < exp(—F) then so = s;
Until iteration_acount = nrep
(b) Sett= alt);

Until stoppingcondition = true.

5. sg is the approximation to the optimal solution.

Figure 1.1: Simulated Annealing Algorithm

1.2.2 Tabu Search

Tabu search [170] is a search method based on the use of flexible memory. The memory
structure of tabu search operate by reference to four principal dimensions, consisting of

recency, frequency, quality, and influence. The algorithm of tabu search is presented below:

e Step 1: INITIALIZATION
Begin with the same initialization used by neighbourhood search and with the history

record H empty.



e Step 2: CHOICE AND TERMINATION
Determin Candidate_N(z™°%) as a subset of N(H,z™v). Select z"** from
Candidate_N (™) to minimize c(H,x) over this set. (¢! is called a highest eval-

uation element of Candidate_N (z™°" ). Terminate by a chosen iteration cut-off rule.

o Step 8: UPDATE
Perform the update for the neighborhood search method and additionally update the
history record H.

Tabu search method is considered as neighborhood search method.

1.2.3 Evolutionary Algorithms

Evolutionary algorithms are one of the machine learning methods. They use the principle
of adaptation in nature. In Béack, [7] evolutionary algorithms are examples of unsupervised
learning techniques; i.e. inductive learning by observation and discovery. Bick [7] gives
two reasons why evolutionary algorithms are classified as machine learning methods, these

reasons are described as follows:

1. ”No teacher presents examples, counterexamples or even knowledge to the learning

system. Instead, the algorithm generates examples on its own.”

2. ”The creation of new examples (search points) by the algorithm is an inductive guess
on the basis of existing knowledge. If the guess proves its worth, it is kept in the

knowledge base (the population), otherwise it is discarded by means of selection”

”Evolutionary algorithms are related to artificial intelligence as an example of artificial intel-
ligence programs” [7]. evolutionary algorithms or evolutionary Programs that are described
by Michalewicz [148] are general search algorithms based on the idea of the evolution in
nature.

We distinguish between several kinds of evolutionary algorithms as follows:

1. Genetic Algorithms: They simulate Darwinian evolutionary process, they were first
developed by Holland in the seventies [108] and became famous by Goldberg in his
book [93] and subsequently studied by [53], [120] and others. In this thesis genetic



algorithms will be used as search methods to solve the scheduling problems; more

details will be seen in chapter 3

2. Evolutionary Programming: It was created by Lawrence Fogel in 1963 [84], this

method searches through a space of small finite state machines.

3. Evolutionary Strategies: They were created in 1973 by Ingo Rechenberg [169] and

[179]. They work on a smaller populations.

4. Genetic Programming: It was created by John Koza [120] in 1992 and was inspired by
genetic algorithms. The genetic programming paradigm was created to respond to the
question posed by Koza [120] "How can computers learn to solve problems without
being explicitly programmed? In other words, how can computers be made to do
what is needed to be done, without being told exactly how to do it”. The structure

used by Koza [120]was computer programs.
The different steps of the evolutionary algorithms are presented in the next subsections.

Initialization

Initial solutions are generated randomly or using some heuristics. Sometimes the perfor-
mance of evolutionary algorithms depends on the initial solution. The initial solution can

also be created with local search methods like hill-climbing.

Fitness assignment

Each phenotype corresponding to a genotype in evolutionary algorithms is evaluated with an
evaluation function and according to this evaluation function a fitness function is assigned

to each genotype.

Selection

The fitter solutions are selected from the population in each generation with a selection

method. The selected solutions are candidate to reproduce a new generation.



Reproduction

In this stage of the evolutionary algorithms the selected parents produce children with
recombination and mutation operators to create a new generation. The new generation is
made up of children, who inherit characteristics from their parents. They differ from their

parents but they have preserved some of their characteristics. [93]

Termination

The termination of the evolutionary algorithms depends on some criteria. These are usually

solution quality, number of generation, or convergence of the evolutionary algorithms.

1.3 Conclusion

There is no deterministic method to solve scheduling problems in polynomial time. Evolu-
tionary algorithms and especially genetic algorithms are stochastic search methods, which
allow us to solve scheduling problems more expeditiously as well as improving the solution
to create the best schedule. Often research trying to solve scheduling problems with genetic
algorithms or other evolutionary algorithms does not use real-world scheduling problems.
This thesis will use real world problems as framework to create solutions for scheduling

problems in the artificial intelligence field.

1.4 Structure of the Thesis

Section 2 will present scheduling problems and especially the steel demo scheduling problem.
Section 3 will present genetic algorithms in general.

Section 4 will present a review of representations and operators for scheduling problems.
Section 5 will explain the design and integration of genetic algorithms in the existing Déja Vu
class library.

In section 6 experiments are presented which compare the results of genetic algorithms and
the tabu search method as well as comparing the results between several kinds of genetic
algorithms and look at how genetic operators influence the performance of the solution.

Finally, section 7 will provide a general conclusion and the open topics.



Chapter 2

Production Scheduling

2.1 Introduction

In this chapter a production scheduling problem in steel making process is described, which
is a real world scheduling problem. This scheduling problem is inspired from the steel

making plant at Boler Uddeholm in Kapfenberg (Austria) [72]

2.2 Scheduling of High-Grade Steel Process

Many publications were made by Dorn et al. to solve the scheduling of High-Grade Steel
Process. [59] [69] [65] [61] [73] [60] [62] [72] [70] [68] [67] [66] [74] [64] [63]. In the following

a representation of the problem is done.
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2.2.1 Presentation of the problem

As described in [72] a general presentation of the problem being solved is presented as
follows: Boler Uddeholm is one of the most important European producers of high-grade
steel. High-grade steel is crude steel refined with alloying metals like manganese, tungsten,
chromium, or others. These alloying metals have desired effects like compression strength,
impact strength, and many more. A production planning system compounds orders to jobs
and chooses required process plans. Furthermore, the system determines weeks when these
jobs shall be processed by regarding the capacity of the steel making shop. It works out for
each week two sets of jobs to be processed on both production lines. Usually the first shift in
the steel making plants starts Sunday evening and the last shift ends Saturday. Sometimes
fixed sequences for two or three jobs are given to facilitate the scheduling in the subsequent
plant. The task of the scheduler is to find a possible sequence for all jobs with violating as
few compatibility constraints between jobs as possible and to allocate resources over time
without violating temporal and capacity constraints. The result of this scheduling process
may be that some orders are rejected and shifted to the next week. To reduce the number of
rejected orders, general rules that explain what combinations of orders may be produced in
one week are already regarded by the production planning system. The steel making plant
produces slabs or ingots of a certain quality for different subsequent plants like the forge,
the rolling mill, or the foundry. The destination is important for the scheduling process,
because the working hours of these plants must be considered. Sometimes products are
stored for several days in intermediate stock yards, because the next plant cannot process
the jobs in the same sequence as the steel making plant. The different sequencing criteria
of jobs cause considerable costs for the company. Moreover, since the steel cools down it
must be warmed up again in the next plant. To reduce costs and to improve the quality,

some orders have due dates.

The steel Making Process

Pig iron produced in blast furnaces contains usually more than 4% carbon and is therefore

brittle. To get a deformable products, steel is produced by reducing carbon in pig iron
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down to 0.2%. For many high-tech products the quality of steel must be even higher and
reductions of different chemical elements that are still in the steel must be achieved. If the
steel would be delivered immediately from the blast furnace this reduction process could be
made in LD-converts. Since in Kapfenberg no blast furnace exists the crude steel and scrap
iron are Matelda in electrical are furnaces. To reduce costs scrap iron with high percentages
in desired alloying elements is used.

The steel making shop in Kapfenberg consists of three main production lines that share some
aggregates. For every steel quality there is a process plant that describes which operations
must be performed on which aggregates to produce the quality. These operations and
sequences must be only replanned when a failure occurs.

The steel making process starts with the charge of crude steel and scrape iron in one of the
three electric arc furnaces (EAF). The filling of one furnace is called a heat and it already
contains the main alloying elements. The furnaces have different capacities from 17¢ to 55¢.
the duration of melting one heat depends on the size and the ingredients but also external
causes. Since the furnaces consume much electric energy, they are sometimes switched off
due to voltage peaks. Up to five hours can be required for melting, but usually two to two
and half hour are enough. A fixed set-up and a maintenance interval of twenty minutes are
included in this interval. The liquid steel is poured into ladles that are transported by a
crane to a ladle furnace (LF). If the preceding heat has a long processing time in the ladle
furnace, the current heat must wait. This slack time may not exceed two hours. The next
step is a heat treatment in the ladle furnace where where the fine alloying takes place and
whose duration is usually about the same as melting. Later a special treatment may be
performed in the vacuum oxygen decarburation (VOD) unit or on the vacuum decarburation
(VD) unit. The VD-unit can be converted into a VOD-unit. This conversion takes about
three to four hours.

The latest step in the steel making shop is the processing of the steel in a horizontal
continuous caster (HCC) to form slabs or the casting of it into molds to form ingots. The
teeming rate for the HCC is about 50¢/h. If the casting format must be altered, a set-up
time must be considered, too. For casting ingots, space in one of the four teeming bays
(TB), where ingots can solidify in the moulds, is required. Normally the solidification time

for ingots in hours is half as much as the weight of the ingots in tons. Thus an 52¢ ingot
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Figure 2.1: Aggregates in the Steel Making Shop

needs one day and for an ingot of 1¢ half an hour is sufficiant.

The Bohler-Electro-Slag-Topping (BEST)- technology is a special casting technology for big
ingots. The ingots are treated additionally in the BEST-unit and for them only one place in
the teeming bays (TB 1) exists. The ESU-unit is used for some extra-clean steel qualities.
All aggregates and the routings for heats are shown in figure 7.2. Since the third production

line EAF5 and ESU-unit is used only seldom it is not regarded further in scheduling.
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Constraints in Scheduling

e Compatibility Constraints: As described in [72], the main problem in scheduling is
that residuals of one heat in the electric arc furnace may pollute the next heat. The
engineers use as a rule of thumb that 3 % of a chemical element in a heat remain in
the wall of the electric arc furnace and 3 % of the difference of the elements in two
consecutive heats will be assimilated by the second heat. Of course, the 3 % are always
on the safe side and in some cases the expert relaxes this factor. Although the rule
is effective for 42 chemical elements, usually only eight main elements are considered.
These elements are nickel (Ni), Chromium (Cr), manganese (Mn), molybdenum (Mo),
tungsten (W), cobalt (Co), Vanadium (V), and iron (Fe). The amount of the other
36 elements is usually very small and restrictions are no scheduling problem. Since

not all elements react uniformly, exceptions exist that must be handled separately.

e Temporal Constraints: In principle, the cast steel can be stored in intermediate stocks
before it is further treated in one of the subsequent plants. However, then the steel
must be reheated which causes considerable costs. For some qualities it is also better
if does not cool down. Consequently appointments are made between steel shop
and subsequent plants that must be hold within a tolerance of more or less 2 hours.
The average number of jobs with such due dates is about 10 %. Of course, these
constraints are not really hard since they may be relaxed through negotiations with
the subsequent plant. However, it is desirable to hold these due dates to reduce
the time needed for negotiations. Furthermore, also these subsequent plants have to

regard also compatibility constraints that are different to those of the steel shop.

e Capacity and Related Constraints: About 70 % of the jobs are into ingots and the
remaining 30 % are processed on the continuos caster. For both casting technologies
some capacity constraints have to be regarded:

The continuous caster can be supplied with steel from both production lines.
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2.2.2 Evaluation of Schedule

In [70] it is described how to evaluate a schedule. A schedule is evaluated in term of the
degree of satisfaction of the applicable constraints. Schedules with high satisfaction scores
are good schedules. A schedule for which the degree if satisfaction if any constraint is
below the critical threshold for that constraint, is not feasible. The evaluation of a schedule

S is as follows:

1 n m

f(S) = o Z Ji € S Nimportance(J;) + Z C; € S A satis faction(Cj) * weight(type(C;))
i=1 j=1

(2.2.1)

Where importance(J;) is a fuzzy value explaining the importance of a job J;. n is the number
of existing jobs. The degree satisfaction of a constraint is given by the function satisfaction
C;. Since not all constraints have the same importance for the schedule evaluation, the
satisfaction is weighted by a type-specific factor. The function f(S) is used as a fitness

function for the genetic algorithms.

2.3 Presentation of the Steel Demo Application

In [71] the Steeldemo was made as application. The steel demo application can be used to
construct schedules for a hypothetical steel making plant. The first and most important
resource in the plant is an electric arc furnace where the steel is smelt together with scrap
iron and alloying elements. We assume a constant duration of 120 minutes for this process.
The content of a furnace, the so called heat has up to 50 tons weight. One of the most im-
portant constraints on the schedule construction process is the compatibility of steel grades
sequenced on this furnace. Chemical elements such as nickel, chromium and others will
remain partly in the furnace. The next heat may take over some of these elements. If it is
prescribed for the subsequent heat to have only very few parts of this element, the steel may
be spoiled by the infiltration from the prior heat. Thus the first objective of the scheduler
is to find a good sequence on the furnace. If human experts consider these compatibil-
ity constraints, they first formulate a very strong constraint to relax if they do not find a
possible sequence. These constraints may be relaxed because there are still possibilities to

manipulate the chemical reactions during the actual process. After this first operation the
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liquid steel is poured into a ladle. With this ladle the steel is transported to different steel
aggregates in the secondary metallurgy. The individual resources such as ladle furnaces, a
vacuum decarburation unit and others have not to be considered here because they do not
pose constraints on the schedule construction process. The duration of the whole secondary
metallurgy process depends on the kind of steel quality (i.e. the steel grade) to be produced
and is about two to three times longer than the smelting process. In the simplified model
of this demo we assume that the time is two times the furnace time plus for each alloying
element 20 minutes. An alloying element is a chemical element such as nickel that is added
in a considerable amount to give the steel certain characteristics. To enable continuous
operation on the furnace, six ladles are available. Since the compatibility problem holds
also for the ladles, the scheduler will typically create ”classified” ladles where each ladle
is specialized for a certain alloying element. Furthermore, the energy consumption on the
ladles should be minimized. Since a ladle must be hot if the steel is poured into, one has
to use as few ladles as possible and the duration between ladle usages should be minimized
without violating other important constraints. Finally, the steel is cast either with a con-
tinuous caster unit into slabs or with a casting crane into ingots of certain size. Although
the casting on the continuous caster is most economical, only a restricted number of heats
may be produced here due to technological constraints that are not under the scheduler’s
control. If the heat is cast into ingots, these ingots must be prepared and set up by a work
force in the teeming bay. After solidification, the ingots must be stripped off by the workers.
The durations of the solidification as well as set up and strip off are dependent on the size
of the ingots. If the heat is cast into many small ingots the work load is greater than for
one or few bigger ingots. Thus it is a further objective to distribute heats to be cast into
many small ingots over the whole scheduling period. The special characteristic of steel and
the requirement of a prescribed temperature demands that the smelting process, the ladle
process and casting process must be immediately after each other. Only very short breaks
are allowed. The plant operates in a three-shift mode from Monday 6 am until Saturday 2
pm thus allowing between 50 and 60 heats to be produced each week. Which heats shall be
produced are specified in a list of orders.

Such orders may contain additional constraints: There may be a due date demanding the

heat to be finished at a certain point of time which has to be hold within a tolerance of
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two hours. Such orders must be delivered in time. A too late as well as a too early finish
is not desired because the cast steel should be still warm for subsequent processing. The
preferred start time is a softer time constraint used here to specify for difficult steel grades
when they are to be started. These temporal constraints are also relaxable if otherwise no
good sequence in regard of the compatibility constraint can be found. Moreover, there may
be constraints that describe that two orders shall be produced together. These so called
double cast orders are applied if so much steel of a certain grade is ordered that can not
be produced in one heat but is also not enough for two legal heats. Therefore the furnace
is first filled totally and after smelting, only one part of the smelt heat is poured into the
ladle. Then the furnace is refilled to produce the second heat. The steel demo schedulers
allows to produce randomly list of orders with the described characteristics. In a prefer-
ence dialog the number of orders and variability of these orders may be constrained. For
example, the number of orders is determined by a random number. However, this range
of the random numbers can be constrained. The default setting is to generate between 50
to 60 orders. These values can be changed to some reasonable values. Further it can be
restricted how many orders with due dates and preferred start times shall be generated for
each list. The number of double cast orders and orders to be produced on the caster are
also determined randomly. The diversity of steel grades generated is also under control. So
first there is a possibility to constrain how many different steel grades can be produced. If
the grade-order ratio (some value between 0 and 1) is small only few different steel grades
are generated and the compatibility problem will be not so difficult. If the ratio is set to
one, each order will have a different steel grade. However, this will not necessarily result in
a difficult problem, because the grades could be similar. The diversity of the steel grades
is determined by their chemical content. In the demo scheduler seven chemical elements
(nickel, chromium, maganes, vanadium, carbon, nitrogen and iron) are considered. For
each element lower and upper limits may be specified to control the diversity of products
to be scheduled. The algorithm will first decide how many alloying elements a new steel
grade shall contain. The possible alloying elements are nickel, chromium, manganese, and
vanadium. At least three are selected randomly. To be an alloying element the content
must be higher than 2 elements (especially carbon and nitrogen) lower limits are applied.

Finally, for each order it is determined whether slabs on the continuous caster or ingots in
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the teeming bay are produced. Furthermore, the size and the amount of these products is
determined. This decision is independent of the steel grade.

-EAF (Electrical Arc Furnace): In the EAF resource the steel is smelt down, this resource
is a non-sharable resource where any two operations(allocations on the resource) may not
overlap temporally.

-Ladles(Ladle 1 ..Ladle 6): This is a resource group containing six ladles (non-sharable
resources) that are used to transport the liquid steel in the secondary metallurgy until the
steel is cast into ingots in the teeming bay or slabs on the continuous caster.

-Continuous Caster(CC): This resource is a non-sharable resource, It should work without
interruptions (in sequences) to produce most economically. If the caster stops a longer setup
is required. Compatibility constraints are very hard so that usually only equal steel grades
may be cast in sequence.

-Teeming Bay(TB): The TB is a sharable resource where the number of blocks in the teem-
ing bay is represented by a curve. If the steel is cast into ingots space for the solidification
process is needed in the teeming bay. The TB stores how many ingots solidify at a given
point of time in the bay. This resource is sharable because more than one job may use this
resource at a time.

-Worker: This resource shows the effort of the workers for building up and strip off the
blocks in the teeming bay.

A minimum of fifty jobs and maximum of sixty jobs should be scheduled on these resources,
the schedule of these jobs should satisfied some constraints. The main criteria that con-
straints the sequence of jobs is compatibility constraints between jobs. There are hard
constraints and soft constraints; for example Due dates are considered as soft constraints.
To evaluate a given schedule the satisfaction of all constraints and objectives are described.
Different kind of constraint violation get different weights. In the steel making application
we have the following constraints with their weight and threshold: From these constraints
there exist soft and hard constraints. Soft constraints can be violated but hard constraints
must not be violated, this means to have a feasible schedule hard constraints must be

satisfied.
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Evaluation Criteria Weight | Threshold
Chemical compatibility 0.2 0.3
Idle time 0.05 0.0
Tardiness 0.3 0.1
Preferred start time 0.1 0.0
Minimal resources 0.1 0.0
Balanced load 0.05 0.0
makespan 0.2 0.0

Table 2.1: Steel Demo Scheduling Constraints

2.4 Conclusion

In this chapter a general description of steel making plant scheduling was presented and
an application, Steeldemo scheduler, which create benchmarks to make experiments on it.
The scheduling problem in the High-Grade steel making is a NP-hard problem [164] which
could be not solved by traditional methods from operational research. The approach used
in this thesis is evolutionary algorithms that are robust methods to find ”good” solution in

a polynomial time.



Chapter 3

Genetic Algorithms: An Overview

3.1 Introduction

This chapter provides an overview of the genetic algorithms and explores their theoretical
aspect. First, genetic algorithms and their applications will be described, then theoretical
description of genetic algorithms is provided as well as how a solution in a genetic algorithms
should be represented. Different selection methods, which provide the ability to select the
genomes from the population are given and different scaling methods are explained in details.
The most important process in genetic algorithms are their operators, namely crossover and

mutation operators which are explained in detail in this chapter.

3.2 Genetic Algorithms

Genetic algorithms are one of the most important and the most used techniques in the
evolutionary algorithms paradigm. Developed by John Holland [108], genetic algorithms
are inspired from the evolutionary process, which exists in nature.

The basic idea of genetic algorithms is that they mimic the evolution to solve optimization
problems which have not yet been solved through deterministic methods. These optimiza-
tion problems are known NP-Hard problems [164], such as traveling salesman problem,
scheduling problems, Coloring problem,..etc.

Genetic algorithms have several characteristics which are as follows:

19
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1. Representation of solutions
2. Recombination

3. Selection

4. Reproduction

5. Fitness function.

The characteristics above are described below.

Classical genetic algorithms as described by Holland [108] use bit string representation; each
string has a fixed length.

The next sections present a theoretical approach of genetic algorithms followed by a discus-

sion of the characteristics of genetic algorithms.

3.3 Theoretical Aspect of Genetic Algorithm

The theoretical aspect of genetic algorithms helps us to understand the mechanisms of
genetic algorithms and to answer the questions of why they work and how they work. The
widely used theoretical explanation of genetic algorithms was developed by Holland [108]
and Goldberg [93]. Some explanation of the theoretical aspect is as follows:

There exist some strings which have similar substrings, this similarity is described by
schemata (set of schema). Schemata are defined to be strings of length [ over the alphabet
0,1, %

Example:

The schema H =1 % 01x* represents a set of the following bit strings

10010

10011

11010

11011

Schemata have two measures Holland [108]:

order o(H) of a schema: number of fixed positions of H.
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H =0x* %1%

o(H) =2

defining length A(H) of a schema H, which is a distance between the first and last specific
string position.

H =0 % %1%

A(H)=4-1=3

The influence of selection, crossover, and mutation operators on schemata is described by

the following schema theorem:

m(H,t +1) > m(H,t).f(H)/[1 — Pe.(H)/( — 1)] (3.3.1)

The equation 3.3.1 means that short, low-order, above average schemata, so called building

blocks, receive exponentially increasing trials in the following generations [93].

3.4 Representation

Representation is the basis of genetic algorithms, because genetic algorithms work on
chromosomes.

Simple genetic algorithms, as described by Holland [108], use bit string representation, i.e.
each chromosome represents a set of 0,1 and each chromosome has a length 1.

Example:

Chromosome: 10100010

In the last three decades several new genetic algorithms have been developed, which have

different representations. An overview of these representations is as follows:

1. Order-based representation:
Bean [15], where each element of the chromosome is an integer. This kind of repre-
sentation was used for sequencing problems like Traveling Salesman Problem (TSP)
or scheduling problems.
Example:
Chromosome: 12345678
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2. Tree structures:
This kind of representation was created by Koza [120], where each node of a tree
represents a program. From this structure new paradigm of genetic algorithms was

created called genetic programming paradigm.

3. Real representation:Alden [2].
Where each element of a chromosome represents a real number.
Chromosome:

CH = (x1,..,%;, .., Tn ), where z; is real number.

4. Matrix Representation [87] Where each element represents a binary (0, 1)

0001
1 1

01 01
1111

3.5 Selection Methods

1. Roulette-Wheel Selection: Goldberg [93]
This method is also known as proportional selection method Holland [108]. This

method of selection works as follows:

e Calculate the fitness value f; for each chromosome i in the population (i=1 ,..,
pop-size).

e Find the total fitness of the population
F =S

e Calculate the probability of a selection p; for each chromosome i in the population
(i=1 ,.., pop_size):
pi = %

e Calculate a cumulative probability g; for each chromosome i (i=1 ,.., pop_size)
4 = 2221 pj

This method requires positive fitness values and a maximization task, so that scaling

functions are often used to transform the fitness values accordingly.
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2. Stochastic Selection:Goldberg [93]
- Calculate selection probabilities
- Successive pairs of individuals are drawn using roulette-wheel selection

- The string with higher fitness function is selected to produce the next generation.

3. Tournament Selection: Goldberg [93]
Take a random uniform sample of a certain size ¢ > 1 from the population, selecting
the best of these q individuals to survive for the next generation, and repeat the
process until the new population is filled. This method is computationally efficient

and is easy to implement, which is why it is popular.

4. Ranking Selection: Goldberg [93]
In this method the population is sorted according to objective function value. Chro-

mosomes are then assigned an offspring count that is solely a function of their rank.

3.6 Scaling Methods

If the fitness function is given for each chromosome in a population, there are some ex-
traordinary chromosomes, i.e. chromosomes with a high fitness function, which dominate
the selection process during the run of the genetic algorithm and the genetic algorithm will
converge to a local optimum. To avoid having such situations Goldberg [93] uses the so
called scaling function methods, which try to accentuate differences between individuals in

the population and to avoid local optimun.

1. Linear Scaling Goldberg [93] g = a.f + b. Where a, b are constant. The role of the
coefficients a and b is that they enforce quality of the raw and scaled average fitness
values and cause maximum scaled fitness to be a specified multiple of the average
fitness. In the linear scaling method the fitness function must be positive otherwise

this method does not work well.

2. Logarithmic Scaling ¢ = a — log(f). This function assume a guaranteed positive

objective function as well as a < log(f)

3. Exponential Scaling g = (a.f + b)°. Where a and b are chosen as in the case of the

linear scaling methods.
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4. Sigma Truncation g = f — (f —c.c) Where c is a small integer and ¢ is the population’s

standard deviation; In this case the possible negative functions g are set to zero.

3.7 Crossover Operators

Crossover operators play a central role in genetic algorithms. They are used to explore the
search space. Crossover operators operates generally in two individuals of the population
to create new offspring. These offspring are different from their parents but do inherit
some characteristics. The most important role of crossover operators is the disruption.
The first crossover operator created by Holland [108] is the one-point crossover operator,
which operates on two individuals (bit string). One position is chosen randomly on each
individual, then substring are exchanged.

Example :

Parent 1

If we choose the position 5 the offspring will be as follows:
Child 1
10|01 j1f1]1|01{0

Child 2
00110101101

Several crossover operators were created after the one-point crossover.  The new

crossover operators depend on the kind of representation used.
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3.8 Mutation

Mutation operators were introduced by Holland [108]. They try to change single bits in the
new offspring by inverting them.

Example :

0—1

1—0

The mutation operator is used with mutation probability F,,, which should be very small.

3.9 Different Kind Of Genetic Algorithms

Since the last three decades several new genetic algorithms have been developed. In this

section the most important genetic algorithms are presented as follows:

1. Simple Genetic Algorithm: As described by Goldberg [93], is composed of three main
operators:
-Reproduction:
In this process individuals are copied according to their fitness function. Individuals
with high fitness function have more chance of participating in the production of the
next generation whereas individuals with low fitness have less chance. -Crossover:
This operator takes two parents from the current population and create two children
which are different from their parents but contain some characteristics of their parents.
-Mutation:
This operator tries a random alteration of children. The goal of this operator is to

avoid the quick convergence of the genetic algorithm.

2. Steady State Genetic Algorithm: Syswerda [187] In this algorithm there is one pa-
rameter which is the number of new chromosomes to create. In general one or two

children are created and inserted in the population.

3. Incremental Crowding Genetic Algorithm: De Jong K. A. [55] and Mahfoud [141].

It follows the simple genetic algorithm except that only a fraction of the population
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reproduces and dies with each generation.

4. Parallel Genetic Algorithms:
In this algorithm multiple processors are used in parallel. Each individual selects by

itself. It looks for partner in its neighborhood only [156].

5. Distributed Genetic Algorithms:

multiple populations are separately evolved with a few interactions between them.

6. Messy Genetic Algorithms: [94]
It uses a number of ”exotic” techniques such as variable-length chromosomes and a

two-stage evolution process.

7. Multi-objective Genetic Algorithms: [213]
If there are many objective functions, the simple genetic algorithm does not work,

this is why new genetic called multi-objective genetic algorithm are created.

8. Hybrid Genetic Algorithms:
This represent genetic algorithms combining with other search algorithms like simu-

lated annealing, tabu search, hill climbing, ..etc to perform their quality.

9. Compact Genetic Algorithm: [101] Where the population is represented as a proba-
bility distribution over the set of solutions and is equivalent to the simple GA with

uniform crossover.

3.10 Application of Genetic Algorithms

Genetic algorithms are widely applied in areas such as pattern recognition, robotics, artificial
life, expert systems, electronic, electrical application, cellular automate, biology, medicine,

scheduling and planning problems, as well as others.



Chapter 4

A Review of Representations and
Operators for Scheduling Problems

In this chapter an overview of the different kinds of solution representations made for
scheduling problems are provided. Firstly, indirect representations of a schedule in a chro-
mosome are given, then different direct representations of schedules in chromosomes are

explained.

4.1 Introduction

Representation is one of the most important characteristics of genetic algorithms, it is
in fact the key issue for genetic algorithms. The improvement of a solution by genetic
algorithms depends first of all on which kind of representation is used to code the solution,
it is very hard to know which representation will give us the best results. In Scheduling
problems many representations were proposed by researchers in the last three decades [87],
[159], [52], [186], [32], [9], [10], [203], [122], [21], [190], [44], [127],[46],[75], [58], [109], [22],
[143]. In this chapter a review of the most used representations in scheduling problems and
the corresponding operators are provided. Two kinds of representations are used in most

scheduling problems.

e Direct representation, in which the whole schedule is coded in a chromosome, in this
representation special and specific operators(crossover and mutation operators) are

used.

e Indirect representation, in which just a set of jobs or a set of orders for each job is

27
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coded in a chromosome. In this representation we need a decoder, which is also called

a schedule builder, to decode a solution (chromosome) into a feasible schedule.
4.2 Indirect Representations of Schedule

In this kind of representation just some elements of schedule such as jobs, machines, process-
ing time, or the plan are represented in a chromosome. To get a schedule from chromosome

a schedule builder or decoder is needed.

4.2.1 Binary representation

Nakano [159] was the first person who used binary representation in scheduling problems.
In this case the schedule is represented as a binary chromosome, where each chromosome
contains 0 or 1. Nakano [159] defined a function called ’prior’ which is described as follows:

If we consider two jobs j1 and j2 to be scheduled on the same machine then:

o 1 if the operation j; is executed before the operation jo on the same machine
prior(j1,52) =
0 otherwise

Example: for 3 jobs and 3 machines we have the following tables: 4.1, 4.2.

ml |2 il |3
m2 | j3 |jl|j2
m3 | j2 | jl |3

Table 4.1: Jobs Matrix

Machine sequence:

j1 | m1 | m2 | m3
j2 | ml1 | m3 | m2
j3 | m3 | ml | m3

Table 4.2: Machines Matrix
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We define a function prior (j1,j2) on (m1,m2,m3) :
e prior (j1,j2) =0 on m1
e prior(j1,j2)=1 on m?2
e prior (j1,j2)=0 on m3
The value of the function prior (j1,j3 ) on (ml m2 m3) is :
e prior (j1,j3)=1 on ml
e prior (j1,j3) = 0 on m2
e prior (j1,j3)= 1 on m3
The value of the function prior (j2,j3)on (ml,m2,m3) is :
e prior(j2,j3)= 1 on ml
e prior(j2,j3)= 1 on m3
e prior(j2,j3)= 0 on m2

Through the value of the function prior we determine a 3 x 3 matrix:

010
1 01
110

prior(j2,j3)= 0 on m2:

Through the value of the function prior we determine a 3 x 3 matrix:

0
1
1

—_ O =

0
1
0
prior(j2,j3)= 0 on m2:

Through the value of the function prior we determine a 3 x 3 matrix:
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0
1
1

—_ O =

0
1
0

In this representation a conventional genetic algorithm is used with conventional op-
erators (crossover and mutation) described in [93]. When a conventional crossover operator
is used, the chromosomes produced are illegal (they give no feasible schedule ). Nakano
[159] used an evaluation function to find a legal chromosome g’, as similar to the initial
chromosome g as possible, then g’ is evaluated to determine the fitness of g. In survival of
chromosome a treatment is introduced called forcing, it replaces the chromosome g with g’

when g is selected as a survivor.

Conventional Operators In [93] the following operators are described as follows:

e One point Crossover
Example:
Parent 1:
110 0 1j1 0 1
Parent 2:
01 0 0 1|]0 1 1
Child 1:
110 0 1j]0 1 1
Child 2:
0 1.0 0 1|1 0 1

This operator works on conventional binary representation. It uses one random cut

point on each chromosome, then the chromosomal material is swapped and two dif-

ferent children are created

e Two Point Crossover
This operator works like the one point crossover [93] , except that two cut points rather
than one are selected at random, and chromosomal material is swapped between the

two cut point.
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Example :
Parent 1:
1 170 0 1]1 0 1
Parent 2:
0 1]0 0 1|10 1 1
Child 1:
110 01 0 0 1
Child 2:
010 0 1 1 11

Knowledge-Based Nonuniform Crossover: This Crossover Operator [143] also works
on binary representation. The difference between this operator and the conventional
crossover operators is that in conventional crossover operator masks, each bit is 1 or 0 with
equal probability. In Knowledge-Based Nonuniform Crossover, the crossover mask is a
string of real members € [0,1]. Real member represent a probability of selection of a gene
in a chromosome, which depends on the position of the bit in the string and on problem

dependent knowledge.

Example:

P1:

11 0 01 1 0 1

P2:

010 0 1 0 1 1

Mask:

05 03 07 01 06 02 09 08

The children are obtained using the following relation:
Prob(P1(i) = P2(3)) = p;
p; is the probability of the bit i.
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4.2.2 Non Binary Representations

In this representation each gene in the chromosome contains natural numbers. FEach
number corresponds to the job to be scheduled or the processing time of a job on one
machine.

Example:

If we consider a set of 9 jobs to be scheduled we represent these jobs in a chromosome as
follows:

1 2 3 45 6 7 8 9

Non binary representation is a more natural to have a representative schedule than
a binary representation. The schedule is considered to be sequencing problem, therefore
the same representation and operators used in the Traveling Salesman Problem (TSP) are

used in scheduling problem. We consider the following representation and operators:

Orders representation [186] The genes of each chromosome are represented as orders to
be scheduled. In this case the scheduling problem is considered to be a sequencing problem
and we can approach it in the same way we would with the Travel Salesman Problem. In
the TSP the operators do not use any information concerning the distance between cities,
this means that it is possible to use these operators for other sequencing problems, like the

scheduling problem (the order in the scheduling is very important).

e Partial Matched Crossover [93]
This operator is used for the ordering representation, a sub-list is mapped onto a sub-
list of the other parent and the remaining information is exchanged. This operator
works by using the following four steps:
Step 1 : Choose an interval to be swapped .
Step 2 : Create a map from the selected interval.
Step 3 : Exchange the two intervals.
Step 4 : Use the map to alter the new solutions so that they are once again legal (no

conflict)
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example :
Parent1:
1 2 3/4 5 6 7|8 9
Parent2:

4 5 2|1 8 7 69 3
Firstly the segments between the cut (I: the symbol of the cut ) are swapped:
01=(I18761)
02=(145671)

We have a set of mapping : 1 <> 4,8 <> 5,7 <> 6,6 <> 7 The cities for which there is

no conflict are filled in:

01=(23118761.9)

02=(.214567193)

(The point means until now there is no gene) The rest not filling genes are replaced
by the mapping list : (for example : in the first gene of O1, it should be 1 but there
is a conflict, it is replaced by 4 using the mapping 1 7 4 ). We have the result in the
offspring as follow:

01=(423187659)

02=(182456793).

Order Crossover [52]

A sub-list from one parent is chosen then a relative order of tasks is preserved from
another parent. This operator works using two steps :

Step 1 :Choose an interval to be copied into offspring

Step 2 :Starting from the last interval of one parent , the tasks from the other parent
are copied in the same order , omitting symbols already present.

Example :

P1=(12314567189)

P2=(45211876193)

O1=(145671)

02=(118761)

After the removal of the tasks 4 ,5,6,7, which already exist in the first offspring, we
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will have:
01=(218455693)
If we do the same thing for the second offspring, we will have :

02=(345187692).

Order based crossover [186]

It randomly selects several positions in a chromosome, then the order of tasks in the
selected positions in one parent is imposed upon the corresponding tasks in the other
parent.

Example:

P1=(123456789)

P2=(412876935)

The positions 3 rd, 4 th , 6 th and 9 th are randomly selected, the ordering of tasks
in these positions from P2 will be imposed on parent P1. The tasks are present at
position 2 , 5, 6 , 8.In the offspring the elements from p2 (2-8-6-5) on the positions
are recorded to match the order of the same elements from P2 (order: 2-8-6-5) the
offspring is a copy of P1 on all positions except positions 2,5,6,8:
01=(1.34..7.9)

All other elements are filled in the order given in parent P2.
01=(123486759)

By using the same steps the second offspring is:

02=(312874695).

Position based crossover [186]
Is much the same as the order based crossover, the only difference being is that
the position based crossover selects several tasks at random instead of selecting one

subsequence of tasks to be copied.

Edge recombination operator [203]
In this case the scheduling problem is represented as a sequencing problem. It is con-

sidered to be an ordering problem similar to that of the Traveling Salesman Problem.
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The edge recombination operator does not work on cities but it explores the infor-
mation on the edges in a tour. The offspring is built from the edges present in both
parents (each parent represent a tour). This operator uses an edge map, its stores all
the connections from the two parents that lead into and out of a city. After an edge
map is made from the two parents, an initial city from one of the two parents tours
is chosen (this is the first city in the parents tours ). If the two initial cities from
the both parents have the same number of edges on the edge map, one initial city is
chosen randomly, or else the initial city which has the smallest number of edges on
the edge map is chosen. In step 2: all occurrences of the chosen city are moved from
the left -hand side of the edge map. Step 3: If the chosen city has entries in its edge
list, go to step 4, or else go to step 5. Step 4: Determine which of the cities in the
edge list of the current city has the fewest entries in its own edge-list. The city with
the fewest entries is consider as a chosen city, go to step 2. Step 5: If there are no
remaining unvisited cities then stop, or else randomly choose an unvisited city and
then go to step 2.

Example:

P1=(123456)

P2=(243156)

first we make the edge map:

1: 2635

2:13614

3:241

4: 352

5:461

6: 152

The initial cities of the parents are: 1 and, 2, and we have to choose one of them.
City 1, and 2 have the same number of edges, so we can choose one city randomly.
City 2 is chosen:

1: 635

*2:1364

3:41
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4: 35

5:461

6: 15

The edge list indicates there are four cities to be candidate for the next chosen city
(1,3,6,4). City number 2 is eliminated, and city 3 is chosen randomly. City 3 has
edges to cities 4 and 1 . Next city 4 is chosen (It has the fewest edges). City 4 has an
edge to 5, and then city 5 is chosen. This city has edges to 1 and 6, we chose city 1
at random because it has the same number of edges as city 6. City 1 give way to city
6, and the offspring is as follows:

0=(234516).

This offspring is composed entirely of edges taken from the two parents (P1 and P2 ).

Precedence preservative crossover which was applied to scheduling problems by [22].
The offspring chromosome is initially empty. Then a vector of length 'n’ is randomly
filled with elements of the set 1,2. This vector defines the order in which genes are
drawn from parent 1 and parent 2 respectively .After a gene is drawn from one parent
and deleted in the other one , it is appended to the offspring chromosome.

Example:

P1:
322231113

P2:
113221233

gene of parent:

112222111

PPX:
321121233
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e Maximal Preservative Crossover
This operator was introduced by [155]. A substring is randomly selected from the
first parent whose length is greater than or equal to 10 and smaller or equal than
the size divided by 2. (This choice is done to preserve more information from the
parents). Then all the chosen elements from the first parent are removed from the
second parent. After that, the substring chosen from the first parent is copied onto
the first part of the offspring. Finally, the rest of the offspring is filled up with
elements in the same order as they exist in the second parent.
Example
Parent 1
1)2|3]4]5]6]7]8]
Parent 2
24l6]8]7]s5]3]1]

The substring (3 4 5 ) is chosen from the first parent.
The offspring will be:
3lals]2]6]8]7]1]

e Uniform Order-Based Crossover This operator is described in [43] as follows:
This operator used the uniform crossover mask to select jobs from parents.
If the mask is 1 then the job from parent 1 is selected to be in the offspring and

the remaining jobs are filled in the offspring in the same order they appear in Parent 2.

Example:
Parent 1
1)2|3]4]5]6]7]8]

Parent 2
24687531‘
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Mask:

4.2.3 Matrix representation

In this representation [87], the scheduling problem is considered to be a sequence problem
(the same as a TSP ). If we have a sequence of jobs, this sequence is represented by boolean
(0,1) matrices that represent predecessor and successor relationships.

Example: If we have the sequence [2 1 3 5 4 ], then the job 1 precedes job 3, job 3 precedes
job 5, and job 5 precedes job 4, etc. This sequence can be represented by the following

matrix as follows:

—_ O = =

O O = ==Lt

OO O = P W

OO OO O

U W N =
SO O = Ol

Table 4.3: 21354 ]

The matrix element m;; = 1 if and only if job i occurs before job j in the sequence.
The sum in the column determines the number of predecessors of a job, and the sum in the
row determines the number of successors of a job . The matrix representation has three

properties:

1. The number of 1 is exactly: n(n —1)/2
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2. mij=0 for all 1 <=7 <=n (no cycle exists)

3. if mij =1 and mjk = 1 then mik =1

(the transitive nature of the order must be respected).

Operators for Matrix Representation

e Union Operator [87] The union operator works in 4 steps. If we have a binary matrix
representing the parent sequences, first partition the set of symbols (jobs) into two
disjointed sets. Second, construct the matrix which contains the bits from the first
parent that defines the relationships within the first subset of jobs and construct the
matrix which contains the bits from the second parent that defines the relationships
within the second subset of jobs. Third, perform the logical OR (union) of these
two matrices resulting in a matrix that contains unique attributes from both parents
but with some attributes still undefined. Fourth, convert the obtained matrix into a
sequence of jobs, which corresponds to the created children.

Example:

If we have the two sequences:

Parent 1: 21354 ]

Parent 2: [51234]

and if we choose the disjointed subsets: [2 1] and [ 35 4 ].

Then the two parents can be represented by the binary matrix as follows:

Parent 1: 21354 ]

R e e S
O O = = ot

3
1
1
0
0
0

Tt W N =
S O O = O
oS O O O O|N

Parent 2:[5123 4]



40

S O O O O ot

R e e S

3
1
1
0
0
1

ot W N =
_ o O o o=
_ o O O =N

The Matrix resulting from the union of the two matrices above is as follows:

Children:

S N
ST e
T T T
—_ o o M 5w
— o kM M a
S O = M M| o

X

e Intersection Operator [87] The idea behind the intersection operator is that the
characteristics that are common to two good solutions should be passed onto the
children. Given two matrices from the parents, a logical AND (intersection) of the
two parents is used to create new children.

Example:

If we have the two sequences:

Parent 1: 21354 ]

Parent 2: [51234 ]

The two parents can be represented by the binary matrix as follows:

Parent 1:[213 5 4]
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1(2(3(4|5
1101011 ]1|1
21170111
310100111
410(010(0|0
51070701110

Parent 2:[ 51234 ]

11231415
1{0]j1(1|1]0
2(0(0]1(170
3/]0]10]0)1]0
410(010(0|0
51111110

The Matrix resulting from the intersection of the two matrices above is as fol-

lows:
Children:
112345
1110|0110
210(0|1]1]0
3/]0(0|0]1]0
410(0(0|0]0
5/0(0|0]|1]0

The children corresponding to the matrix can formulate the sequence:

Children: [12354 ]

Compared to other operators like Partial Matched Crossover or Edge Recombination oper-

ator, the genetic algorithm with Union or Intersection operators computes slowly [87].
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4.2.4 Permutation representation

n jobs (tasks) are executed on a set of m machines [22]. We have to assign all jobs to
machines and sequence the assigned jobs for each machine such that an overall cost-function
is minimized. pl,.,pnl, pnl+1,.,pn2,...pnm-1 +1,...pn

machine 1 machine 2 machine m

This representation is the permutation of the job numbers 1,2,..,n, which is m-partitioned

by the numbers nk.

Crossover Operators In this representation two kinds of crossover operators are
used, namely the General Order Crossover (GOX) and the General Partial Matched
Crossover(GMPX) [22].
Example:

Parent1:
3122|2311 (1]3
Parent2:
1(113(2(2(1]2]3]|3

GOX offspring:
11322123113

GPMX offspring:
1132213 |1]2]1|3

4.2.5 Order/process plan representation

In [9] and [10], each gene of a chromosome contains an allele representing an order/process
plan.
Example:

oderl/planA | order3/planB | .. | order2/planA | order5/planC
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4.2.6 Order /process plan /resources representation

In [9] and [10], each gene of a chromosome is represented as follows:

Op0 Opl | Op0 Opl Op2
Job: 1 Job: 0
M2 M1 MO M1 MO

The order of the jobs is important, this means that the priority of job 1 is bigger than
the one of job 0.
The operators used in this case are :crossover operators, plan crossover, mutation oper-

ators.

4.2.7 Time-dependent preference lists representation

To encode the scheduling problem, there is for each machine (resource) a list of preferences
which are linked to times [52]. For example : Resource 1: (40 03 ol 02 ’wait’ ’idle’),the first
element of a list mean the time at which the orders work. The machine (resource) should
execute the order 03 before ol. If this is not possible, then it should execute the orders
ol and 02. If no order is available to execute the machine should wait. Three operators
are used in this case: run-idle: It inserts the ’idle’ as the second member of the preference
list and resets the first member (time) of the preference list to 60 minutes . scramble: it
scrambled the members of preference list . crossover: The operator exchanges preference

lists for selected resources.

4.2.8 Preference list-based representation

This representation was originally created by [52]. If we have m machines, n jobs, each
chromosome contains m sub chromosomes, and each sub chromosome contains n operations,
each operation has to be processed on the relevant machine. The sub chromosomes are, in
reality, a list of preference, this means each machine has its own preference list. Example:
with 3 machines(m1,m2,m3) and three jobs(j1, j2, j3), we consider a chromosome:
ch=1[(231)(132)(213)] The gene (2 3 1) is the preference list for the machine
ml ,the gene (1 3 2 ) is the preference of the machine m2, and the gene (2 1 3) for the

machine m3. This means the first operations which are preferred are j2 on machine ml, j1
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on machine m2 and j3 on machine m3.

4.2.9 Priority rule-based representation

A chromosome is represented as a sequence of dispatching rules for job assignment [75]. If
we have n jobs which are executed on m machines, the chromosome is encoded as a string
of n x m entry (P, Ps,, Pym).Each entry Pi represents one rule.

Example : The chromosome ch is represented as follows:

ch=[122144213], each gene is considered as rule. 1:means select an operation
with the shortest processing time.
2:means select an operation with the longest processing time .
3:means select an operation for the job with the most total processing time remaining . 4:

means select an operation for the job with the least total processing time remaining.

4.2.10 Disjunctive graph-based representation

the job shop is considered as a disjunctive graph G = (N, A, E) defined as follows: N con-
tains nodes representing all operations, A contains arcs connecting consecutive operations
of the same job, E contains disjunctive arcs connecting operations to be executed by the
same machine . The chromosome is represented as a binary string, which corresponds to
an order list of disjunctive arcs in E. X;; = {1, settle the orientation of the disjunction arc
from node j to node i 0, settle the orientation of the disjunction arc from node I to node j }
This representation gives an infeasible schedule because of the possibility of having a cyclic

graph.
4.2.11 Machine based representation
Each gene of a chromosome is represented as a machine, ch = (ml, m2 ,..,mm)

4.2.12 Operation-based representation

[44], Each gene is represented as an operation Ojiy,, which means the i-th operation of job
j is executed on machine m. The chromosome is represented as follow: CH = [ 0211 O111

0122 0133 0223 O 232 0312 0321 0333 | m x j genes are in the chromosome.
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4.2.13 Job-based representation

Each gene of a chromosome is represented as a job [44], [22]. In the sequence of jobs existing
in the chromosome, all operations of the first job are scheduled first and then the second
one is scheduled and so on. The occurrence of the operations in job j is very important (the
first operation in job has the best available processing time for machine m). New Crossover

was introduced, this operator is called precedence preservative crossover [22].

4.2.14 Completion time based representation

Each gene of a chromosome represents a completion time of operation , for example :

ch = [ cl11, ¢122, ¢133, ¢211,c223,c232,c312,c321,c333]
where Cjir means the completion time for the operation i of job j on machine r. This
representation gives an illegal schedule , this why a special crossover and operation is used

for this representation.

4.2.15 Random key representation

Each gene of a chromosome is encoded as a random number [16]. For m machines and n
jobs, each gene contains two parts: an integer between 1 and m and a fraction generated
randomly between [0,1]. The integer part represent the machine assignment for the job.
Example:

ch=(1.341.091.882.662.912.013.233.213.44).

4.2.16 Pigeon-Hole Coding

The idea of this representation [122] is to convert the permutation in a sequencing problem
into another form in order to facilitate the application of crossover operators. For example,
consider a permutation p=[1 2 3 4]. The four elements are considered to be a flock of four
numbered pigeons lining up to move into a new home one after another with the four pigeon
holes arranged in order and labeled as [1,2,3,4]. If the pigeons are free to make their own
choices by selecting one hole from the empty holes available at that time, then the order of
these pigeons in the pigeon holes could be used to represent a particular permutation. For

example, the first pigeon chooses the second hole out of the four empty pigeon holes (i.e.
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hole 2), the second pigeon selects the second hole out of the remaining three holes (i.e. hole
3), the third pigeon picks the first hole of the remaining two (i.e. hole 1 ), and the final
pigeon takes the last one (i.e. hole 4 ) . The relative order of the holes being occupied by
the pigeons (i.e. [2,2,1]) can be used to represent a permutation of [2-3-1-4] . The mapping
between the permutation and the representation is one to one correspondence, And the
permutation of [2-3-1-4] can be coded by a chromosome of three integers [2,2,1]. We can
generally formulate this kind of encoding : To encode a solution of a sequencing problem
[p1,p2,..,pn] where pi,i = [1,n]andpi = pjifi = j, the pigeon-hole coding schema requires
a chromosome of n-1 integer genes [pl,p2,..,pn — 1], where pl = [1,n — i + 1]. The value of

the k th gene is given by the following rule:

P1 =T (421)
Py =k — Y ¢r(m) (4.2.2)
W here
1 ifm <mfork>1
or(m) =

0 otherwise

This kind of coding schema has the following properties: n-1 integer genes are required
for a sequencing problem of n elements. permitted values of the i-th gene are [1, n-i+1].
.offspring produced from mutation are valid, provided the value of the varied gene is within

permitted values .

4.2.17 New Genetic Representation

A new representation was used in [190], where each chromosome represent one resource
and one individual corresponds to a set of chromosomes. Each chromosome is decodes to
the sequence of jobs to be scheduled on one resource. The number of chromosomes in one

individual equals to the number of resources in a schedule.

Common Cluster Crossover In this crossover operator [190] the crossover points are

not chosen randomly, but this operator identifies the clusters(genes linked together) of
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sub-sequences and exchanges the common clusters between two parents.
Example:
Parent 1:
Chromosome: | 1 |7 |54 [2]2|1]|0]1]0

Sequence: | 2 |9 |8 |3 |7 [4]6|5[10]1 |11
Parent 2:

Chromosome: [ 1 |0 |5[2|1]0]1|0]2]|1

Sequence: | 2 |1 |8 |6 4|5 |3|7|11 9|10
Offspring:

Chromosome: | 1 | 752101010

Sequence: |2 | 9|8 |6 |4 |5 [3|7|10]1 |11

4.3 Direct representation of schedule

The Data Structure is used as schedule itself [32]. No decoding or schedule builder is
needed. Bruns [32] was the first researcher who employs Genetic Algorithms with direct
representation to solve production scheduling problems. This case was used for one

operation orders with associated machine and a start time.

Order x | order y

ml ml

start x | start y

This representation is available just for one -machine problems. It is not possible to

generalize it to n-operation orders or multi-machines.
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4.3.1 Knowledge augmented genetic algorithm for scheduling

This direct representation was developed for more complicated scheduling problems

(m-machines, n-operation orders .. ). The schema of this representation is as follow:

op 7 Bl
m9

[10,15]

op7 B2
m3

[16,17]

op 4 Al | op4d A2
m6 ml

[2,9] | [11,19]

Advanced Crossover As described in [32] this operator tries to select the non delayed

orders from one parent which are inherited from offspring and the missing orders are selected

from the second parent (first, non delayed orders are selected according to their increasing

start time, then the delayed ones are selected).

Advanced Mutation [32] One order is selected randomly, then the process plan of the

corresponding order is changed. After that an operation is selected randomly and an alter-

native machine for the operation is chosen. Finally an operation is selected randomly and

the corresponding time is changed to the earliest possible time.



Chapter 5

Design and Integration of Genetic
Algorithms in the existing DéjaVu
Class Library

In this chapter the integration of genetic algorithms in the Déja Vu class framework, which is
an application framework [80] and [63] , is described. The Unified Modeling Language(UML)
is used to help us in software analysis and design. First, an overview of the Unified Mod-
eling Language (UML) is given then a description of designing the integration of genetic

algorithms in Déja Vu Class framework is given using class diagrams and sequence diagrams.

5.1 Introduction

The purpose of the Conception and the integration of genetic algorithms in the existing
DéjaVu scheduling framework [63] is to find near optimal solution or the best solution
for the scheduling problem. To design an efficient genetic algorithm for the scheduling
problem we should first design the representation of the solution from an initial schedule, this

means finding which representation gives us the best solution for the scheduling problem.

49
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These representations are called chromosomes or genomes in genetic algorithm terminology.
Second, genetic operators are chosen to create new offspring during the evolution of the
genetic algorithm. In this thesis, several genetic algorithms are tested and compared to each
other to see which operator gives us a better solution. The problem is how we integrate
genetic algorithms in the existing DéjaVu system? To answer this question, we should
analyze and design how genetic algorithms communicate with other components of the
system. To do that, we work with the Unified Modeling Language (UML), which helps us
to illustrate the analysis and design of a system. The UML [166], [129], [25] is a language
used to specify, visualize, and document the artifacts of an object-oriented system under
development. It is an attempt to standardize the artifacts of analysis and design: semantics
models, syntactic notation, and diagrams.

We used as a design tool the Rational Rose [166]. DéjaVu scheduling is a semi-finished
application framework [80], which was designed by Dorn et al. [67], [66], [63].

5.2 Overview Of Unified Modeling Language

The Unified Modeling Language (UML) [166], [129] is a modern approach that helps soft-
ware designer to analysis and design complex software. UML as described in [25] is a
graphical language for visualizing, specifying, constructing, and documenting the artifacts
of a software-intensive system. UML is not a programming language but it is a modeling
language. From UML we can generate a code in different programming languages like C++
or Java this is called forward engineering [25] . We can also generate an UML model from
a programming language, this is called Reverse engineering [25].

The conceptual model of the UML is composed of 3 major elements:

e The Basic Building blocks of UML
UML is composed of 3 kinds of building blocks:

1. Things: There are four kind of things in the UML

— Structural things
These represent the static parts of UML, these things represent elements
that are either conceptual or physical. In UML we have seven basic things:

class, interface, collaboration, use case, active class, component, node.
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Class

+Attributes
+Qper ati ons()

Figure 5.1: Class.

Nane of the Interface

_O

Figure 5.2: Interface.

A class, figure 5.1 is a description of a set of objects, which share the same

attributes, operations, relationships, and semantics:

An interface, figure 5.2 is a collection of operations, which specify a service

of a class.

A use case, (figure 5.3) is a description of a set of sequences of actions that
a system performs that yields an observable result of value to a particular

actor. An actor can be a user or another system.

— Behavioral things

Figure 5.3: Use Case.
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message

-

Figure 5.4: Messages.

State

Figure 5.5: State machines.

These are the dynamic parts of UML. These things represent behavior over
time and space. There are two kinds of behavioral things.
First, an interaction, (figure 5.4), which represents a set of messages

exchanged among a set of objects.

Second, a state machine, (figure 5.5), which specifies a sequence of states

that an object goes through during its lifetime in response to events.

Grouping things
A package, (figure 5.6) is general-purpose mechanism for organizing
elements into groups. Structural things, behavioral things, and other

grouping things can be placed in a package.

Annotation things
Notes, (figure 5.7) are the explanatory parts of UML models. Notes are
comments that are applied to describe or illuminate the elements of the

model.
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Package

Figure 5.6: Packages.

Not e

Figure 5.7: Notes.

2. Relationships
Dependency, (figure 5.8) is a using relationship that states that a change in
specification of one thing(like a class Event) may affect another thing that uses

it(like class Window).

Association, (figure 5.9) is a structural relationship that exists in class diagram
and specifies that objects of one thing are connected to objects of another. An

association that is usually made between two classes.

Generalization, (figure 5.10) is used in a class diagram and it corresponds
to the relationship between a general thing (called the superclass) and a more

specific kind of that thing (called subclass or child).
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r—

Figure 5.8: Dependency.

enpl oyer 'enpl oyes
0..1 *

Figure 5.9: Association.
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Figure 5.10: Generalization.

Figure 5.11: Realization.

Realization, figure 5.11 is a semantic relationship between classifiers, where

one classifier specifies a contract that another classifier guaranties to carry out.

3. Diagrams
e The rules, which tell us how the building blocks are connected.

e Some common mechanisms that apply throughout the UML.
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Several Diagrams used in UML are:

Class Diagrams, Object diagrams, Use case diagrams, Sequence diagrams, Statechart dia-
grams, Activity diagrams, Component diagrams, and Deployment diagrams. We will only
be explaining the type of diagrams which are used in our analysis and design. If the reader

is interested in details concerning the rest of the diagrams see [25].

5.2.1 Class Diagrams

Class diagrams represent the static design view of a system. They shows a set of classes
(see figure 7.5), interfaces, and collaborations and their relationships. Class diagrams are

the most used in modeling object oriented systems.

5.2.2 Sequence Diagrams

Sequence Diagrams represent the dynamic design view of a system. They show an interac-
tion, consisting of a set of objects and their relationships, including the messages that may
be dispatched among them. Sequence diagrams are intersection diagrams, which emphasize

the time-ordering of messages.

5.2.3 Use Case Diagrams

A use case diagram shows a set of use case and actors (a special kind of class) and their
relationships. Use case diagrams show the static use case view of a system. They are
important in organizing and modeling the behaviors of a system and the interaction of a

system with its environment.

5.3 Integration Of Genetic Algorithms in DéjaVu Framework

In this section we will make an analysis and design of the integration of genetic algorithms

in the existing DéjaVu framework [67], [66], [63] using Unified Modeling Language (UML).

5.3.1 The existing DéjaVu framework

The DéjaVu framework contains theoretical classes like schedule class, order class, job

class, operation class, resource class, and allocation class, all of which are abstract classes



57

and represent the theoretical part of the framework. The design of the existing DéjaVu

framework was directed by the following criteria [63]:

e The scheduler’s evaluation of a schedule is based on the evaluation of individual con-

straints and their weighted aggregation.

e The user has full control over the scheduling process with the ability to experiment

with different settings
e The scheduler applies iterative improvement methods to optimize solutions.
e The framework should be extensible and refinable.

The DéjaVu framework is a reusable framework based on the principle of object-oriented

design with the support of some well-known design patterns [89], such as:

e The abstract factory

A domain dependent schedule object is created without specifying its concrete class.

e The factory method

A domain-dependent order is created in the domain-independent order director class.

e Chain of responsibility
This gives the most specific or selected user interface element the chance to react on
a user action and to pass it onto its supervisor if the element does not know how to

react.

e Command
A user action is encapsulated as an object that has a common interface for undoing

or redoing the action.

o Iterator
Provides a way to access elements of an aggregate object such as a list of constraints

sequentially without knowing its implementation.

e Observer
When an object, such as a schedule changes, all dependents can be notified without

having to call all the dependents by using the scheduling object.
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Figure 5.12: Structur of a Schedule

To support a reuse in the Déja Vu framework the following principles are used:

1. Scheduling Core. The principle object in the scheduling core is a schedule see
figure5.12, which consists of the following concepts:
e 3 list of resources with schedule allocations,
e 3 list of jobs with their operations,
e a list of constraints.
2. Schedule Evaluation
In DéjaVu framework the evaluation of a schedule is defined by the evaluation of indi-

vidual constraints. The constraints are stored in a constraint list. There are four base

constraints in existence; allocation constraint, job constraint, resource constraint, and



59

acceptable deviation
safisfaction
optimal deviaton

10
time
0.0 ;

elease date due date

Figure 5.13: Degree of Satisfaction

schedule constraint. Each of these constraints is considered to be abstract class in the
DéjaVu framework. If a new constraint is created it will be considered to be a concrete
class and it is derived from one of the four abstract classes. To evaluate a schedule,
each concrete constraint has a satisfaction degree, which is a value between 0 and 1.
This satisfaction degree [70] tells us how this constraint influences the evaluation of a
schedule. There exist several concrete constraints like tardiness constraint, makespan
constraint, and compatibility constraint with two specializations chemical constraint
and format constraint. The compatibility constraint tell us how optimal the schedule
is if we make the operations in a certain order.In the compatibility constraint it is

important to find sequences that incorporate infiltration with small percentage.

. Graphical User Interface

In DéjaVu framework the Graphical User Interface (GUI) plays an important role.
The goal of the GUI is to give the user control over the schedule activities, this means
when the system gives us a schedule with poor results, the user has the possibility of
changing the schedule to a better one.In the following, the most important Graphical

User Interfaces which exist in the DéjaVu framework are described:

e The supervision hierarchy,

e Scheduling Tasks,

e Graphical Schedule Visualization,

. Algorithms, which try to find better schedule

In DéjaVu framework there are algorithms which optimize the schedule, these algo-

rithms are designed as classes. Until now the only algorithms in existence were: the
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tabu search algorithm, the simulated annealing algorithm, and the iterative deepening.
The new algorithms are genetic algorithms, which are the scope of this thesis. These

algorithms are easily combined by deriving them.

5.3.2 Integration of Genetic Algorithms in the DéjaVu framework

To show how the integration of genetic algorithms in the Déja Vu framework are designed, a
UML (Unified Modeling Language) representation [166], [129] is used to explain our design.
Two kind of diagrams are presented, the class diagrams which represent the statical view
of our design and the sequence diagrams which represent the dynamic view of our design.
To allow the software reuse principle, an existing class library GAlib library of genetic algo-
rithms components, developed by Wall [145], [146] is used which contains the basic classes,
that are needed to build genetic algorithms (see figure 5.14). The GAlib library was used
because of the simplicity of reusing its classes by deriving new ones.

Each kind of genetic algorithm represents a class which is a sub class of the class CDSched-
uledirector from the Déja Vu framework and the class Genetic algorithm from GAlib library
[145], [145]. In this thesis two kinds of genetic algorithms classes are integrated, the simple
genetic algorithm class [93] and the steady state genetic algorithm class [187]. We can inte-
grate other classes representing new genetic algorithms using the principle of generalization.
In figure 5.15 a component diagram is presented showing how genetic algorithms component

is connected to other components from DéjaVu framework and from GAIib library.
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Figure 5.14: The Class Hierarchy of the GALib

Class Diagram of Genetic Algorithm

In figure 5.16 a class diagram shows how the genetic algorithms are integrated in the Déja Vu

framework. Two principle classes are integrated, the so called SimpleGA class, (see figure

5.17) and the Genome class, (see figure 5.24).
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<<single>>
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Figure 5.17: Genetic Algorithm Class and its Interfaces
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The SimpleGA class, (figure 5.17) contains the follwing methods:

o Initialize():
This method permits us to initialize the genetic algorithms, (see figure 5.18). There
are two possibilities, first we can randomly create an initial population, and second
we can randomly create a mixture of individuals with one individual from an intial

schedule, who was created by heuristic methods from the Déja Vu framework.

e Bestneighbor():
This method is the scope of genetic algorithms, (see figure 5.19). It permits us to

create one generation of the genetic algorithm.

e Improve():
This method is a repeat of the BestNeighbor() method until the stopping criteria are
satisfied, (see fig. 5.21).

e Stop():
This method is responsible for stopping the genetic algorithm.

e FEvaluateGenomes():
This method evaluates each new created genome, (see figure 5.20). The evaluation is
done in two parts. First, the genome is decoded to a schedule which is evaluated by
an evaluation function, existing in the Déja Vu framework, and second, the evaluation

function is assigned to the corresponding genome.

e NewSchedule(const CDScheduler *, bool)

This method allows us to create a new schedule
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Genome Class

A class Genome is a parametrized class, (see figure 5.24), which is a subclass of the class
GA1DArrayGenome which is part of the GALib Library. It Genome contains the
follwing methods:

e CodedToGeneome()
In this case a schedule is coded to a genome. In steeldemo application the schedule
is constructed with a set of orders, each order is coded to an integer which represents
a gene of the genome. The genome in this application is a one dimentional array in
which each element corresponds to an order. There are some cases where two orders
must be scheduled after each other, in this case the two orders represent one gene in

a the corresponding genome, (see figure 5.22).

e Decodegenome()
To decode a genome to schedule, each genome is decoded to an order list, then this
order list is scheduled with the AppendOrder(Order) method from the super class
CDScheduleDirector that exists already in the DéjaVu class framework, in this
case the old schedule is deleted and a new one is created. After that the schedule
corresponding to a genome is evaluated.The evaluation function is assigned to the
fitness of the genome, (see figure 5.23). To show how the method Decodegenome()

works a sequence diagram is presented, (see figure 5.25).

e GetGenomeSize()

In this method a genome is given a size.

o AssignEvalToGenome()
After determining the evalution of a schedule, the function is assigned to the corre-

sponding genome as a fitness function.

o CreateGenome()

A new genome is created from a list of orders.

o WhichCrossover(CrossoverType)

In this methode one crossover operator is chosen for application to genetic algorithm.
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WhichMutator(Mutation Type)

A mutation operator is chosen for the genetic algorithm.

clone()

A new genome is created from another genome.

copy()
After cloning a genome, the genome is then copied.

mutate()

this method applies a mutation operator to a genome.

AlternatingPosCrossover(const GAGenome ,const GAGenome ,GAGenome,
GAGenome)

This method represents a crossover operator. (See figure 5.26 )

EdgeRecombCrossovere(const GAGenome ,const GAGenome , GAGenome,
GAGenome)

This method represents a crossover operator. (See figure 5.26 )

HeuristicCrossver(const GAGenome, const GAGenome, GAGenome, GAGenome)

This method represents a crossover operator. (See figure 5.26 )

OrderBasedCrossver(const GAGenome, const GAGenome, GAGenome, GAGenome)

This method represents a crossover operator. (See figure 5.26 )

PositionBasesCrossover(const  GAGenome,  const GAGenome ,GAGenome,
GAGenome)

This method represents a crossover operator. (See figure 5.26 )

MazimalPreservative Crossover(const GAGenome, const GAGenome, GAGenome,
GAGenome)

This method represents a crossover operator. (See figure 5.26 )

UniformaOrderCrossover(const GAGenome, const GAGenome ,GAGenome,

GAGenome)
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Regene : *int

Fegenomesize : long
Pefitness : float

Reevaluated : bool
PeitsOrderList : CDOrderList
PeitsSchedule : CDSchedule
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Figure 5.24: Genome Class and its Interfaces
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Figure 5.25: Sequence Diagram of the Decode Genome method
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Operators

The operators are considered as tasks, this means that the classes consisting operators are
derived from Task class which exists in the DéjaVu framework. Figures 5.26 and 5.27

succesivelly represent a class diagram and a sequence diagram of the operators.
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Other Diagrams

The follwing, a class diagram, represents the design of steady state genetic algorithm in the
DéjaVu framework, ( see figure 5.28). In figure 5.29 a class diagram of the optimization is

represented. Finally, in figure 5.30 a sequence diagram is shown.
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Figure 5.28: Class Diagram: Steady State Genetic Algorithm
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Figure 5.29: Class Diagram: Optimization
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Figure 5.30: Sequence Diagram of the CreateScheduleDirector method



Chapter 6

Experiments and Results

6.1 Introduction

In this chapter, experimentations with genetic algorithms and tabu search are presented.
The experiments are done on a 450 PC using the Windows 98 system. This chapter will
show how the genetic algorithms parameters, such as crossover and mutation operators
influence the performance of the solution. Two kind of experiments will be presented, the
first one is about the operators of genetic algorithms and the second one is done to compare
the improvement of the solution between genetic algorithms and the tabu search method.
Some genetic algorithms are applied to the benchmarks of the steel demo application in
chapter 2, and are compared with the tabu search method. Tables and graphs are presented

to illustrate these experiments.
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6.2 Application: Steel Demo Scheduler

Most of the experiments are done with steady state genetic algorithm and simple genetic
algorithm as described by Goldberg [93]. In the first phase of the experiments, a combina-
tion of some crossover and mutation operators are made to see how the genetic operators
influence the performance of genetic algorithms to improve the solution. In the second
phase, steady state genetic algorithm and simple genetic algorithm are compared to the
tabu search method. This phase uses the steel demo application existing in the Déjavu
Class library, this application is explained in details in chapters 2 and 5.

Ten different benchmarks from the steel demo application are used to compare the tabu
search method with other genetic algorithms. For each experiment with genetic algorithms

there are ten runs through executed. The next two sections present in detail the two phases.

6.2.1 The influence of Genetic Operators

In the first phase some crossover and mutation operators are combined to see how they in-
fluence the performance of the genetic algorithm. The genetic algorithm used in this phase
is a steady state genetic algorithm.

The crossover operators used are: mazimal preservative crossover, order based crossover,
order crossover, partial matched crossover, position based crossover,and uniform order based
crossover. Kach crossover operator mentioned above is combined with the following muta-
tion operators: displacement mutation, scramble mutation, insertion mutation, swap muta-
tion, and inversion mutation. In order to see the influence of the combination of crossover
and mutation operators, the same parameters for all the experiments with steady state ge-
netic algorithm are used. The steady state genetic algorithm parameters are presented in

table 6.1.
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| Genetic Algorithm Parameters | Values
Initial Population Random
Population Size 50
Elapsed Time(s) 300
Selector Roulette Wheel Selector
Number Of Selection 10
Crossover Probability 0.99
Mutation Probability 0.01
Scheduling Problem BM9

Table 6.1: Parameters for the Steady State Genetic Algorithm

After ten runs for each combination of crossover and mutation operators have been
completed, the results are presented in table 6.2. This table shows the best, average, and
the worst results using the steady state genetic algorithm applied with a combination of
the genetic algorithm operators. The best results are obtained with the combination of the

following crossover and mutation operators.

¢ Maximal preservative crossover with swap mutation, insertion mutation, and scramble

mutation.

e Partial matched crossover with swap mutation, insertion mutation, and scramble mu-

tation.

e Uniformed based crossover with insertion mutation, swap mutation, and scramble

mutation.

e Position based crossover with insertion mutation, scramble mutation, and swap mu-

tation.
e Order crossover with insertion mutation, scramble mutation, swap mutation.

e Order based crossover with scramble mutation, insertion mutation, swap mutation.

The average results shows, the improvement of the solution is reached with the following

combination of crossover and mutation operators:

e Partial matched crossover with swap mutation, insertion mutation, scramble muta-

tion.
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Maximal preservative crossover with scramble mutation, insertion mutation, swap

mutation.
Order crossover with scramble mutation, insertion mutation, swap mutation.
Order based crossover with insertion mutation, swap mutation, scramble mutation.

Uniform order based crossover with insertion mutation, swap mutation, scramble mu-

tation.

Position based crossover with insertion mutation, scramble mutation, swap mutation.
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Operators Swap Mu- | Scramble Insertion Inversion Displacement]
tation Mutation Mutation Mutation Mutation
PMX(Number of Runs) 10 10 10 10 10
worst results 0,8137 0,8004 0,8074 0,7761 0,7878
average results 0,8270 0,8103 0,8198 0,7880 0,7965
best results 0,8454 0,8192 0,8320 0,8004 0,8036
OrderBasedX(Number of Runs) 10 10 10 10 10
worst results 0,7902 0,7830 0,7847 0,7699 0,7704
average results 0,8047 0,8015 0,8160 0,7771 0,7785
best results 0,8176 0,8264 0,8229 0,7909 0,7972
OrderX(Number of Runs) 10 10 10 10 10
worst results 0,7988 0,7957 0,7862 0,7840 0,7917
average results 0,8052 0,8108 0,8096 0,7923 0,7995
best results 0,8201 0,8262 0,8309 0,8043 0,8082
MaximalPreservativeX(Number of Runs) | 10 10 10 10 10
worst results 0,8028 0,8059 0,8075 0,7878 0,7965
average results 0,8159 0,8232 0,8216 0,7970 0,8066
best results 0,8469 0,8329 0,8356 0,8020 0,8149
UniformOrderBasedX(Number of Runs) 10 10 10 10 10
worst results 0,7925 0,7838 0,7949 0,7633 0,7714
average results 0,8047 0,7980 0,8148 0,7745 0,7780
best results 0,8327 0,8099 0,8367 0,7807 0,7840
PositionBasedX (NumberOfRuns) 10 10 10 10 10
worst results 0,7864 0,7901 0,7838 0,7602 0,7728
average results 0.7989 0,8044 0,8057 0,7729 0,7786
best results 0,8145 0,8309 0,8359 0,7807 0,7926

Table 6.2: Steady State Genetic Algorithm applied to the problem BM9

The figures 6.1, 6.2, and 6.3 illustrate the best results obtained from the table 6.2 using

ten runs of steady state genetic algorithm combining some crossover operators with some

mutation operators.

In figure 6.1 the steady state genetic algorithm is applied to the schedule of the order BM9

using Mazimal Preservative Crossover with Swap Mutation and Order Base Crossover with

Scramble mutation.

In figure 6.2 the steady state genetic algorithm is applied to the schedule of the order BM9

using Order Crossover with Insertion mutation and Partial Matched Crossover with Swap

Mutation.

In figure 6.3 the steady state genetic algorithm is applied to the schedule of the order BM9

using Position based crossover with Insertion mutation and Uniform order base crossover

with Insertion mutation.
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6.2.2 Comparison of genetic algorithms with tabu search method

The second phase of these experiments compares two genetic algorithms with the tabu
search method. The genetic algorithms used are steady state genetic algorithm and simple
genetic algorithm [93]. For each benchmark BM3, i =1 to 10 the parameters of the simple
genetic algorithm are presented in table 6.3 and the parameters of the steady state genetic

algorithm are presented in table 6.4.

| Genetic Algorithm Parameters | Values
Initial Population) Not Random
Population Size 50
Elapsed Time(s) 300
Selector Roulette Wheel Selector
Crossover Probability 0.99
Mutation Probability 0.01

Table 6.3: Parameters for the Simple Genetic Algorithm

| Genetic Algorithm Parameters | Values
Initial Population) Not Random
Population Size 50
Elapsed Time(s) 300
Selector Roulette Wheel Selector
Number Of Selection 10
Crossover Probability 0.99
Mutation Probability 0.01

Table 6.4: Parameters for the Steady State Genetic Algorithm
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In figure 6.5 (a): The genetic operators for Simple Genetic Algorithm:
e (Crossover Operator: Position Based Crossover
e Mutation Operator: Scramble Mutation
The genetic operators for Steady State Genetic Algorithm:
e (Crossover Operator: Position Based Crossover
e Mutation Operator: Scramble Mutation
In figure 6.5 (b) The Genetic operators for simple Genetic Algorithm:
e (rossover Operator: Maximal Preservative Crossover
o Mutation Operator: Swap Mutation
The genetic operators for Steady State Genetic Algorithm:
e Crossover Operator: Maximal Preservative Crossover

e Mutation Operator: Swap Mutation

In figure 6.6 (c) The genetic operators for Simple Genetic Algorithm:
e (rossover Operator: Maximal Preservative Crossover
e Mutation Operator: Swap Mutation

The genetic operators for Steady State Genetic Algorithm:
e (Crossover Operator: Maximal Preservative Crossover
o Mutation Operator: Swap Mutation

In figure 6.6 (d), The genetic operators for Simple Genetic Algorithm:
e (rossover Operator: Maximal Preservative Crossover

e Mutation Operator: Insertion Mutation



The genetic operators for Steady State Genetic Algorithm:
e (rossover Operator: Maximal Preservative Crossover

e Mutation Operator: Insertion Mutation

In figure 6.7 (e), The genetic operators for Simple Genetic Algorithm:
e (rossover Operator: Maximal Preservative Crossover
e Mutation Operator: Swap Mutation
The genetic operators for Steady State Genetic Algorithm:
e (Crossover Operator: Maximal Preservative Crossover
e Mutation Operator: Swap Mutation
In figure 6.7 (f), The genetic operators for Simple Genetic Algorithm:
e (rossover Operator: Order Based Crossover
e Mutation Operator: Insertion Mutation
The genetic operators for Steady State Genetic Algorithm:
e Crossover Operator: Maximal Preservative Crossover

o Mutation Operator: Swap Mutation

In figure 6.8 (g), The genetic operators for Simple Genetic Algorithm:
e (Crossover Operator: Position Based Crossover
e Mutation Operator: Scramble Mutation

The genetic operators for Steady State Genetic Algorithm:
e (rossover Operator: Maximal Preservative Crossover

e Mutation Operator: Swap Mutation
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In figure 6.8 (h), The genetic operators for Simple Genetic Algorithm:
e (Crossover Operator: Position Based Crossover
e Mutation Operator: Scramble Mutation

The genetic operators for Steady State Genetic Algorithm:
e (Crossover Operator: Position Based Crossover

e Mutation Operator: Scramble Mutation

In figure 6.9 (i), The genetic operators for Simple Genetic Algorithm:
e (rossover Operator: Partial Matched Crossover
o Mutation Operator: Swap Mutation
The genetic operators for Steady State Genetic Algorithm:
e Crossover Operator: Partial Matched Crossover
o Mutation Operator: Swap Mutation
In figure 6.9 (j), The genetic operators for Simple Genetic Algorithm:
e (rossover Operator: Order Crossover
o Mutation Operator: Swap Mutation
The genetic operators for Steady State Genetic Algorithm:
e Crossover Operator: Order Crossover

o Mutation Operator: Swap Mutation
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In figure 6.5 (a) tabu search method gives the best result. In figure 6.5 (b) Steady
State Genetic Algorithm gives the best results, these results are better than the results
with the tabu search because we used good crossover operator and mutation operator,
namely maximal preservative crossover and swap mutation. In figure 6.6 (c) Simple genetic
algorithm and steady state genetic algorithm gives better results than tabu search method,
and in figure 6.6 (d) tabu search is better than simple genetic algorithm and steady state
genetic algorithm. In both figures the crossover operator used was maximal preservative
crossover but they used different mutation operators, namely the swap mutation in figure
6.6 (c) and insertion mutation in figure 6.6 (d). These explain that genetic algorithms with
swap mutation improve the solution better than using the insertion mutation. In figures 6.7
(e) and 6.7 (f) the tabu search is better than simple genetic algorithm but the steady state
genetic algorithm gives better results than the tabu search method. In figure 6.8 (g) the
tabu search method gives a better result than the simple genetic algorithm but steady state
genetic algorithm using maximal preservative crossover and swap mutation, is better than
the tabu search. In figure 6.8 (h) tabu search is better than simple genetic algorithm and
steady state genetic algorithm. This means that position based crossover and scramble are
not powerful enough for the genetic algorithms. In figure 6.8 (i) partial matched crossover
and swap mutation are used. In this case steady state genetic algorithm and simple genetic
algorithm give better results than the tabu search method. In figure 6.8 (j) where order
crossover and swap mutation are used, the tabu search method improve the solution better
than the improvement with steady state genetic algorithm and simple genetic algorithm.
In these two cases the partial matched crossover and swap mutation perform well in the

genetic algorithms

6.3 Conclusion

These Experiments show that genetic operators play an important role in improving solution
in genetic algorithms. The experiments also show that genetic algorithms sometimes give
better solutions than the tabu search method using the appropriate crossover and mutation
operators. We can say that the use of maximal preservative crossover combined with swap

mutation and partial matched crossover combined with swap mutation in genetic algorithms
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gives better results than the tabu search method. The one inconvenience of genetic algo-
rithms is that they are slower to reach good results than the tabu search method because

each genome in the population has to be decoded to a schedule.



Chapter 7

Epilogue

In this chapter a general conclusion is provided as well as presenting open topics of work to
be done in the future. We illustrate the advantages and disadvantages of the use of genetic

algorithms.

7.1 General Conclusion

Genetic algorithms used in this thesis have shown how they can give better solution than
the tabu search method, if we use the appropriate genetic operators like crossover and
mutation operators. If the initial population in the genetic algorithms is not randomly
created, but is created from an initial schedule then the genetic algorithms converge to
make a good solution. In this thesis we did not experiment with other kinds of chromosome
representations but we worked on one presentation, which is an array of numbers, because
this representation is closer to the natural representation of a schedule. In this thesis the
objective function is designed as a single function and this is why we did not used multi-
objective genetic algorithms, which are used in many applications [157], [79], [213], [19],
[153], [216], [29],36], [12], [125], [56], [214], [4], [116], [142], [86], [188], [112], [13].

7.2 Open Topics

e How can genetic algorithms work faster?
In this thesis we used simple genetic algorithm and steady state genetic algorithms

to improve the solution. The results were good but the algorithms did not work very
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fast. In the future we can use parallel genetic algorithms [39],[113] where genetic

algorithms work on many sub populations at the same time.

Design of theoretical classes of algorithms using the strategy design pattern
In DéjaVu Class framework there is no theoretical classes for algorithms. In the future
we will design theoretical classes which will represent improved algorithms using the

strategy design pattern [89].

The design of a new multi-objective function where we can use multi-objective genetic

algorithms.

How we use methods from machine learning to solve the steel making scheduling prob-
lem? The system should learn how to solve the scheduling problem using evolutionary

algorithms such as genetic algorithms to give us ”good” solution.
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Figure 7.3: Graphical User Interface:genetic algorithm operators

Figure 7.4: Graphical User Interface: Simple genetic algorithm parameters
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Figure 7.5: Graphical User Interface: Steady state genetic algorithm parameters

Figure 7.6: Graphical User Interface: Stoping Criteria
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